**.NET Core**

**Xamarin Forms + Prism**

**Xamarin Classic + MVVM Cross**
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# Veterinary example: functionality matrix

|  |  |  |  |
| --- | --- | --- | --- |
| **Functionality** | **Web** | | **App** |
| **Admin** | **Customer** | **Customer** |
| Login | X | X | X |
| Register |  | X | X |
| Modify profile | X | X | X |
| Recover password | X | X | X |
| Admin managers | X |  |  |
| Admin Owners | X |  |  |
| Admin Pets | X | X | X |
| Admin pet types | X |  |  |
| Admin agenda | X |  |  |
| Assign / unassign appointments | X | X | X |
| Admin clinic history for pets | X |  |  |
| See clinic history | X | X | X |
| See veterinary on map |  |  | X |
| Service “Pet Love” |  |  | X |

# Create the Solution

**Note:** all the code are in: <https://github.com/Zulu55/MyVet>

Create the following solution:

MyVet.Common (.NET Standard)

MyVet.Web (.NET Core)

Front End Web (Admin)

API

MyVet.Prism

MyVet.Prism

.Android

MyVet.Prism

.iOS

MyVet.Cross.Android

MyVet.Cross.iOS

Backend (Web)

Frontend (Mobile)

In Visual Studio, you must build something similar to:
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# Web First Part

## Create the Database

**Note**: in this project we’ll work with entity framework code first, if you want to work with EF database first, I recommend this article: <https://docs.microsoft.com/en-us/ef/core/get-started/aspnetcore/existing-db>

1. Create the **Owner** class:

using System.ComponentModel.DataAnnotations;

namespace MyVet.Web.Data.Entities

{

public class Owner

{

public int Id { get; set; }

[Display(Name = "Document")]

[MaxLength(20, ErrorMessage = "The {0} field can not have more than {1} characters.")]

[Required(ErrorMessage = "The field {0} is mandatory.")]

public string Document { get; set; }

[Display(Name = "First Name")]

[MaxLength(50, ErrorMessage = "The {0} field can not have more than {1} characters.")]

[Required(ErrorMessage = "The field {0} is mandatory.")]

public string FirstName { get; set; }

[Display(Name = "Last Name")]

[MaxLength(50, ErrorMessage = "The {0} field can not have more than {1} characters.")]

[Required(ErrorMessage = "The field {0} is mandatory.")]

public string LastName { get; set; }

[Display(Name = "Fixed Phone")]

[MaxLength(20, ErrorMessage = "The {0} field can not have more than {1} characters.")]

public string FixedPhone { get; set; }

[Display(Name = "Cell Phone")]

[MaxLength(20, ErrorMessage = "The {0} field can not have more than {1} characters.")]

public string CellPhone { get; set; }

[MaxLength(100, ErrorMessage = "The {0} field can not have more than {1} characters.")]

public string Address { get; set; }

public string FullName => $"{FirstName} {LastName}";

public string FullNameWithDocument => $"{FirstName} {LastName} - {Document}";

}

}

1. Create the **DataContext** class:

using Microsoft.EntityFrameworkCore;

using MyVet.Web.Data.Entities;

namespace MyVet.Web.Data

{

public class DataContext : DbContext

{

public DataContext(DbContextOptions<DataContext> options) : base(options)

{

}

public DbSet<Owner> Owners { get; set; }

}

}

1. Add the connection string to the configuration json file: **appsettings.json** (see the SQL Server Object Explorer):

{

"Logging": {

"LogLevel": {

"Default": "Warning"

}

},

"AllowedHosts": "\*",

"ConnectionStrings": {

"DefaultConnection": "Server=(localdb)\\MSSQLLocalDB;Database=MyVet;Trusted\_Connection=True;MultipleActiveResultSets=true"

}

}

**Note**: You must be sure of the servers names in your installation, you can check it out by clicking in SQL Server Object Explorer:
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In this case, there are three available servers: (localdb)\MSSQLLocalDB, (localdb)\ProjectsV13 and (localdb)\v11.0. Or you can explore your server by clicking on “Add SQL Server” icon:
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1. Add the database injection in **Startup** class:

public void ConfigureServices(IServiceCollection services)

{

services.Configure<CookiePolicyOptions>(options =>

{

// This lambda determines whether user consent for non-essential cookies is needed for a given request.

options.CheckConsentNeeded = context => true;

options.MinimumSameSitePolicy = SameSiteMode.None;

});

services.AddDbContext<DataContext>(cfg =>

{

cfg.UseSqlServer(Configuration.GetConnectionString("DefaultConnection"));

});

services.AddMvc().SetCompatibilityVersion(CompatibilityVersion.Version\_2\_1);

}

1. Save changes and run those commands by command line in the same folder that is the web project:

PM> update-database

PM> add-migration InitialDb

PM> update-database

1. Add the **OwnersController**.
2. Add the Owners menu and test the DB connection.

<ul class="nav navbar-nav">

<li><a asp-area="" asp-controller="Home" asp-action="Index">Home</a></li>

<li><a asp-area="" asp-controller="Home" asp-action="About">About</a></li>

<li><a asp-area="" asp-controller="Home" asp-action="Contact">Contact</a></li>

<li><a asp-area="" asp-controller="Owners" asp-action="Index">Owners</a></li>

</ul>

## Modify DB

We will complete the DB initially with these entities and relationships:

Owner

Pet

Pet Type

History

Service Type

Agenda

1

\*

1

1

1

1

1

\*

\*

\*

\*

\*

1. Add the entity **PetType**:

using System.ComponentModel.DataAnnotations;

namespace MyVet.Web.Data.Entities

{

public class PetType

{

public int Id { get; set; }

[Display(Name = "Pet Type")]

[MaxLength(50, ErrorMessage = "The {0} field can not have more than {1} characters.")]

[Required(ErrorMessage = "The field {0} is mandatory.")]

public string Name { get; set; }

}

}

1. Add the entity **ServiceType**:

using System.ComponentModel.DataAnnotations;

namespace MyVet.Web.Data.Entities

{

public class ServiceType

{

public int Id { get; set; }

[Display(Name = "Service Type")]

[MaxLength(50, ErrorMessage = "The {0} field can not have more than {1} characters.")]

[Required(ErrorMessage = "The field {0} is mandatory.")]

public string Name { get; set; }

}

}

1. Add the entity **History**:

using System;

using System.ComponentModel.DataAnnotations;

namespace MyVet.Web.Data.Entities

{

public class History : IEntity

{

public int Id { get; set; }

public ServiceType ServiceType { get; set; }

[Display(Name = "Description\*")]

[MaxLength(100, ErrorMessage = "The {0} field can not have more than {1} characters.")]

[Required(ErrorMessage = "The field {0} is mandatory.")]

public string Description { get; set; }

[Display(Name = "Date\*")]

[Required(ErrorMessage = "The field {0} is mandatory.")]

[DisplayFormat(DataFormatString = "{0:yyyy/MM/dd HH:mm}", ApplyFormatInEditMode = true)]

public DateTime Date { get; set; }

public string Remarks { get; set; }

public Pet Pet { get; set; }

[Display(Name = "Date\*")]

[DisplayFormat(DataFormatString = "{0:yyyy/MM/dd HH:mm}", ApplyFormatInEditMode = true)]

public DateTime DateLocal => Date.ToLocalTime();

}

}

1. Add the entity **Pet**:

using System;

using System.Collections.Generic;

using System.ComponentModel.DataAnnotations;

namespace MyVet.Web.Data.Entities

{

public class Pet

{

public int Id { get; set; }

[Display(Name = "Name")]

[MaxLength(50, ErrorMessage = "The {0} field can not have more than {1} characters.")]

[Required(ErrorMessage = "The field {0} is mandatory.")]

public string Name { get; set; }

[Display(Name = "Image")]

public string ImageUrl { get; set; }

[MaxLength(50, ErrorMessage = "The {0} field can not have more than {1} characters.")]

public string Race { get; set; }

public Owner Owner { get; set; }

public PetType PetType { get; set; }

[Display(Name = "Born")]

[Required(ErrorMessage = "The field {0} is mandatory.")]

[DataType(DataType.DateTime)]

[DisplayFormat(DataFormatString = "{0:yyyy/MM/dd}", ApplyFormatInEditMode = true)]

public DateTime Born { get; set; }

public string Remarks { get; set; }

public ICollection<History> Histories { get; set; }

//TODO: replace the correct URL for the image

public string ImageFullPath => string.IsNullOrEmpty(ImageUrl)

? null

: $"https://TDB.azurewebsites.net{ImageUrl.Substring(1)}";

}

}

1. Add the entity **Agenda**:

using System;

using System.ComponentModel.DataAnnotations;

namespace MyVet.Web.Data.Entities

{

public class Agenda

{

public int Id { get; set; }

[Display(Name = "Date")]

[Required(ErrorMessage = "The field {0} is mandatory.")]

[DataType(DataType.DateTime)]

[DisplayFormat(DataFormatString = "{0:yyyy/MM/dd H:mm tt}", ApplyFormatInEditMode = true)]

public DateTime Date { get; set; }

public Owner Owner { get; set; }

public Pet Pet { get; set; }

public string Remarks { get; set; }

[Display(Name = "Is Available?")]

public bool IsAvailable { get; set; }

}

}

1. Update the **DataContext**:

using Microsoft.EntityFrameworkCore;

using MyVet.Web.Data.Entities;

namespace MyVet.Web.Data

{

public class DataContext : DbContext

{

public DataContext(DbContextOptions<DataContext> options) : base(options)

{

}

public DbSet<Owner> Owners { get; set; }

public DbSet<PetType> PetTypes { get; set; }

public DbSet<Pet> Pets { get; set; }

public DbSet<ServiceType> ServiceTypes { get; set; }

public DbSet<History> Histories { get; set; }

public DbSet<Agenda> Agendas { get; set; }

}

}

1. Save all and run this commands:

PM> add-migration CompleteDB

PM> update-database

1. Test it.

## Seed the DB with initial data

1. Create the **SeedDb** class, with your population data logic:

using MyVet.Web.Data.Entities;

using System;

using System.Linq;

using System.Threading.Tasks;

namespace MyVet.Web.Data

{

public class SeedDb

{

private readonly DataContext \_context;

public SeedDb(DataContext context)

{

\_context = context;

}

public async Task SeedAsync()

{

await \_context.Database.EnsureCreatedAsync();

await CheckPetTypesAsync();

await CheckServiceTypesAsync();

await CheckOwnersAsync();

await CheckPetsAsync();

await CheckAgendasAsync();

}

private async Task CheckPetsAsync()

{

var owner = \_context.Owners.FirstOrDefault();

var petType = \_context.PetTypes.FirstOrDefault();

if (!\_context.Pets.Any())

{

AddPet("Otto", owner, petType, "Shih tzu");

AddPet("Killer", owner, petType, "Dobermann");

await \_context.SaveChangesAsync();

}

}

private async Task CheckServiceTypesAsync()

{

if (!\_context.ServiceTypes.Any())

{

\_context.ServiceTypes.Add(new ServiceType { Name = "Consulta" });

\_context.ServiceTypes.Add(new ServiceType { Name = "Urgencia" });

\_context.ServiceTypes.Add(new ServiceType { Name = "Vacunación" });

await \_context.SaveChangesAsync();

}

}

private async Task CheckPetTypesAsync()

{

if (!\_context.PetTypes.Any())

{

\_context.PetTypes.Add(new PetType { Name = "Perro" });

\_context.PetTypes.Add(new PetType { Name = "Geto" });

await \_context.SaveChangesAsync();

}

}

private async Task CheckOwnersAsync()

{

if (!\_context.Owners.Any())

{

AddOwner("8989898", "Juan", "Zuluaga", "234 3232", "310 322 3221", "Calle Luna Calle Sol");

AddOwner("7655544", "Jose", "Cardona", "343 3226", "300 322 3221", "Calle 77 #22 21");

AddOwner("6565555", "Maria", "López", "450 4332", "350 322 3221", "Carrera 56 #22 21");

await \_context.SaveChangesAsync();

}

}

private void AddOwner(string document, string firstName, string lastName, string fixedPhone, string cellPhone, string address)

{

\_context.Owners.Add(new Owner

{

Address = address,

CellPhone = cellPhone,

Document = document,

FirstName = firstName,

FixedPhone = fixedPhone,

LastName = lastName

});

}

private void AddPet(string name, Owner owner, PetType petType, string race)

{

\_context.Pets.Add(new Pet

{

Born = DateTime.Now.AddYears(-2),

Name = name,

Owner = owner,

PetType = petType,

Race = race

});

}

private async Task CheckAgendasAsync()

{

if (!\_context.Agendas.Any())

{

var initialDate = new DateTime(DateTime.Now.Year, DateTime.Now.Month, DateTime.Now.Day, 8, 0, 0);

var finalDate = initialDate.AddYears(1);

while (initialDate < finalDate)

{

if (initialDate.DayOfWeek != DayOfWeek.Sunday)

{

var finalDate2 = initialDate.AddHours(10);

while (initialDate < finalDate2)

{

\_context.Agendas.Add(new Agenda

{

Date = initialDate.ToUniversalTime(),

IsAvailable = true

});

initialDate = initialDate.AddMinutes(30);

}

initialDate = initialDate.AddHours(14);

}

else

{

initialDate = initialDate.AddDays(1);

}

}

await \_context.SaveChangesAsync();

}

}

}

}

1. Create the **Program** class:

using Microsoft.AspNetCore;

using Microsoft.AspNetCore.Hosting;

using Microsoft.Extensions.DependencyInjection;

using MyVet.Web.Data;

namespace MyVet.Web

{

public class Program

{

public static void Main(string[] args)

{

var host = CreateWebHostBuilder(args).Build();

RunSeeding(host);

host.Run();

}

private static void RunSeeding(IWebHost host)

{

var scopeFactory = host.Services.GetService<IServiceScopeFactory>();

using (var scope = scopeFactory.CreateScope())

{

var seeder = scope.ServiceProvider.GetService<SeedDb>();

seeder.SeedAsync().Wait();

}

}

public static IWebHostBuilder CreateWebHostBuilder(string[] args)

{

return WebHost.CreateDefaultBuilder(args).UseStartup<Startup>();

}

}

}

1. Add the injection for the seeder in **Startup**:

public IConfiguration Configuration { get; }

// This method gets called by the runtime. Use this method to add services to the container.

public void ConfigureServices(IServiceCollection services)

{

services.Configure<CookiePolicyOptions>(options =>

{

// This lambda determines whether user consent for non-essential cookies is needed for a given request.

options.CheckConsentNeeded = context => true;

options.MinimumSameSitePolicy = SameSiteMode.None;

});

services.AddDbContext<DataContext>(cfg =>

{

cfg.UseSqlServer(Configuration.GetConnectionString("DefaultConnection"));

});

services.AddTransient<SeedDb>();

services.AddMvc().SetCompatibilityVersion(CompatibilityVersion.Version\_2\_1);

}

1. Test it.

## Add User Identities

We’ll complete out database with this entities:

Owner

Pet

Pet Type

History

Service Type

Agenda

1

\*

1

1

1

1

1

\*

\*

\*

\*

\*

User

UserRole

Role

Manager

1

1

1

1

1

1

\*

\*

1. Create your own **User** class inherit from **IdentityUser** class:

using System.ComponentModel.DataAnnotations;

using Microsoft.AspNetCore.Identity;

namespace MyVet.Web.Data.Entities

{

public class User : IdentityUser

{

[Display(Name = "Document")]

[MaxLength(20, ErrorMessage = "The {0} field can not have more than {1} characters.")]

[Required(ErrorMessage = "The field {0} is mandatory.")]

public string Document { get; set; }

[Display(Name = "First Name")]

[MaxLength(50, ErrorMessage = "The {0} field can not have more than {1} characters.")]

[Required(ErrorMessage = "The field {0} is mandatory.")]

public string FirstName { get; set; }

[Display(Name = "Last Name")]

[MaxLength(50, ErrorMessage = "The {0} field can not have more than {1} characters.")]

[Required(ErrorMessage = "The field {0} is mandatory.")]

public string LastName { get; set; }

[MaxLength(100, ErrorMessage = "The {0} field can not have more than {1} characters.")]

public string Address { get; set; }

[Display(Name = "Full Name")]

public string FullName => $"{FirstName} {LastName}";

[Display(Name = "Full Name")]

public string FullNameWithDocument => $"{FirstName} {LastName} - {Document}";

}

}

1. Modify the entity **Owner**:

using System.Collections.Generic;

using System.ComponentModel.DataAnnotations;

namespace MyVet.Web.Data.Entities

{

public class Owner

{

public int Id { get; set; }

public User User { get; set; }

public ICollection<Pet> Pets { get; set; }

public ICollection<Agenda> Agendas { get; set; }

}

}

1. Add the new entity **Manager**:

namespace MyVet.Web.Data.Entities

{

public class Manager

{

public int Id { get; set; }

public User User { get; set; }

}

}

1. Modify the data context class:

using Microsoft.AspNetCore.Identity.EntityFrameworkCore;

using Microsoft.EntityFrameworkCore;

using MyVet.Web.Data.Entities;

namespace MyVet.Web.Data

{

public class DataContext : IdentityDbContext<User>

{

public DataContext(DbContextOptions<DataContext> options) : base(options)

{

}

public DbSet<Owner> Owners { get; set; }

public DbSet<PetType> PetTypes { get; set; }

public DbSet<Pet> Pets { get; set; }

public DbSet<ServiceType> ServiceTypes { get; set; }

public DbSet<History> Histories { get; set; }

public DbSet<Agenda> Agendas { get; set; }

public DbSet<Manager> Managers{ get; set; }

}

}

1. Create the folder **Helpers** and inside it add the interface **IUserHelper**:

using Microsoft.AspNetCore.Identity;

using MyVet.Web.Data.Entities;

using System.Threading.Tasks;

namespace MyVet.Web.Helpers

{

public interface IUserHelper

{

Task<User> GetUserByEmailAsync(string email);

Task<IdentityResult> AddUserAsync(User user, string password);

Task CheckRoleAsync(string roleName);

Task AddUserToRoleAsync(User user, string roleName);

Task<bool> IsUserInRoleAsync(User user, string roleName);

}

}

1. In the same folder add the implementation (**UserHelper**):

using Microsoft.AspNetCore.Identity;

using MyVet.Web.Data.Entities;

using System.Threading.Tasks;

namespace MyVet.Web.Helpers

{

public class UserHelper : IUserHelper

{

private readonly UserManager<User> \_userManager;

private readonly RoleManager<IdentityRole> \_roleManager;

public UserHelper(

UserManager<User> userManager,

RoleManager<IdentityRole> roleManager)

{

\_userManager = userManager;

\_roleManager = roleManager;

}

public async Task<IdentityResult> AddUserAsync(User user, string password)

{

return await \_userManager.CreateAsync(user, password);

}

public async Task AddUserToRoleAsync(User user, string roleName)

{

await \_userManager.AddToRoleAsync(user, roleName);

}

public async Task CheckRoleAsync(string roleName)

{

var roleExists = await \_roleManager.RoleExistsAsync(roleName);

if (!roleExists)

{

await \_roleManager.CreateAsync(new IdentityRole

{

Name = roleName

});

}

}

public async Task<User> GetUserByEmailAsync(string email)

{

var user = await \_userManager.FindByEmailAsync(email);

return user;

}

public async Task<bool> IsUserInRoleAsync(User user, string roleName)

{

return await \_userManager.IsInRoleAsync(user, roleName);

}

}

}

1. Add the injection in **Startup**:

services.AddScoped<IUserHelper, UserHelper>();

1. Modify the **SeedDb**:

using MyVet.Web.Data.Entities;

using MyVet.Web.Helpers;

using System;

using System.Linq;

using System.Threading.Tasks;

namespace MyVet.Web.Data

{

public class SeedDb

{

private readonly DataContext \_dataContext;

private readonly IUserHelper \_userHelper;

public SeedDb(

DataContext context,

IUserHelper userHelper)

{

\_dataContext = context;

\_userHelper = userHelper;

}

public async Task SeedAsync()

{

await \_dataContext.Database.EnsureCreatedAsync();

await CheckRoles();

var manager = await CheckUserAsync("1010", "Juan", "Zuluaga", "jzuluaga55@gmail.com", "350 634 2747", "Calle Luna Calle Sol", "Admin");

var customer = await CheckUserAsync("2020", "Juan", "Zuluaga", "jzuluaga55@hotmail.com", "350 634 2747", "Calle Luna Calle Sol", "Customer");

await CheckPetTypesAsync();

await CheckServiceTypesAsync();

await CheckOwnerAsync(customer);

await CheckManagerAsync(manager);

await CheckPetsAsync();

await CheckAgendasAsync();

}

private async Task CheckRoles()

{

await \_userHelper.CheckRoleAsync("Admin");

await \_userHelper.CheckRoleAsync("Customer");

}

private async Task<User> CheckUserAsync(string document, string firstName, string lastName, string email, string phone, string address, string role)

{

var user = await \_userHelper.GetUserByEmailAsync(email);

if (user == null)

{

user = new User

{

FirstName = firstName,

LastName = lastName,

Email = email,

UserName = email,

PhoneNumber = phone,

Address = address,

Document = document

};

await \_userHelper.AddUserAsync(user, "123456");

await \_userHelper.AddUserToRoleAsync(user, role);

}

return user;

}

private async Task CheckPetsAsync()

{

if (!\_dataContext.Pets.Any())

{

var owner = \_dataContext.Owners.FirstOrDefault();

var petType = \_dataContext.PetTypes.FirstOrDefault();

AddPet("Otto", owner, petType, "Shih tzu");

AddPet("Killer", owner, petType, "Dobermann");

await \_dataContext.SaveChangesAsync();

}

}

private async Task CheckServiceTypesAsync()

{

if (!\_dataContext.ServiceTypes.Any())

{

\_dataContext.ServiceTypes.Add(new ServiceType { Name = "Consulta" });

\_dataContext.ServiceTypes.Add(new ServiceType { Name = "Urgencia" });

\_dataContext.ServiceTypes.Add(new ServiceType { Name = "Vacunación" });

await \_dataContext.SaveChangesAsync();

}

}

private async Task CheckPetTypesAsync()

{

if (!\_dataContext.PetTypes.Any())

{

\_dataContext.PetTypes.Add(new PetType { Name = "Perro" });

\_dataContext.PetTypes.Add(new PetType { Name = "Gato" });

await \_dataContext.SaveChangesAsync();

}

}

private async Task CheckOwnerAsync(User user)

{

if (!\_dataContext.Owners.Any())

{

\_dataContext.Owners.Add(new Owner { User = user });

await \_dataContext.SaveChangesAsync();

}

}

private async Task CheckManagerAsync(User user)

{

if (!\_dataContext.Managers.Any())

{

\_dataContext.Managers.Add(new Manager { User = user });

await \_dataContext.SaveChangesAsync();

}

}

private void AddPet(string name, Owner owner, PetType petType, string race)

{

\_dataContext.Pets.Add(new Pet

{

Born = DateTime.Now.AddYears(-2),

Name = name,

Owner = owner,

PetType = petType,

Race = race

});

}

private async Task CheckAgendasAsync()

{

if (!\_dataContext.Agendas.Any())

{

var initialDate = new DateTime(DateTime.Now.Year, DateTime.Now.Month, DateTime.Now.Day, 8, 0, 0);

var finalDate = initialDate.AddYears(1);

while (initialDate < finalDate)

{

if (initialDate.DayOfWeek != DayOfWeek.Sunday)

{

var finalDate2 = initialDate.AddHours(10);

while (initialDate < finalDate2)

{

\_dataContext.Agendas.Add(new Agenda

{

Date = initialDate,

IsAvailable = true

});

initialDate = initialDate.AddMinutes(30);

}

initialDate = initialDate.AddHours(14);

}

else

{

initialDate = initialDate.AddDays(1);

}

}

}

await \_dataContext.SaveChangesAsync();

}

}

}

1. Delete and create the **OwnersController** and create the controller for **Manager** entity.
2. Drop the database and add the new migrations with those commands:

PM> drop-database

PM> add-migration Users

PM> update-database

1. Modify the configuration to setup the new functionality:

public void ConfigureServices(IServiceCollection services)

{

services.Configure<CookiePolicyOptions>(options =>

{

options.CheckConsentNeeded = context => true;

options.MinimumSameSitePolicy = SameSiteMode.None;

});

services.AddIdentity<User, IdentityRole>(cfg =>

{

cfg.User.RequireUniqueEmail = true;

cfg.Password.RequireDigit = false;

cfg.Password.RequiredUniqueChars = 0;

cfg.Password.RequireLowercase = false;

cfg.Password.RequireNonAlphanumeric = false;

cfg.Password.RequireUppercase = false;

}).AddEntityFrameworkStores<DataContext>();

services.AddDbContext<DataContext>(cfg =>

{

cfg.UseSqlServer(Configuration.GetConnectionString("DefaultConnection"));

});

services.AddTransient<SeedDb>();

services.AddScoped<IUserHelper, UserHelper>();

services.AddMvc().SetCompatibilityVersion(CompatibilityVersion.Version\_2\_1);

}

public void Configure(IApplicationBuilder app, IHostingEnvironment env)

{

if (env.IsDevelopment())

{

app.UseDeveloperExceptionPage();

}

else

{

app.UseExceptionHandler("/Home/Error");

app.UseHsts();

}

app.UseHttpsRedirection();

app.UseStaticFiles();

app.UseAuthentication();

app.UseCookiePolicy();

app.UseMvc(routes =>

{

routes.MapRoute(

name: "default",

template: "{controller=Home}/{action=Index}/{id?}");

});

}

## Implementing login and logout in Web

1. Create the **LoginViewModel**:

using System.ComponentModel.DataAnnotations;

namespace MyVet.Web.Models

{

public class LoginViewModel

{

[Required]

[EmailAddress]

public string Username { get; set; }

[Required]

[MinLength(6)]

public string Password { get; set; }

public bool RememberMe { get; set; }

}

}

1. Add those methods to interface **IUserHelper**:

Task<SignInResult> LoginAsync(LoginViewModel model);

Task LogoutAsync();

And Implementation **UserHelper**:

private readonly UserManager<User> \_userManager;

private readonly RoleManager<IdentityRole> \_roleManager;

private readonly SignInManager<User> \_signInManager;

public UserHelper(

UserManager<User> userManager,

RoleManager<IdentityRole> roleManager,

SignInManager<User> signInManager)

{

\_userManager = userManager;

\_roleManager = roleManager;

\_signInManager = signInManager;

}

public async Task<SignInResult> LoginAsync(LoginViewModel model)

{

return await \_signInManager.PasswordSignInAsync(

model.Username,

model.Password,

model.RememberMe,

false);

}

public async Task LogoutAsync()

{

await \_signInManager.SignOutAsync();

}

1. Create the **AccountController**:

using Microsoft.AspNetCore.Mvc;

using MyVet.Web.Helpers;

using MyVet.Web.Models;

using System.Linq;

using System.Threading.Tasks;

namespace MyVet.Web.Controllers

{

public class AccountController : Controller

{

private readonly IUserHelper \_userHelper;

public AccountController(IUserHelper userHelper)

{

\_userHelper = userHelper;

}

public IActionResult Login()

{

if (User.Identity.IsAuthenticated)

{

return RedirectToAction("Index", "Home");

}

return View();

}

[HttpPost]

public async Task<IActionResult> Login(LoginViewModel model)

{

if (ModelState.IsValid)

{

var result = await \_userHelper.LoginAsync(model);

if (result.Succeeded)

{

if (Request.Query.Keys.Contains("ReturnUrl"))

{

return Redirect(Request.Query["ReturnUrl"].First());

}

return RedirectToAction("Index", "Home");

}

}

ModelState.AddModelError(string.Empty, "Failed to login.");

return View(model);

}

public async Task<IActionResult> Logout()

{

await \_userHelper.LogoutAsync();

return RedirectToAction("Index", "Home");

}

}

}

1. Create the view for login:

@model MyVet.Web.Models.LoginViewModel

@{

ViewData["Title"] = "Login";

}

<h2>Login</h2>

<div class="row">

<div class="col-md-4 offset-md-4">

<form method="post">

<div asp-validation-summary="ModelOnly"></div>

<div class="form-group">

<label asp-for="Username">Username</label>

<input asp-for="Username" class="form-control" />

<span asp-validation-for="Username" class="text-warning"></span>

</div>

<script src="~/lib/jquery-validation/dist/jquery.validate.js"></script>

<div class="form-group">

<label asp-for="Password">Password</label>

<input asp-for="Password" type="password" class="form-control" />

<span asp-validation-for="Password" class="text-warning"></span>

</div>

<div class="form-group">

<div class="form-check">

<input asp-for="RememberMe" type="checkbox" class="form-check-input" />

<label asp-for="RememberMe" class="form-check-label">Remember Me?</label>

</div>

<span asp-validation-for="RememberMe" class="text-warning"></span>

</div>

<div class="form-group">

<input type="submit" value="Login" class="btn btn-success" />

<a asp-action="Register" class="btn btn-primary">Register New User</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Add the annotation authorize to your own controllers, except **AccountController**:

[Authorize(Roles = "Admin")]

1. Modify the menu:

<div class="navbar-collapse collapse">

<ul class="nav navbar-nav">

<li><a asp-area="" asp-controller="Home" asp-action="Index">Home</a></li>

<li><a asp-area="" asp-controller="Home" asp-action="About">About</a></li>

<li><a asp-area="" asp-controller="Home" asp-action="Contact">Contact</a></li>

@if (User.Identity.IsAuthenticated && User.IsInRole("Admin"))

{

<li><a asp-area="" asp-controller="Owners" asp-action="Index">Owners</a></li>

<li><a asp-area="" asp-controller="Managers" asp-action="Index">Managers</a></li>

<li><a asp-area="" asp-controller="Agenda" asp-action="Index">Agenda</a></li>

}

</ul>

<ul class="nav navbar-nav navbar-right">

@if (User.Identity.IsAuthenticated)

{

<li><a asp-area="" asp-controller="Account" asp-action="ChangeUser">@User.Identity.Name</a></li>

<li><a asp-area="" asp-controller="Account" asp-action="Logout">Logout</a></li>

}

else

{

<li><a asp-area="" asp-controller="Account" asp-action="Login">Login</a></li>

}

</ul>

</div>

1. Test it.

## Create personalized controllers

1. Modify the **Owner** entity:

using System.Collections.Generic;

namespace MyVet.Web.Data.Entities

{

public class Owner : IEntity

{

public int Id { get; set; }

public User User { get; set; }

public ICollection<Pet> Pets { get; set; }

}

}

1. Modify the method **Index** in **OwnersController**:

public IActionResult Index()

{

return View(\_dataContext.Owners

.Include(o => o.User)

.Include(o => o.Pets));

}

1. Modify the **Index** view for **OwnersController**:

@model IEnumerable<MyVet.Web.Data.Entities.Owner>

@{

ViewData["Title"] = "Index";

}

<h2>Owners</h2>

<p>

<a asp-action="Create" class="btn btn-primary">Create New</a>

</p>

<table class="table">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.FirstOrDefault().User.Document)

</th>

<th>

@Html.DisplayNameFor(model => model.FirstOrDefault().User.FirstName)

</th>

<th>

@Html.DisplayNameFor(model => model.FirstOrDefault().User.LastName)

</th>

<th>

@Html.DisplayNameFor(model => model.FirstOrDefault().User.Address)

</th>

<th>

@Html.DisplayNameFor(model => model.FirstOrDefault().User.Email)

</th>

<th>

@Html.DisplayNameFor(model => model.FirstOrDefault().User.PhoneNumber)

</th>

<th>

Pets

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.User.Document)

</td>

<td>

@Html.DisplayFor(modelItem => item.User.FirstName)

</td>

<td>

@Html.DisplayFor(modelItem => item.User.LastName)

</td>

<td>

@Html.DisplayFor(modelItem => item.User.Address)

</td>

<td>

@Html.DisplayFor(modelItem => item.User.Email)

</td>

<td>

@Html.DisplayFor(modelItem => item.User.PhoneNumber)

</td>

<td>

@Html.DisplayFor(modelItem => item.Pets.Count)

</td>

<td>

<a asp-action="Edit" asp-route-id="@item.Id" class="btn btn-warning">Edit</a>

<a asp-action="Details" asp-route-id="@item.Id" class="btn btn-info">Details</a>

<a asp-action="Delete" asp-route-id="@item.Id" class="btn btn-danger">Delete</a>

</td>

</tr>

}

</tbody>

</table>

1. Test it.
2. Modify the **Details** method on **OwnersController**:

public async Task<IActionResult> Details(int? id)

{

if (id == null)

{

return NotFound();

}

var owner = await \_dataContext.Owners

.Include(o => o.User)

.Include(o => o.Pets)

.FirstOrDefaultAsync(o => o.Id == id.Value);

if (owner == null)

{

return NotFound();

}

return View(owner);

}

1. Modify the **Details** view for **OwnersController**:

@model MyVet.Web.Data.Entities.Owner

@{

ViewData["Title"] = "Details";

}

<h2>Owner</h2>

<div>

<h4>Details</h4>

<hr />

<dl class="dl-horizontal">

<dt>

@Html.DisplayNameFor(model => model.User.Document)

</dt>

<dd>

@Html.DisplayFor(model => model.User.Document)

</dd>

<dt>

@Html.DisplayNameFor(model => model.User.FirstName)

</dt>

<dd>

@Html.DisplayFor(model => model.User.FirstName)

</dd>

<dt>

@Html.DisplayNameFor(model => model.User.LastName)

</dt>

<dd>

@Html.DisplayFor(model => model.User.LastName)

</dd>

<dt>

@Html.DisplayNameFor(model => model.User.Email)

</dt>

<dd>

@Html.DisplayFor(model => model.User.Email)

</dd>

<dt>

@Html.DisplayNameFor(model => model.User.PhoneNumber)

</dt>

<dd>

@Html.DisplayFor(model => model.User.PhoneNumber)

</dd>

<dt>

Pets

</dt>

<dd>

@Html.DisplayFor(model => model.Pets.Count)

</dd>

</dl>

</div>

<div>

<a asp-action="Edit" asp-route-id="@Model.Id" class="btn btn-warning">Edit</a>

<a asp-action="AddPet" asp-route-id="@Model.Id" class="btn btn-primary">Add Pet</a>

<a asp-action="Index" class="btn btn-success">Back to List</a>

</div>

<h4>Pets</h4>

@if (Model.Pets.Count == 0)

{

<h5>Not pets added yet.</h5>

}

else

{

<table class="table">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.Pets.FirstOrDefault().Name)

</th>

<th>

@Html.DisplayNameFor(model => model.Pets.FirstOrDefault().ImageUrl)

</th>

<th>

@Html.DisplayNameFor(model => model.Pets.FirstOrDefault().Race)

</th>

<th>

@Html.DisplayNameFor(model => model.Pets.FirstOrDefault().Born)

</th>

<th>

@Html.DisplayNameFor(model => model.Pets.FirstOrDefault().Remarks)

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model.Pets)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.Name)

</td>

<td>

@if (!string.IsNullOrEmpty(item.ImageUrl))

{

<img src="@Url.Content(item.ImageUrl)" alt="Image" style="width:200px;height:200px;max-width: 100%; height: auto;" />

}

</td>

<td>

@Html.DisplayFor(modelItem => item.Race)

</td>

<td>

@Html.DisplayFor(modelItem => item.Born)

</td>

<td>

@Html.DisplayFor(modelItem => item.Remarks)

</td>

<td>

<a asp-action="EditPet" asp-route-id="@item.Id" class="btn btn-warning">Edit</a>

<a asp-action="DetailsPet" asp-route-id="@item.Id" class="btn btn-info">Details</a>

<a asp-action="DeletePet" asp-route-id="@item.Id" class="btn btn-danger">Delete</a>

</td>

</tr>

}

</tbody>

</table>

}

1. Test it.
2. Modify the **AddUserViewModel** class:

using System.ComponentModel.DataAnnotations;

namespace MyVet.Web.Models

{

public class AddUserViewModel

{

[Display(Name = "Email")]

[Required(ErrorMessage = "The field {0} is mandatory.")]

[MaxLength(100, ErrorMessage = "The {0} field can not have more than {1} characters.")]

[EmailAddress]

public string Username { get; set; }

[Display(Name = "Document")]

[MaxLength(20, ErrorMessage = "The {0} field can not have more than {1} characters.")]

[Required(ErrorMessage = "The field {0} is mandatory.")]

public string Document { get; set; }

[Display(Name = "First Name")]

[MaxLength(50, ErrorMessage = "The {0} field can not have more than {1} characters.")]

[Required(ErrorMessage = "The field {0} is mandatory.")]

public string FirstName { get; set; }

[Display(Name = "Last Name")]

[MaxLength(50, ErrorMessage = "The {0} field can not have more than {1} characters.")]

[Required(ErrorMessage = "The field {0} is mandatory.")]

public string LastName { get; set; }

[MaxLength(100, ErrorMessage = "The {0} field can not have more than {1} characters.")]

public string Address { get; set; }

[Display(Name = "Phone Number")]

[MaxLength(50, ErrorMessage = "The {0} field can not have more than {1} characters.")]

public string PhoneNumber { get; set; }

[Display(Name = "Password")]

[Required(ErrorMessage = "The field {0} is mandatory.")]

[DataType(DataType.Password)]

[StringLength(20, MinimumLength = 6, ErrorMessage = "The {0} field must contain between {2} and {1} characters.")]

public string Password { get; set; }

[Display(Name = "Password Confirm")]

[Required(ErrorMessage = "The field {0} is mandatory.")]

[DataType(DataType.Password)]

[StringLength(20, MinimumLength = 6, ErrorMessage = "The {0} field must contain between {2} and {1} characters.")]

[Compare("Password")]

public string PasswordConfirm { get; set; }

}

}

1. Modify the **Create** view for **OwnersController**:

@model MyVet.Web.Models.AddUserViewModel

@{

ViewData["Title"] = "Create";

}

<h2>Create</h2>

<h4>Owner</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="Create">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<div class="form-group">

<label asp-for="Username" class="control-label"></label>

<input asp-for="Username" class="form-control" />

<span asp-validation-for="Username" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Document" class="control-label"></label>

<input asp-for="Document" class="form-control" />

<span asp-validation-for="Document" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="FirstName" class="control-label"></label>

<input asp-for="FirstName" class="form-control" />

<span asp-validation-for="FirstName" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="LastName" class="control-label"></label>

<input asp-for="LastName" class="form-control" />

<span asp-validation-for="LastName" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Address" class="control-label"></label>

<input asp-for="Address" class="form-control" />

<span asp-validation-for="Address" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="PhoneNumber" class="control-label"></label>

<input asp-for="PhoneNumber" class="form-control" />

<span asp-validation-for="PhoneNumber" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Password" class="control-label"></label>

<input asp-for="Password" class="form-control" />

<span asp-validation-for="Password" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="PasswordConfirm" class="control-label"></label>

<input asp-for="PasswordConfirm" class="form-control" />

<span asp-validation-for="PasswordConfirm" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Create" class="btn btn-primary" />

<a asp-action="Index" class="btn btn-success">Back to List</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Modify the **Create** post method for **OwnersController**:

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Create(AddUserViewModel view)

{

if (ModelState.IsValid)

{

var user = await AddUser(view);

if (user == null)

{

ModelState.AddModelError(string.Empty, "This email is already used.");

return View(view);

}

var owner = new Owner

{

Pets = new List<Pet>(),

User = user,

};

\_dataContext.Owners.Add(owner);

await \_dataContext.SaveChangesAsync();

return RedirectToAction(nameof(Index));

}

return View(view);

}

private async Task<User> AddUser(AddUserViewModel view)

{

var user = new User

{

Address = view.Address,

Document = view.Document,

Email = view.Username,

FirstName = view.FirstName,

LastName = view.LastName,

PhoneNumber = view.PhoneNumber,

UserName = view.Username

};

var result = await \_userHelper.AddUserAsync(user, view.Password);

if (result != IdentityResult.Success)

{

return null;

}

var newUser = await \_userHelper.GetUserByEmailAsync(view.Username);

await \_userHelper.AddUserToRoleAsync(newUser, "Customer");

return newUser;

}

1. Test it.
2. Add the model **PetViewModel**:

using System.Collections.Generic;

using System.ComponentModel.DataAnnotations;

using Microsoft.AspNetCore.Http;

using Microsoft.AspNetCore.Mvc.Rendering;

using MyVet.Web.Data.Entities;

namespace MyVet.Web.Models

{

public class PetViewModel : Pet

{

public int OwnerId { get; set; }

[Required(ErrorMessage = "The field {0} is mandatory.")]

[Display(Name = "Pet Type")]

[Range(1, int.MaxValue, ErrorMessage = "You must select a pet type.")]

public int PetTypeId { get; set; }

[Display(Name = "Image")]

public IFormFile ImageFile { get; set; }

public IEnumerable<SelectListItem> PetTypes { get; set; }

}

}

1. Add the **ICombosHelper**:

using System.Collections.Generic;

using Microsoft.AspNetCore.Mvc.Rendering;

namespace MyVet.Web.Helpers

{

public interface ICombosHelper

{

IEnumerable<SelectListItem> GetComboPetTypes();

}

}

1. Add the **CombosHelper**:

using System.Collections.Generic;

using System.Linq;

using Microsoft.AspNetCore.Mvc.Rendering;

using MyVet.Web.Data;

namespace MyVet.Web.Helpers

{

public class CombosHelper : ICombosHelper

{

private readonly DataContext \_dataContext;

public CombosHelper(DataContext dataContext)

{

\_dataContext = dataContext;

}

public IEnumerable<SelectListItem> GetComboPetTypes()

{

var list = \_dataContext.PetTypes.Select(pt => new SelectListItem

{

Text = pt.Name,

Value = $"{pt.Id}"

})

.OrderBy(pt => pt.Text)

.ToList();

list.Insert(0, new SelectListItem

{

Text = "[Select a pet type...]",

Value = "0"

});

return list;

}

}

}

1. Add the **IConverterHelper**:

using System.Threading.Tasks;

using MyVet.Web.Data.Entities;

using MyVet.Web.Models;

namespace MyVet.Web.Helpers

{

public interface IConverterHelper

{

Task<Pet> ToPetAsync(PetViewModel model, string path, bool isNew);

PetViewModel ToPetViewModel(Pet pet);

}

}

1. Add the **ConverterHelper**:

using System.Threading.Tasks;

using MyVet.Web.Data;

using MyVet.Web.Data.Entities;

using MyVet.Web.Models;

namespace MyVet.Web.Helpers

{

public class ConverterHelper : IConverterHelper

{

private readonly DataContext \_dataContext;

private readonly ICombosHelper \_combosHelper;

public ConverterHelper(

DataContext dataContext,

ICombosHelper combosHelper)

{

\_dataContext = dataContext;

\_combosHelper = combosHelper;

}

public async Task<Pet> ToPetAsync(PetViewModel model, string path, bool isNew)

{

var pet = new Pet

{

Agendas = model.Agendas,

Born = model.Born,

Histories = model.Histories,

Id = isNew ? 0 : model.Id,

ImageUrl = path,

Name = model.Name,

Owner = await \_dataContext.Owners.FindAsync(model.OwnerId),

PetType = await \_dataContext.PetTypes.FindAsync(model.PetTypeId),

Race = model.Race,

Remarks = model.Remarks

};

return pet;

}

public PetViewModel ToPetViewModel(Pet pet)

{

return new PetViewModel

{

Agendas = pet.Agendas,

Born = pet.Born,

Histories = pet.Histories,

ImageUrl = pet.ImageUrl,

Name = pet.Name,

Owner = pet.Owner,

PetType = pet.PetType,

Race = pet.Race,

Remarks = pet.Remarks,

Id = pet.Id,

OwnerId = pet.Owner.Id,

PetTypeId = pet.PetType.Id,

PetTypes = \_combosHelper.GetComboPetTypes()

};

}

}

}

1. Add the **IImageHelper**:

using System.Threading.Tasks;

using Microsoft.AspNetCore.Http;

namespace MyVet.Web.Helpers

{

public interface IImageHelper

{

Task<string> UploadImageAsync(IFormFile imageFile);

}

}

1. Add the **ImageHelper**:

using System;

using System.IO;

using System.Threading.Tasks;

using Microsoft.AspNetCore.Http;

namespace MyVet.Web.Helpers

{

public class ImageHelper : IImageHelper

{

public async Task<string> UploadImageAsync(IFormFile imageFile)

{

var guid = Guid.NewGuid().ToString();

var file = $"{guid}.jpg";

var path = Path.Combine(

Directory.GetCurrentDirectory(),

"wwwroot\\images\\Pets",

file);

using (var stream = new FileStream(path, FileMode.Create))

{

await imageFile.CopyToAsync(stream);

}

return $"~/images/Pets/{file}";

}

}

}

1. Setup the new injections:

services.AddScoped<ICombosHelper, CombosHelper>();

services.AddScoped<IConverterHelper, ConverterHelper>();

services.AddScoped<IImageHelper, ImageHelper>();

1. Modify the **OwnersController**:

private readonly ICombosHelper \_combosHelper;

private readonly IConverterHelper \_converterHelper;

private readonly IImageHelper \_imageHelper;

…

public OwnersController(

DataContext context,

IUserHelper userHelper,

ICombosHelper combosHelper,

IConverterHelper converterHelper,

IImageHelper imageHelper)

{

\_context = context;

\_userHelper = userHelper;

\_combosHelper = combosHelper;

\_converterHelper = converterHelper;

\_imageHelper = imageHelper;

}

…

public async Task<IActionResult> AddPet(int? id)

{

if (id == null)

{

return NotFound();

}

var owner = await \_context.Owners.FindAsync(id.Value);

if (owner == null)

{

return NotFound();

}

var model = new PetViewModel

{

Born = DateTime.Today,

OwnerId = owner.Id,

PetTypes = \_combosHelper.GetComboPetTypes()

};

return View(model);

}

[HttpPost]

public async Task<IActionResult> AddPet(PetViewModel model)

{

if (ModelState.IsValid)

{

var path = string.Empty;

if(model.ImageFile != null)

{

path = await \_imageHelper.UploadImageAsync(model.ImageFile);

}

var pet = await \_converterHelper.ToPetAsync(model, path, true);

\_context.Pets.Add(pet);

await \_context.SaveChangesAsync();

return RedirectToAction($"Details/{model.OwnerId}");

}

return View(model);

}

1. Add the View **AddPet** to **OwnerController**:

@model MyVet.Web.Models.PetViewModel

@{

ViewData["Title"] = "Create";

}

<h2>Create</h2>

<h4>Pet</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="AddPet" enctype="multipart/form-data">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<input type="hidden" asp-for="OwnerId" />

<div class="form-group">

<label asp-for="Name" class="control-label"></label>

<input asp-for="Name" class="form-control" />

<span asp-validation-for="Name" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="ImageFile" class="control-label"></label>

<input asp-for="ImageFile" class="form-control" type="file" />

<span asp-validation-for="ImageFile" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="PetTypeId" class="control-label"></label>

<select asp-for="PetTypeId" asp-items="Model.PetTypes" class="form-control"></select>

<span asp-validation-for="PetTypeId" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Race" class="control-label"></label>

<input asp-for="Race" class="form-control" />

<span asp-validation-for="Race" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Born" class="control-label"></label>

<input asp-for="Born" class="form-control" />

<span asp-validation-for="Born" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Remarks" class="control-label"></label>

<textarea asp-for="Remarks" class="form-control"></textarea>

<span asp-validation-for="Remarks" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Create" class="btn btn-primary" />

<a asp-action="Details" asp-route-id="@Model.OwnerId" class="btn btn-success">Back to Owner</a>

</div>

</form>

</div>

</div>

1. Test it.
2. Add those methods to **OwnerController**:

public async Task<IActionResult> EditPet(int? id)

{

if (id == null)

{

return NotFound();

}

var pet = await \_context.Pets

.Include(p => p.Owner)

.Include(p => p.PetType)

.FirstOrDefaultAsync(p => p.Id == id);

if (pet == null)

{

return NotFound();

}

return View(\_converterHelper.ToPetViewModel(pet));

}

[HttpPost]

public async Task<IActionResult> EditPet(PetViewModel model)

{

if (ModelState.IsValid)

{

var path = model.ImageUrl;

if (model.ImageFile != null)

{

path = await \_imageHelper.UploadImageAsync(model.ImageFile);

}

var pet = await \_converterHelper.ToPetAsync(model, path, false);

\_context.Pets.Update(pet);

await \_context.SaveChangesAsync();

return RedirectToAction($"Details/{model.OwnerId}");

}

model.PetTypes = \_combosHelper.GetComboPetTypes();

return View(model);

}

1. Add the **EditPet** View to **OwnersController**:

@model MyVet.Web.Models.PetViewModel

@{

ViewData["Title"] = "Edit";

}

<h2>Edit</h2>

<h4>Pet</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="EditPet" enctype="multipart/form-data">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<input type="hidden" asp-for="Id" />

<input type="hidden" asp-for="OwnerId" />

<input type="hidden" asp-for="ImageUrl" />

<div class="form-group">

<label asp-for="Name" class="control-label"></label>

<input asp-for="Name" class="form-control" />

<span asp-validation-for="Name" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="ImageFile" class="control-label"></label>

<input asp-for="ImageFile" class="form-control" type="file" />

<span asp-validation-for="ImageFile" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="PetTypeId" class="control-label"></label>

<select asp-for="PetTypeId" asp-items="Model.PetTypes" class="form-control"></select>

<span asp-validation-for="PetTypeId" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Race" class="control-label"></label>

<input asp-for="Race" class="form-control" />

<span asp-validation-for="Race" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Born" class="control-label"></label>

<input asp-for="Born" class="form-control" />

<span asp-validation-for="Born" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Remarks" class="control-label"></label>

<textarea asp-for="Remarks" class="form-control"></textarea>

<span asp-validation-for="Remarks" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Save" class="btn btn-primary" />

<a asp-action="Details" asp-route-id="@Model.OwnerId" class="btn btn-success">Back to Owner</a>

</div>

</form>

</div>

<div class="col-md-4">

@if (!string.IsNullOrEmpty(Model.ImageUrl))

{

<img src="@Url.Content(Model.ImageUrl)" alt="Image" style="width:400px;height:400px;max-width: 100%; height: auto;" />

}

</div>

</div>

1. Test it.
2. Add the method **DetailsPet** to **OwnerController**:

public async Task<IActionResult> DetailsPet(int? id)

{

if (id == null)

{

return NotFound();

}

var pet = await \_dataContext.Pets

.Include(p => p.Owner)

.ThenInclude(o => o.User)

.Include(p => p.Histories)

.ThenInclude(h => h.ServiceType)

.FirstOrDefaultAsync(o => o.Id == id.Value);

if (pet == null)

{

return NotFound();

}

return View(pet);

}

1. Add the view **DetailsPet** to **OwnersController**:

@model MyVet.Web.Data.Entities.Pet

@{

ViewData["Title"] = "Details";

}

<h2>Pet</h2>

<div>

<h4>Details</h4>

<hr />

<div class="row">

<div class="col-md-4">

<dl class="dl-horizontal">

<dt>

Owner

</dt>

<dd>

@Html.DisplayFor(model => model.Owner.User.FullName)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Name)

</dt>

<dd>

@Html.DisplayFor(model => model.Name)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Race)

</dt>

<dd>

@Html.DisplayFor(model => model.Race)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Born)

</dt>

<dd>

@Html.DisplayFor(model => model.Born)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Remarks)

</dt>

<dd>

@Html.DisplayFor(model => model.Remarks)

</dd>

</dl>

</div>

<div class="col-md-4">

@if (!string.IsNullOrEmpty(Model.ImageUrl))

{

<img src="@Url.Content(Model.ImageUrl)" alt="Image" style="width:300px;height:300px;max-height: 100%; width: auto;" />

}

</div>

</div>

</div>

<div>

<a asp-action="EditPet" asp-route-id="@Model.Id" class="btn btn-warning">Edit</a>

<a asp-action="AddHistory" asp-route-id="@Model.Id" class="btn btn-primary">Add History</a>

<a asp-action="Details" asp-route-id="@Model.Owner.Id" class="btn btn-success">Back to Owner</a>

</div>

<h4>History</h4>

<hr />

@if (Model.Histories.Count == 0)

{

<h5>Not histories added yet.</h5>

}

else

{

<table class="table">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.Histories.FirstOrDefault().Date)

</th>

<th>

@Html.DisplayNameFor(model => model.Histories.FirstOrDefault().ServiceType.Name)

</th>

<th>

@Html.DisplayNameFor(model => model.Histories.FirstOrDefault().Description)

</th>

<th>

@Html.DisplayNameFor(model => model.Histories.FirstOrDefault().Remarks)

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model.Histories)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.Date)

</td>

<td>

@Html.DisplayFor(modelItem => item.ServiceType.Name)

</td>

<td>

@Html.DisplayFor(modelItem => item.Description)

</td>

<td>

@Html.DisplayFor(modelItem => item.Remarks)

</td>

<td>

<a asp-action="EditHistory" asp-route-id="@item.Id" class="btn btn-warning">Edit</a>

<a asp-action="DeleteHistory" asp-route-id="@item.Id" class="btn btn-danger">Delete</a>

</td>

</tr>

}

</tbody>

</table>

}

1. Test it.
2. Add the view model **HistoryViewModel**:

using System.Collections.Generic;

using System.ComponentModel.DataAnnotations;

using Microsoft.AspNetCore.Mvc.Rendering;

using MyVet.Web.Data.Entities;

namespace MyVet.Web.Models

{

public class HistoryViewModel : History

{

public int PetId { get; set; }

[Required(ErrorMessage = "The field {0} is mandatory.")]

[Display(Name = "Service Type")]

[Range(1, int.MaxValue, ErrorMessage = "You must select a service type.")]

public int ServiceTypeId { get; set; }

public IEnumerable<SelectListItem> ServiceTypes { get; set; }

}

}

1. Add this method to **ICombosHelper**:

IEnumerable<SelectListItem> GetComboServiceTypes();

1. Add this method to **CombosHelper**:

public IEnumerable<SelectListItem> GetComboServiceTypes()

{

var list = \_dataContext.ServiceTypes.Select(p => new SelectListItem

{

Text = p.Name,

Value = p.Id.ToString()

}).OrderBy(p => p.Text).ToList();

list.Insert(0, new SelectListItem

{

Text = "(Select a service type...)",

Value = "0"

});

return list;

}

1. Add those methods to **IConverterHelper**:

Task<History> ToHistoryAsync(HistoryViewModel model, bool isNew);

HistoryViewModel ToHistoryViewModel(History history);

1. Add those methods to **ConverterHelper**:

public async Task<History> ToHistoryAsync(HistoryViewModel model, bool isNew)

{

return new History

{

Date = model.Date.ToUniversalTime(),

Description = model.Description,

Id = isNew ? 0 : model.Id,

Pet = await \_dataContext.Pets.FindAsync(model.PetId),

Remarks = model.Remarks,

ServiceType = await \_dataContext.ServiceTypes.FindAsync(model.ServiceTypeId)

};

}

public HistoryViewModel ToHistoryViewModel(History history)

{

return new HistoryViewModel

{

Date = history.Date,

Description = history.Description,

Id = history.Id,

PetId = history.Pet.Id,

Remarks = history.Remarks,

ServiceTypeId = history.ServiceType.Id,

ServiceTypes = \_combosHelper.GetComboServiceTypes()

};

}

1. Add the methods **AddHistory** to **OwnersController**:

public async Task<IActionResult> AddHistory(int? id)

{

if (id == null)

{

return NotFound();

}

var pet = await \_dataContext.Pets.FindAsync(id.Value);

if (pet == null)

{

return NotFound();

}

var model = new HistoryViewModel

{

Date = DateTime.Now,

PetId = pet.Id,

ServiceTypes = \_combosHelper.GetComboServiceTypes(),

};

return View(model);

}

[HttpPost]

public async Task<IActionResult> AddHistory(HistoryViewModel model)

{

if (ModelState.IsValid)

{

var history = await \_converterHelper.ToHistoryAsync(model, true);

\_dataContext.Histories.Add(history);

await \_dataContext.SaveChangesAsync();

return RedirectToAction($"{nameof(DetailsPet)}/{model.PetId}");

}

model.ServiceTypes = \_combosHelper.GetComboPetTypes();

return View(model);

}

1. Add the view **AddHistory** to **OwnersController**:

@model MyVet.Web.Models.HistoryViewModel

@{

ViewData["Title"] = "Create";

}

<h2>Create</h2>

<h4>History</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="AddHistory">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<input type="hidden" asp-for="PetId" />

<div class="form-group">

<label asp-for="Date" class="control-label"></label>

<input asp-for="Date" class="form-control" />

<span asp-validation-for="Date" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="ServiceTypeId" class="control-label"></label>

<select asp-for="ServiceTypeId" asp-items="Model.ServiceTypes" class="form-control"></select>

<span asp-validation-for="ServiceTypeId" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Description" class="control-label"></label>

<input asp-for="Description" class="form-control" />

<span asp-validation-for="Description" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Remarks" class="control-label"></label>

<textarea asp-for="Remarks" class="form-control"></textarea>

<span asp-validation-for="Remarks" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Create" class="btn btn-primary" />

<a asp-action="DetailsPet" asp-route-id="@Model.PetId" class="btn btn-success">Back to Pet</a>

</div>

</form>

</div>

</div>

1. Test it.
2. Add the methods **EditHistory** to **OwnersController**:

public async Task<IActionResult> EditHistory(int? id)

{

if (id == null)

{

return NotFound();

}

var history = await \_dataContext.Histories

.Include(h => h.Pet)

.Include(h => h.ServiceType)

.FirstOrDefaultAsync(p => p.Id == id.Value);

if (history == null)

{

return NotFound();

}

return View(\_converterHelper.ToHistoryViewModel(history));

}

[HttpPost]

public async Task<IActionResult> EditHistory(HistoryViewModel model)

{

if (ModelState.IsValid)

{

var history = await \_converterHelper.ToHistoryAsync(model, false);

\_dataContext.Histories.Update(history);

await \_dataContext.SaveChangesAsync();

return RedirectToAction($"{nameof(DetailsPet)}/{model.PetId}");

}

model.ServiceTypes = \_combosHelper.GetComboServiceTypes();

return View(model);

}

1. Add the view **EditHistory** to **OwnersController**:

@model MyVet.Web.Models.HistoryViewModel

@{

ViewData["Title"] = "Edit";

}

<h2>Edit</h2>

<h4>History</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="EditHistory">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<input type="hidden" asp-for="PetId" />

<input type="hidden" asp-for="Id" />

<div class="form-group">

<label asp-for="Date" class="control-label"></label>

<input asp-for="Date" class="form-control" />

<span asp-validation-for="Date" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="ServiceTypeId" class="control-label"></label>

<select asp-for="ServiceTypeId" asp-items="Model.ServiceTypes" class="form-control"></select>

<span asp-validation-for="ServiceTypeId" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Description" class="control-label"></label>

<input asp-for="Description" class="form-control" />

<span asp-validation-for="Description" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Remarks" class="control-label"></label>

<textarea asp-for="Remarks" class="form-control"></textarea>

<span asp-validation-for="Remarks" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Save" class="btn btn-primary" />

<a asp-action="DetailsPet" asp-route-id="@Model.PetId" class="btn btn-success">Back to Pet</a>

</div>

</form>

</div>

</div>

1. Test it.
2. Modify the view **DetailsPet** in **OwnersController**:

<td>

<a asp-action="EditHistory" asp-route-id="@item.Id" class="btn btn-warning">Edit</a>

<button data-id="@item.Id" class="btn btn-danger deleteItem" data-toggle="modal" data-target="#deleteDialog">Delete</button>

</td>

</tr>

}

</tbody>

</table>

}

<!--Delete Item-->

<div class="modal fade" id="deleteDialog" tabindex="-1" role="dialog" aria-labelledby="exampleModalLabel" aria-hidden="true">

<div class="modal-dialog" role="document">

<div class="modal-content">

<div class="modal-header">

<h5 class="modal-title" id="exampleModalLabel">Delete Item</h5>

<button type="button" class="close" data-dismiss="modal" aria-label="Close">

<span aria-hidden="true">&times;</span>

</button>

</div>

<div class="modal-body">

<p>Do you want to delete the record?</p>

</div>

<div class="modal-footer">

<button type="button" class="btn btn-primary" data-dismiss="modal">Close</button>

<button type="button" class="btn btn-danger" id="btnYesDelete">Delete</button>

</div>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script type="text/javascript">

$(document).ready(function () {

// Delete item

var item\_to\_delete;

$('.deleteItem').click((e) => {

item\_to\_delete = e.currentTarget.dataset.id;

});

$("#btnYesDelete").click(function () {

window.location.href = '/Owners/DeleteHistory/' + item\_to\_delete;

});

});

</script>

}

1. Add the method **DeleteHistory** in **OwnersController**:

public async Task<IActionResult> DeleteHistory(int? id)

{

if (id == null)

{

return NotFound();

}

var history = await \_dataContext.Histories

.Include(h => h.Pet)

.FirstOrDefaultAsync(h => h.Id == id.Value);

if (history == null)

{

return NotFound();

}

\_dataContext.Histories.Remove(history);

await \_dataContext.SaveChangesAsync();

return RedirectToAction($"{nameof(DetailsPet)}/{history.Pet.Id}");

}

1. Test it.
2. Add the method **DeleteUserAsync** to **IUserHelper** interface:

Task<bool> DeleteUserAsync(string email);

1. Add the method **DeleteUserAsync** to **UserHelper** class:

public async Task<bool> DeleteUserAsync(string email)

{

var user = await GetUserByEmailAsync(email);

if (user == null)

{

return true;

}

var response = await \_userManager.DeleteAsync(user);

return response.Succeeded;

}

1. Modify the **Index** view in **OwnersController**:

<td>

<a asp-action="Edit" asp-route-id="@item.Id" class="btn btn-warning">Edit</a>

<a asp-action="Details" asp-route-id="@item.Id" class="btn btn-info">Details</a>

<button data-id="@item.Id" class="btn btn-danger deleteItem" data-toggle="modal" data-target="#deleteDialog">Delete</button>

</td>

</tr>

}

</tbody>

</table>

<!--Delete Item-->

<div class="modal fade" id="deleteDialog" tabindex="-1" role="dialog" aria-labelledby="exampleModalLabel" aria-hidden="true">

<div class="modal-dialog" role="document">

<div class="modal-content">

<div class="modal-header">

<h5 class="modal-title" id="exampleModalLabel">Delete Item</h5>

<button type="button" class="close" data-dismiss="modal" aria-label="Close">

<span aria-hidden="true">&times;</span>

</button>

</div>

<div class="modal-body">

<p>Do you want to delete the record?</p>

</div>

<div class="modal-footer">

<button type="button" class="btn btn-primary" data-dismiss="modal">Close</button>

<button type="button" class="btn btn-danger" id="btnYesDelete">Delete</button>

</div>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script type="text/javascript">

$(document).ready(function () {

// Delete item

var item\_to\_delete;

$('.deleteItem').click((e) => {

item\_to\_delete = e.currentTarget.dataset.id;

});

$("#btnYesDelete").click(function () {

window.location.href = '/Owners/Delete/' + item\_to\_delete;

});

});

</script>

}

1. Modify the **Delete** method in **OwnersController** and delete the HttpPost:

public async Task<IActionResult> Delete(int? id)

{

if (id == null)

{

return NotFound();

}

var owner = await \_dataContext.Owners

.Include(o => o.User)

.FirstOrDefaultAsync(o => o.Id == id.Value);

if (owner == null)

{

return NotFound();

}

\_dataContext.Owners.Remove(owner);

await \_dataContext.SaveChangesAsync();

await \_userHelper.DeleteUserAsync(owner.User.Email);

return RedirectToAction($"{nameof(Index)}");

}

1. Test it.
2. Add the method **UpdateUserAsync** to **IUserHelper** interface:

Task<IdentityResult> UpdateUserAsync(User user);

1. Add the method **UpdateUserAsync** to **UserHelper** class:

public async Task<IdentityResult> UpdateUserAsync(User user)

{

return await \_userManager.UpdateAsync(user);

}

1. Add the **EditUserViewModel** class:

using System.ComponentModel.DataAnnotations;

namespace MyVet.Web.Models

{

public class EditUserViewModel

{

public int Id { get; set; }

[Display(Name = "Document")]

[MaxLength(20, ErrorMessage = "The {0} field can not have more than {1} characters.")]

[Required(ErrorMessage = "The field {0} is mandatory.")]

public string Document { get; set; }

[Display(Name = "First Name")]

[MaxLength(50, ErrorMessage = "The {0} field can not have more than {1} characters.")]

[Required(ErrorMessage = "The field {0} is mandatory.")]

public string FirstName { get; set; }

[Display(Name = "Last Name")]

[MaxLength(50, ErrorMessage = "The {0} field can not have more than {1} characters.")]

[Required(ErrorMessage = "The field {0} is mandatory.")]

public string LastName { get; set; }

[MaxLength(100, ErrorMessage = "The {0} field can not have more than {1} characters.")]

public string Address { get; set; }

[Display(Name = "Phone Number")]

[MaxLength(50, ErrorMessage = "The {0} field can not have more than {1} characters.")]

public string PhoneNumber { get; set; }

}

}

1. Modify the **Edit** methods in **OwnersController**:

public async Task<IActionResult> Edit(int? id)

{

if (id == null)

{

return NotFound();

}

var owner = await \_dataContext.Owners

.Include(o => o.User)

.FirstOrDefaultAsync(o => o.Id == id.Value);

if (owner == null)

{

return NotFound();

}

var view = new EditUserViewModel

{

Address = owner.User.Address,

Document = owner.User.Document,

FirstName = owner.User.FirstName,

Id = owner.Id,

LastName = owner.User.LastName,

PhoneNumber = owner.User.PhoneNumber

};

return View(view);

}

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Edit(EditUserViewModel view)

{

if (ModelState.IsValid)

{

var owner = await \_dataContext.Owners

.Include(o => o.User)

.FirstOrDefaultAsync(o => o.Id == view.Id);

owner.User.Document = view.Document;

owner.User.FirstName = view.FirstName;

owner.User.LastName = view.LastName;

owner.User.Address = view.Address;

owner.User.PhoneNumber = view.PhoneNumber;

await \_userHelper.UpdateUserAsync(owner.User);

return RedirectToAction(nameof(Index));

}

return View(view);

}

1. Modify the **Edit** view in **OwnersController**:

@model MyVet.Web.Models.EditUserViewModel

@{

ViewData["Title"] = "Edit";

}

<h2>Edit</h2>

<h4>Owner</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="Edit">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<input type="hidden" asp-for="Id" />

<div class="form-group">

<label asp-for="Document" class="control-label"></label>

<input asp-for="Document" class="form-control" />

<span asp-validation-for="Document" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="FirstName" class="control-label"></label>

<input asp-for="FirstName" class="form-control" />

<span asp-validation-for="FirstName" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="LastName" class="control-label"></label>

<input asp-for="LastName" class="form-control" />

<span asp-validation-for="LastName" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Address" class="control-label"></label>

<input asp-for="Address" class="form-control" />

<span asp-validation-for="Address" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="PhoneNumber" class="control-label"></label>

<input asp-for="PhoneNumber" class="form-control" />

<span asp-validation-for="PhoneNumber" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Save" class="btn btn-primary" />

<a asp-action="Index" class="btn btn-success">Back to List</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Test it.

## Add API

1. Add the **EmailRequest** class:

using System.ComponentModel.DataAnnotations;

namespace MyVet.Common.Models

{

public class EmailRequest

{

[Required]

[EmailAddress]

public string Email { get; set; }

}

}

1. Add the **HistoryResponse** class:

using System;

namespace MyVet.Common.Models

{

public class HistoryResponse

{

public int Id { get; set; }

public string ServiceType { get; set; }

public string Description { get; set; }

public DateTime Date { get; set; }

public string Remarks { get; set; }

}

}

1. Add the **PetResponse** class:

using System;

using System.Collections.Generic;

namespace MyVet.Common.Models

{

public class PetResponse

{

public int Id { get; set; }

public string Name { get; set; }

public string ImageUrl { get; set; }

public string Race { get; set; }

public DateTime Born { get; set; }

public string Remarks { get; set; }

public string PetType { get; set; }

public ICollection<HistoryResponse> Histories { get; set; }

}

}

1. Add the **OwnerResponse** class:

using System.Collections.Generic;

namespace MyVet.Common.Models

{

public class OwnerResponse

{

public string FirstName { get; set; }

public string LastName { get; set; }

public string Document { get; set; }

public string Address { get; set; }

public string PhoneNumber { get; set; }

public string Email { get; set; }

public ICollection<PetResponse> Pets { get; set; }

}

}

1. Create the API controller **OwnersController**:

using System.Linq;

using System.Threading.Tasks;

using Microsoft.AspNetCore.Mvc;

using Microsoft.EntityFrameworkCore;

using MyVet.Common.Models;

using MyVet.Web.Data;

namespace MyVet.Web.Controllers.API

{

[Route("api/[controller]")]

[ApiController]

public class OwnersController : ControllerBase

{

private readonly DataContext \_dataContext;

public OwnersController(DataContext dataContext)

{

\_dataContext = dataContext;

}

[HttpPost]

[Route("GetOwnerByEmail")]

public async Task<IActionResult> GetOwner(EmailRequest emailRequest)

{

var owner = await \_dataContext.Owners

.Include(o => o.User)

.Include(o => o.Pets)

.ThenInclude(p => p.PetType)

.Include(o => o.Pets)

.ThenInclude(p => p.Histories)

.ThenInclude(h => h.ServiceType)

.FirstOrDefaultAsync(o => o.User.UserName.ToLower().Equals(emailRequest.Email.ToLower()));

var response = new OwnerResponse

{

FirstName = owner.User.FirstName,

LastName = owner.User.LastName,

Address = owner.User.Address,

Document = owner.User.Document,

Email = owner.User.Email,

PhoneNumber = owner.User.PhoneNumber,

Pets = owner.Pets.Select(p => new PetResponse

{

Born = p.Born,

Id = p.Id,

ImageUrl = p.ImageFullPath,

Name = p.Name,

Race = p.Race,

Remarks = p.Remarks,

PetType = p.PetType.Name,

Histories = p.Histories.Select(h => new HistoryResponse

{

Date = h.Date,

Description = h.Description,

Id = h.Id,

Remarks = h.Remarks,

ServiceType = h.ServiceType.Name

}).ToList()

}).ToList()

};

return Ok(response);

}

}

}

1. Ensure that this property on postmant configuration is off:
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1. Test it on postmant.

## Add Tokens Generation

1. Add those values in json configuration file:

{

"Logging": {

"LogLevel": {

"Default": "Warning"

}

},

"AllowedHosts": "\*",

"ConnectionStrings": {

"DefaultConnection": "Server=(localdb)\\MSSQLLocalDB;Database=MyVet;Trusted\_Connection=True;MultipleActiveResultSets=true"

},

"Tokens": {

"Key": "asdfghjikbnvcgfdsrtfyhgcvgfxdgc",

"Issuer": "localhost",

"Audience": "users"

}

}

1. Add this method to **IUserHelper**:

Task<SignInResult> ValidatePasswordAsync(User user, string password);

And the implementation:

public async Task<SignInResult> ValidatePasswordAsync(User user, string password)

{

return await \_signInManager.CheckPasswordSignInAsync(

user,

password,

false);

}

1. Modify the accounts controller constructor:

private readonly IUserHelper \_userHelper;

private readonly IConfiguration \_configuration;

public AccountController(

IUserHelper userHelper,

IConfiguration configuration)

{

\_userHelper = userHelper;

\_configuration = configuration;

}

1. Add the method to generate the token in the account controller:

[HttpPost]

public async Task<IActionResult> CreateToken([FromBody] LoginViewModel model)

{

if (ModelState.IsValid)

{

var user = await \_userHelper.GetUserByEmailAsync(model.Username);

if (user != null)

{

var result = await \_userHelper.ValidatePasswordAsync(

user,

model.Password);

if (result.Succeeded)

{

var claims = new[]

{

new Claim(JwtRegisteredClaimNames.Sub, user.Email),

new Claim(JwtRegisteredClaimNames.Jti, Guid.NewGuid().ToString())

};

var key = new SymmetricSecurityKey(Encoding.UTF8.GetBytes(\_configuration["Tokens:Key"]));

var credentials = new SigningCredentials(key, SecurityAlgorithms.HmacSha256);

var token = new JwtSecurityToken(

\_configuration["Tokens:Issuer"],

\_configuration["Tokens:Audience"],

claims,

expires: DateTime.UtcNow.AddDays(15),

signingCredentials: credentials);

var results = new

{

token = new JwtSecurityTokenHandler().WriteToken(token),

expiration = token.ValidTo

};

return Created(string.Empty, results);

}

}

}

return BadRequest();

}

1. Add the authorization annotation to API **OwnersController**:

[Authorize(AuthenticationSchemes = JwtBearerDefaults.AuthenticationScheme)]

1. Add the new configuration for validate the tokens in **Startup** class:

services.AddDbContext<DataContext>(cfg =>

{

cfg.UseSqlServer(Configuration.GetConnectionString("DefaultConnection"));

});

services.AddAuthentication()

.AddCookie()

.AddJwtBearer(cfg =>

{

cfg.TokenValidationParameters = new TokenValidationParameters

{

ValidIssuer = Configuration["Tokens:Issuer"],

ValidAudience = Configuration["Tokens:Audience"],

IssuerSigningKey = new SymmetricSecurityKey(Encoding.UTF8.GetBytes(Configuration["Tokens:Key"]))

};

});

services.AddTransient<SeedDb>();

services.AddScoped<IUserHelper, UserHelper>();

1. Test it.
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Then, fix the correct route for images:

public string ImageFullPath => string.IsNullOrEmpty(ImageUrl)

? "https://myvet.azurewebsites.net/images/Pets/noimage.png"

: $"https://myvet.azurewebsites.net{ImageUrl.Substring(1)}";

And re-publish.

# App Xamarin Forms First Part

## Login

1. Delete the **MainPage** and **MainPageViewModel**.
2. Add the **Login** page, with this initial layout:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.Login"

Title="{Binding Title}">

<StackLayout

Padding="10">

<Label

Text="Email"/>

<Entry

Keyboard="Email"

Placeholder="Enter your email..."

Text="{Binding Email}"/>

<Label

Text="Password"/>

<Entry

IsPassword="True"

Placeholder="Enter your password..."

Text="{Binding Password}"/>

<ActivityIndicator

IsRunning="{Binding IsRunning}"

VerticalOptions="CenterAndExpand"/>

<Button

Command="{Binding LoginCommand}"

IsEnabled="{Binding IsEnabled}"

Text="Login"/>

</StackLayout>

</ContentPage>

1. Modify the **LoginViewModel**:

using Prism.Commands;

using Prism.Navigation;

namespace MyVet.Prism.ViewModels

{

public class LoginViewModel : ViewModelBase

{

private readonly INavigationService \_navigationService;

private string \_password;

private bool \_isRunning;

private bool \_isEnabled;

private DelegateCommand \_loginCommand;

public LoginViewModel(INavigationService navigationService) : base(navigationService)

{

\_navigationService = navigationService;

Title = "My Vet - Login";

IsEnabled = true;

}

public DelegateCommand LoginCommand => \_loginCommand ?? (\_loginCommand = new DelegateCommand(Login));

public string Email { get; set; }

public string Password

{

get => \_password;

set => SetProperty(ref \_password, value);

}

public bool IsRunning

{

get => \_isRunning;

set => SetProperty(ref \_isRunning, value);

}

public bool IsEnabled

{

get => \_isEnabled;

set => SetProperty(ref \_isEnabled, value);

}

private async void Login()

{

if (string.IsNullOrEmpty(Email))

{

await App.Current.MainPage.DisplayAlert("Error", "You must enter an email.", "Accept");

return;

}

if (string.IsNullOrEmpty(Password))

{

await App.Current.MainPage.DisplayAlert("Error", "You must enter a password.", "Accept");

return;

}

await App.Current.MainPage.DisplayAlert("Ok", "We are making progress!", "Accept");

}

}

}

1. Test it.
2. Add the **Response** class:

namespace MyVet.Common.Models

{

public class Response

{

public bool IsSuccess { get; set; }

public string Message { get; set; }

public object Result { get; set; }

}

}

1. Add the **TokenRequest** class:

namespace MyVet.Common.Models

{

public class TokenRequest

{

public string Username { get; set; }

public string Password { get; set; }

}

}

1. Add the **TokenResponse** class:

using System;

namespace MyVet.Common.Models

{

public class TokenResponse

{

public string Token { get; set; }

public DateTime Expiration { get; set; }

public DateTime ExpirationLocal => Expiration.ToLocalTime();

}

}

1. Add the **IApiService** interface:

using System.Threading.Tasks;

using MyVet.Common.Models;

namespace MyVet.Common.Services

{

public interface IApiService

{

Task<Response> GetOwnerByEmail(

string urlBase,

string servicePrefix,

string controller,

string tokenType,

string accessToken,

string email);

Task<Response> GetTokenAsync(

string urlBase,

string servicePrefix,

string controller,

TokenRequest request);

}

}

1. Add the **ApiService** class:

using System;

using System.Net.Http;

using System.Net.Http.Headers;

using System.Text;

using System.Threading.Tasks;

using MyVet.Common.Models;

using Newtonsoft.Json;

namespace MyVet.Common.Services

{

public class ApiService : IApiService

{

public async Task<Response> GetTokenAsync(

string urlBase,

string servicePrefix,

string controller,

TokenRequest request)

{

try

{

var requestString = JsonConvert.SerializeObject(request);

var content = new StringContent(requestString, Encoding.UTF8, "application/json");

var client = new HttpClient

{

BaseAddress = new Uri(urlBase)

};

var url = $"{servicePrefix}{controller}";

var response = await client.PostAsync(url, content);

var result = await response.Content.ReadAsStringAsync();

if (!response.IsSuccessStatusCode)

{

return new Response

{

IsSuccess = false,

Message = result,

};

}

var token = JsonConvert.DeserializeObject<TokenResponse>(result);

return new Response

{

IsSuccess = true,

Result = token

};

}

catch (Exception ex)

{

return new Response

{

IsSuccess = false,

Message = ex.Message

};

}

}

public async Task<Response> GetOwnerByEmail(

string urlBase,

string servicePrefix,

string controller,

string tokenType,

string accessToken,

string email)

{

try

{

var request = new EmailRequest { Email = email };

var requestString = JsonConvert.SerializeObject(request);

var content = new StringContent(requestString, Encoding.UTF8, "application/json");

var client = new HttpClient

{

BaseAddress = new Uri(urlBase)

};

client.DefaultRequestHeaders.Authorization = new AuthenticationHeaderValue(tokenType, accessToken);

var url = $"{servicePrefix}{controller}";

var response = await client.PostAsync(url, content);

var result = await response.Content.ReadAsStringAsync();

if (!response.IsSuccessStatusCode)

{

return new Response

{

IsSuccess = false,

Message = result,

};

}

var owner = JsonConvert.DeserializeObject<OwnerResponse>(result);

return new Response

{

IsSuccess = true,

Result = owner

};

}

catch (Exception ex)

{

return new Response

{

IsSuccess = false,

Message = ex.Message

};

}

}

}

}

1. Add a resource dictionary in **App.xaml**:

<?xml version="1.0" encoding="utf-8" ?>

<prism:PrismApplication xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="clr-namespace:Prism.DryIoc;assembly=Prism.DryIoc.Forms"

x:Class="MyVet.Prism.App">

<Application.Resources>

<ResourceDictionary>

<!-- Parameters -->

<x:String x:Key="UrlAPI">https://myvet.azurewebsites.net</x:String>

</ResourceDictionary>

</Application.Resources>

</prism:PrismApplication>

1. Modify the **App.xaml.cs** class:

protected override async void OnInitialized()

{

InitializeComponent();

await NavigationService.NavigateAsync("NavigationPage/Login");

}

protected override void RegisterTypes(IContainerRegistry containerRegistry)

{

containerRegistry.Register<IApiService, ApiService>();

containerRegistry.RegisterForNavigation<NavigationPage>();

containerRegistry.RegisterForNavigation<Login, LoginViewModel>();

}

1. Modify the method **Login** in **LoginViewMovil** class:

private async void Login()

{

if (string.IsNullOrEmpty(Email))

{

await App.Current.MainPage.DisplayAlert("Error", "You must enter an email.", "Accept");

return;

}

if (string.IsNullOrEmpty(Password))

{

await App.Current.MainPage.DisplayAlert("Error", "You must enter a password.", "Accept");

return;

}

IsRunning = true;

IsEnabled = false;

var request = new TokenRequest

{

Password = Password,

Username = Email

};

var url = App.Current.Resources["UrlAPI"].ToString();

var response = await \_apiService.GetTokenAsync(url, "/Account", "/CreateToken", request);

if (!response.IsSuccess)

{

IsEnabled = true;

IsRunning = false;

await App.Current.MainPage.DisplayAlert("Error", "User or password incorrect.", "Accept");

Password = string.Empty;

return;

}

var token = (TokenResponse)response.Result;

var response2 = await \_apiService.GetOwnerByEmail(

url,

"/api",

"/Owners/GetOwnerByEmail",

"bearer",

token.Token,

Email);

var owner = (OwnerResponse)response2.Result;

IsEnabled = true;

IsRunning = false;

await App.Current.MainPage.DisplayAlert("Ok", "We are making progress!", "Accept");

}

1. Test it.

## Modify Response to generic Class

1. Modify the **Response** class:

namespace MyVet.Common.Models

{

public class Response<T> where T : class

{

public bool IsSuccess { get; set; }

public string Message { get; set; }

public T Result { get; set; }

}

}

1. Modify the **IApiService** interface:

Task<Response<OwnerResponse>> GetOwnerByEmailAsync(

string urlBase,

string servicePrefix,

string controller,

string tokenType,

string accessToken,

string email);

Task<Response<TokenResponse>> GetTokenAsync(

string urlBase,

string servicePrefix,

string controller,

TokenRequest request);

1. Modify the **ApiService** interface:

public async Task<Response<TokenResponse>> GetTokenAsync(

string urlBase,

string servicePrefix,

string controller,

TokenRequest request)

{

try

{

var requestString = JsonConvert.SerializeObject(request);

var content = new StringContent(requestString, Encoding.UTF8, "application/json");

var client = new HttpClient

{

BaseAddress = new Uri(urlBase)

};

var url = $"{servicePrefix}{controller}";

var response = await client.PostAsync(url, content);

var result = await response.Content.ReadAsStringAsync();

if (!response.IsSuccessStatusCode)

{

return new Response<TokenResponse>

{

IsSuccess = false,

Message = result,

};

}

var token = JsonConvert.DeserializeObject<TokenResponse>(result);

return new Response<TokenResponse>

{

IsSuccess = true,

Result = token

};

}

catch (Exception ex)

{

return new Response<TokenResponse>

{

IsSuccess = false,

Message = ex.Message

};

}

}

public async Task<Response<OwnerResponse>> GetOwnerByEmailAsync(

string urlBase,

string servicePrefix,

string controller,

string tokenType,

string accessToken,

string email)

{

try

{

var request = new EmailRequest { Email = email };

var requestString = JsonConvert.SerializeObject(request);

var content = new StringContent(requestString, Encoding.UTF8, "application/json");

var client = new HttpClient

{

BaseAddress = new Uri(urlBase)

};

client.DefaultRequestHeaders.Authorization = new AuthenticationHeaderValue(tokenType, accessToken);

var url = $"{servicePrefix}{controller}";

var response = await client.PostAsync(url, content);

var result = await response.Content.ReadAsStringAsync();

if (!response.IsSuccessStatusCode)

{

return new Response<OwnerResponse>

{

IsSuccess = false,

Message = result,

};

}

var owner = JsonConvert.DeserializeObject<OwnerResponse>(result);

return new Response<OwnerResponse>

{

IsSuccess = true,

Result = owner

};

}

catch (Exception ex)

{

return new Response<OwnerResponse>

{

IsSuccess = false,

Message = ex.Message

};

}

}

1. Modify the **LoginPageViewModel** class:

…

var token = response.Result;

…

var owner = response2.Result;

...

1. Test it.

## Check the internet connection

1. Add the NuGet **Xam.Plugin.Connectivity** to all prism projects and **Common** too
2. Add the method to **IApiservice**:

Task<bool> CheckConnection(string url);

1. Add the method to **Apiservice**:

public async Task<bool> CheckConnection(string url)

{

if (!CrossConnectivity.Current.IsConnected)

{

return false;

}

return await CrossConnectivity.Current.IsRemoteReachable(url);

}

1. Modify the **LoginPageViewModel**:

IsRunning = true;

IsEnabled = false;

var url = App.Current.Resources["UrlAPI"].ToString();

var connection = await \_apiService.CheckConnection(url);

if (!connection)

{

IsEnabled = true;

IsRunning = false;

await App.Current.MainPage.DisplayAlert("Error", "Check the internet connection.", "Accept");

return;

}

var request = new TokenRequest

1. Test it.

## Navigate to another page and pass parameters

1. Create the **Pets** page:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.Pets"

Title="{Binding Title}">

<StackLayout

Padding="10">

<Label

HorizontalOptions="CenterAndExpand"

Text="{Binding Title}"

VerticalOptions="CenterAndExpand"/>

</StackLayout>

</ContentPage>

1. Modify the **PetsViewModel** class:

using Prism.Navigation;

namespace MyVet.Prism.ViewModels

{

public class PetsViewModel : ViewModelBase

{

private readonly INavigationService \_navigationService;

public PetsViewModel(INavigationService navigationService) : base(navigationService)

{

\_navigationService = navigationService;

Title = "Pets";

}

}

}

1. Modify the **LoginViewModel** class:

IsEnabled = true;

IsRunning = false;

await \_navigationService.NavigateAsync("Pets");

}

1. To avoid entering email and password everytime, temporarily add those lines to **LoginViewModel** constructor:

public LoginViewModel(

INavigationService navigationService,

IApiService apiService) : base(navigationService)

{

\_navigationService = navigationService;

\_apiService = apiService;

Title = "Login";

IsEnabled = true;

//TODO: Delete those lines

Email = "jzuluaga55@hotmail.com";

Password = "123456";

}

1. Test it.
2. Add the property **FullName** to **OwnerResponse** class:

public string FullName => $"{FirstName} {LastName}";

1. Modify the method **Login** in **LoginViewModel** class:

var parameters = new NavigationParameters

{

{ "token", token },

{ "owner", owner }

};

await \_navigationService.NavigateAsync("Pets", parameters);

1. Override the method **OnNavigatedTo** in **PetsViewModel** class:

public override void OnNavigatedTo(INavigationParameters parameters)

{

base.OnNavigatedTo(parameters);

if (parameters.ContainsKey("token"))

{

\_token = parameters.GetValue<TokenResponse>("token");

}

if (parameters.ContainsKey("owner"))

{

\_owner = parameters.GetValue<OwnerResponse>("owner");

Title = \_owner.FullName;

}

}

1. Test it.
2. Create the **PetItemViewModel** class:

using MyVet.Common.Models;

namespace MyVet.Prism.ViewModels

{

public class PetItemViewModel : PetResponse

{

}

}

1. Modify the **Pets** page:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

xmlns:ffimageloading="clr-namespace:FFImageLoading.Forms;assembly=FFImageLoading.Forms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.PetsPage"

BackgroundColor="Silver"

Title="{Binding Title}">

<StackLayout

Padding="10">

<ListView

BackgroundColor="Transparent"

SeparatorVisibility="None"

HasUnevenRows="True"

ItemsSource="{Binding Pets}">

<ListView.ItemTemplate>

<DataTemplate>

<ViewCell>

<Frame

CornerRadius="10"

HasShadow="True"

Margin="0,0,0,5">

<Frame.GestureRecognizers>

<TapGestureRecognizer Command="{Binding SelectPetCommand}"/>

</Frame.GestureRecognizers>

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="Auto"/>

<ColumnDefinition Width="\*"/>

<ColumnDefinition Width="Auto"/>

</Grid.ColumnDefinitions>

<ffimageloading:CachedImage

Grid.Column="0"

Source="{Binding ImageUrl}"

LoadingPlaceholder= "LoaderImage"

ErrorPlaceholder= "ErrorImage"

CacheDuration= "50"

RetryCount= "3"

RetryDelay= "600"

DownsampleToViewSize = "true"

WidthRequest="100"/>

<Grid

Grid.Column="1">

<Grid.ColumnDefinitions>

<ColumnDefinition Width="\*"/>

<ColumnDefinition Width="2\*"/>

</Grid.ColumnDefinitions>

<Label

Grid.Column="0"

Grid.Row="0"

Text="Name"/>

<Label

Grid.Column="1"

Grid.Row="0"

FontAttributes="Bold"

Text="{Binding Name}"/>

<Label

Grid.Column="0"

Grid.Row="1"

Text="Race"/>

<Label

Grid.Column="1"

Grid.Row="1"

FontAttributes="Bold"

Text="{Binding Race}"/>

<Label

Grid.Column="0"

Grid.Row="2"

Text="Born"/>

<Label

Grid.Column="1"

Grid.Row="2"

FontAttributes="Bold"

Text="{Binding Born, StringFormat='{0:yyyy/MM/dd}'}"/>

</Grid>

<Image

Grid.Column="2"

Source="ic\_chevron\_right"/>

</Grid>

</Frame>

</ViewCell>

</DataTemplate>

</ListView.ItemTemplate>

</ListView>

</StackLayout>

</ContentPage>

1. Modify the **PetsViewModel** class:

using System.Collections.ObjectModel;

using System.Linq;

using MyVet.Common.Models;

using Prism.Navigation;

namespace MyVet.Prism.ViewModels

{

public class PetsViewModel : ViewModelBase

{

private readonly INavigationService \_navigationService;

private OwnerResponse \_owner;

private TokenResponse \_token;

private ObservableCollection<PetItemViewModel> \_pets;

private bool \_isRefreshing;

public PetsViewModel(INavigationService navigationService) : base(navigationService)

{

\_navigationService = navigationService;

Title = "Pets";

}

public ObservableCollection<PetItemViewModel> Pets

{

get => \_pets;

set => SetProperty(ref \_pets, value);

}

public bool IsRefreshing

{

get => \_isRefreshing;

set => SetProperty(ref \_isRefreshing, value);

}

public override void OnNavigatedTo(INavigationParameters parameters)

{

IsRefreshing = true;

base.OnNavigatedTo(parameters);

if (parameters.ContainsKey("token"))

{

\_token = parameters.GetValue<TokenResponse>("token");

}

if (parameters.ContainsKey("owner"))

{

\_owner = parameters.GetValue<OwnerResponse>("owner");

Pets = new ObservableCollection<PetItemViewModel>(\_owner.Pets.Select(p => new PetItemViewModel

{

Born = p.Born,

Histories = p.Histories,

Id = p.Id,

ImageUrl = p.ImageUrl,

Name = p.Name,

PetType = p.PetType,

Race = p.Race,

Remarks = p.Remarks

}).ToList());

}

IsRefreshing = false;

}

}

}

1. Test it.
2. Add the **HistoryItemViewModel** class:

using MyVet.Common.Models;

namespace MyVet.Prism.ViewModels

{

public class HistoryItemViewModel : HistoryResponse

{

}

}

1. Modify the **PetItemViewModel** class:

using MyVet.Common.Models;

using Prism.Commands;

using Prism.Navigation;

namespace MyVet.Prism.ViewModels

{

public class PetItemViewModel : PetResponse

{

private readonly INavigationService \_navigationService;

private DelegateCommand \_selectPetCommand;

public PetItemViewModel(INavigationService navigationService)

{

\_navigationService = navigationService;

}

public DelegateCommand SelectPetCommand => \_selectPetCommand ?? (\_selectPetCommand = new DelegateCommand(SelectPet));

private async void SelectPet()

{

var parameters = new NavigationParameters

{

{ "pet", this }

};

await \_navigationService.NavigateAsync("Pet", parameters);

}

}

}

1. Add the **Pet** page:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.Pet"

BackgroundColor="Silver"

Title="{Binding Title}">

<StackLayout

Padding="10">

<Frame

CornerRadius="20"

HasShadow="True">

<StackLayout>

<StackLayout

Orientation="Horizontal">

<Image

WidthRequest="180"

Source="{Binding Pet.ImageUrl}"/>

<StackLayout>

<Label

FontAttributes="Bold"

FontSize="Large"

Text="{Binding Pet.Name}"/>

<Label

Text="{Binding Pet.Race, StringFormat='Race: {0}'}"/>

<Label

Text="{Binding Pet.Born, StringFormat='Born: {0:yyyy/MM/dd}'}"/>

<Label

Text="{Binding Pet.PetType, StringFormat='Type: {0}'}"/>

</StackLayout>

</StackLayout>

<Label

BackgroundColor="White"

Text="{Binding Pet.Remarks}"/>

</StackLayout>

</Frame>

<Label

FontAttributes="Bold"

FontSize="Large"

Text="History"

TextColor="Black"/>

<ListView

HasUnevenRows="True"

IsRefreshing="{Binding IsRefreshing}"

ItemsSource="{Binding Histories}">

<ListView.ItemTemplate>

<DataTemplate>

<ViewCell>

<Grid>

<Grid.GestureRecognizers>

<TapGestureRecognizer Command="{Binding SelectHistoryCommand}"/>

</Grid.GestureRecognizers>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="\*"/>

<ColumnDefinition Width="\*"/>

<ColumnDefinition Width="2\*"/>

<ColumnDefinition Width="Auto"/>

</Grid.ColumnDefinitions>

<Label

Grid.Column="0"

Text="{Binding Date, StringFormat='{0:yyyy/MM/dd}'}"

VerticalOptions="Center"/>

<Label

Grid.Column="1"

Text="{Binding ServiceType}"

VerticalOptions="Center"/>

<Label

Grid.Column="2"

Text="{Binding Description}"

VerticalOptions="Center"/>

<Image

Grid.Column="3"

HeightRequest="20"

Margin="0,5"

Source="ic\_chevron\_right"/>

</Grid>

</ViewCell>

</DataTemplate>

</ListView.ItemTemplate>

</ListView>

</StackLayout>

</ContentPage>

1. Modify the **PetViewModel** class:

using System.Collections.ObjectModel;

using System.Linq;

using MyVet.Common.Models;

using Prism.Navigation;

namespace MyVet.Prism.ViewModels

{

public class PetViewModel : ViewModelBase

{

private readonly INavigationService \_navigationService;

private PetResponse \_pet;

private ObservableCollection<HistoryItemViewModel> \_histories;

public PetViewModel(INavigationService navigationService) : base(navigationService)

{

\_navigationService = navigationService;

}

public PetResponse Pet

{

get => \_pet;

set => SetProperty(ref \_pet, value);

}

public ObservableCollection<HistoryItemViewModel> Histories

{

get => \_histories;

set => SetProperty(ref \_histories, value);

}

public override void OnNavigatedTo(INavigationParameters parameters)

{

base.OnNavigatedTo(parameters);

if (parameters.ContainsKey("pet"))

{

Pet = parameters.GetValue<PetResponse>("pet");

Title = Pet.Name;

Histories = new ObservableCollection<HistoryItemViewModel>(Pet.Histories.Select(h => new HistoryItemViewModel

{

Date = h.Date,

Description = h.Description,

Id = h.Id,

Remarks = h.Remarks,

ServiceType = h.ServiceType

}).ToList());

}

}

}

}

1. Test it.
2. Modify the **HistoryItemViewModel** class:

using MyVet.Common.Models;

using Prism.Commands;

using Prism.Navigation;

namespace MyVet.Prism.ViewModels

{

public class HistoryItemViewModel : HistoryResponse

{

private readonly INavigationService \_navigationService;

private DelegateCommand \_selectHistoryCommand;

public HistoryItemViewModel(INavigationService navigationService)

{

\_navigationService = navigationService;

}

public DelegateCommand SelectHistoryCommand => \_selectHistoryCommand ?? (\_selectHistoryCommand = new DelegateCommand(SelectHistory));

private async void SelectHistory()

{

var parameters = new NavigationParameters

{

{ "history", this }

};

await \_navigationService.NavigateAsync("History", parameters);

}

}

}

1. Add the **History** page:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.History"

Title="{Binding Title}">

<StackLayout

Padding="10">

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="\*"/>

<ColumnDefinition Width="3\*"/>

</Grid.ColumnDefinitions>

<Grid.RowDefinitions>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

</Grid.RowDefinitions>

<Label

Grid.Column="0"

Grid.Row="0"

FontAttributes="Bold"

Text="Date"/>

<Label

Grid.Column="1"

Grid.Row="0"

Text="{Binding History.Date, StringFormat='{0:yyyy/MM/dd HH:mm}'}"/>

<Label

Grid.Column="0"

Grid.Row="1"

FontAttributes="Bold"

Text="Type"/>

<Label

Grid.Column="1"

Grid.Row="1"

Text="{Binding History.ServiceType}"/>

<Label

Grid.Column="0"

Grid.Row="2"

FontAttributes="Bold"

Text="Description"/>

<Label

Grid.Column="1"

Grid.Row="2"

Text="{Binding History.Description}"/>

<Label

Grid.Column="0"

Grid.Row="3"

FontAttributes="Bold"

Text="Remarks"/>

<Label

Grid.Column="1"

Grid.Row="3"

Text="{Binding History.Remarks}"/>

</Grid>

</StackLayout>

</ContentPage>

1. Modify the **HistoryViewModel** class:

using MyVet.Common.Models;

using Prism.Navigation;

namespace MyVet.Prism.ViewModels

{

public class HistoryViewModel : ViewModelBase

{

private HistoryResponse \_history;

public HistoryViewModel(INavigationService navigationService) : base(navigationService)

{

Title = "History";

}

public HistoryResponse History

{

get => \_history;

set => SetProperty(ref \_history, value);

}

public override void OnNavigatedTo(INavigationParameters parameters)

{

base.OnNavigatedTo(parameters);

if (parameters.ContainsKey("history"))

{

History = parameters.GetValue<HistoryResponse>("history");

}

}

}

}

1. Test it.

## Fix the images on Android

1. Update the NuGet **Xamarin.Forms** in all Prism projects.
2. Add the NuGet **Xamarin.FFImageLoading.Forms** to all prism projects.
3. Add this line on **MainActivity**:

global::Xamarin.Forms.Forms.Init(this, bundle);

FFImageLoading.Forms.Platform.CachedImageRenderer.Init(true);

LoadApplication(new App(new AndroidInitializer()));

1. Add this line on **AppDelegate**:

global::Xamarin.Forms.Forms.Init();

FFImageLoading.Forms.Platform.CachedImageRenderer.Init();

LoadApplication(new App(new iOSInitializer()));

1. Modify the **PetsPage**:

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

xmlns:ffimageloading="clr-namespace:FFImageLoading.Forms;assembly=FFImageLoading.Forms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.PetsPage"

BackgroundColor="Silver"

Title="{Binding Title}">

…

<ffimageloading:CachedImage

Grid.Column="0"

Source="{Binding ImageUrl}"

LoadingPlaceholder= "LoaderImage"

ErrorPlaceholder= "ErrorImage"

CacheDuration= "50"

RetryCount= "3"

RetryDelay= "600"

DownsampleToViewSize = "true"

WidthRequest="100"/>

1. Modify the **PetPage**:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

xmlns:ffimageloading="clr-namespace:FFImageLoading.Forms;assembly=FFImageLoading.Forms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.PetPage"

Title="{Binding Title}">

<StackLayout

Padding="10">

<ffimageloading:CachedImage

Source="{Binding Pet.ImageUrl}"

LoadingPlaceholder= "LoaderImage"

ErrorPlaceholder= "ErrorImage"

CacheDuration= "50"

RetryCount= "3"

RetryDelay= "600"

DownsampleToViewSize = "true"

WidthRequest="250"/>

<Grid>

1. Test it.

## Add tabbed page

1. Add the **HistoriesPage**:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.HistoriesPage"

Title="{Binding Title}">

<StackLayout

Padding="10">

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="\*"/>

<ColumnDefinition Width="\*"/>

<ColumnDefinition Width="\*"/>

<ColumnDefinition Width="48"/>

</Grid.ColumnDefinitions>

<Grid.RowDefinitions>

<RowDefinition Height="Auto"/>

</Grid.RowDefinitions>

<Label

Grid.Column="0"

FontAttributes="Bold"

Text="Date"

VerticalOptions="Center"/>

<Label

Grid.Column="1"

FontAttributes="Bold"

Text="Service Type"

VerticalOptions="Center"/>

<Label

Grid.Column="2"

FontAttributes="Bold"

Text="Description"

VerticalOptions="Center"/>

</Grid>

<ListView

HasUnevenRows="True"

ItemsSource="{Binding Histories}">

<ListView.ItemTemplate>

<DataTemplate>

<ViewCell>

<Grid>

<Grid.GestureRecognizers>

<TapGestureRecognizer Command="{Binding SelectHistoryCommand}"/>

</Grid.GestureRecognizers>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="\*"/>

<ColumnDefinition Width="\*"/>

<ColumnDefinition Width="\*"/>

<ColumnDefinition Width="Auto"/>

</Grid.ColumnDefinitions>

<Grid.RowDefinitions>

<RowDefinition Height="Auto"/>

</Grid.RowDefinitions>

<Label

Grid.Column="0"

Text="{Binding DateLocal, StringFormat='{0:yyyy/MM/dd HH:mm}'}"

VerticalOptions="Center"/>

<Label

Grid.Column="1"

Text="{Binding ServiceType}"

VerticalOptions="Center"/>

<Label

Grid.Column="2"

Text="{Binding Description}"

VerticalOptions="Center"/>

<Image

Grid.Column="3"

Source="ic\_chevron\_right"/>

</Grid>

</ViewCell>

</DataTemplate>

</ListView.ItemTemplate>

</ListView>

</StackLayout>

</ContentPage>

1. Add the **HistoryItemViewModel**:

using MyVet.Common.Models;

using Prism.Commands;

using Prism.Navigation;

namespace MyVet.Prism.ViewModels

{

public class HistoryItemViewModel : HistoryResponse

{

private readonly INavigationService \_navigationService;

private DelegateCommand \_selectHistoryCommand;

public HistoryItemViewModel(INavigationService navigationService)

{

\_navigationService = navigationService;

}

public DelegateCommand SelectHistoryCommand => \_selectHistoryCommand ?? (\_selectHistoryCommand = new DelegateCommand(SelectHistory));

private async void SelectHistory()

{

var parameters = new NavigationParameters

{

{ "history", this }

};

await \_navigationService.NavigateAsync("HistoryPage", parameters);

}

}

}

1. Modify the **HistoriesPageViewModel**:

using MyVet.Common.Models;

using Prism.Navigation;

using System.Collections.ObjectModel;

using System.Linq;

namespace MyVet.Prism.ViewModels

{

public class HistoriesPageViewModel : ViewModelBase

{

private readonly INavigationService \_navigationService;

private ObservableCollection<HistoryItemViewModel> \_histories;

private PetResponse \_pet;

public HistoriesPageViewModel(INavigationService navigationService) : base(navigationService)

{

\_navigationService = navigationService;

Title = "Histories";

}

public PetResponse Pet

{

get => \_pet;

set => SetProperty(ref \_pet, value);

}

public ObservableCollection<HistoryItemViewModel> Histories

{

get => \_histories;

set => SetProperty(ref \_histories, value);

}

public override void OnNavigatedTo(INavigationParameters parameters)

{

base.OnNavigatedTo(parameters);

if (parameters.ContainsKey("pet"))

{

Pet = parameters.GetValue<PetResponse>("pet");

Histories = new ObservableCollection<HistoryItemViewModel>(Pet.Histories.Select(h => new HistoryItemViewModel(\_navigationService)

{

Date = h.Date,

Description = h.Description,

Id = h.Id,

Remarks = h.Remarks,

ServiceType = h.ServiceType

}).ToList());

}

}

}

}

1. Add the **HistoryPage**:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.HistoryPage"

Title="{Binding Title}">

<ScrollView>

<StackLayout

Padding="10">

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="Auto"/>

<ColumnDefinition Width="\*"/>

</Grid.ColumnDefinitions>

<Grid.RowDefinitions>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

</Grid.RowDefinitions>

<Label

Grid.Row="0"

Grid.Column="0"

FontAttributes="Bold"

Text="Date"/>

<Label

Grid.Row="0"

Grid.Column="1"

Text="{Binding History.DateLocal, StringFormat='{0:yyyy/MM/dd HH:mm}'}"/>

<Label

Grid.Row="1"

Grid.Column="0"

FontAttributes="Bold"

Text="Service Type"/>

<Label

Grid.Row="1"

Grid.Column="1"

Text="{Binding History.ServiceType}"/>

<Label

Grid.Row="2"

Grid.Column="0"

FontAttributes="Bold"

Text="Description"/>

<Label

Grid.Row="2"

Grid.Column="1"

Text="{Binding History.Description}"/>

<Label

Grid.Row="4"

Grid.Column="0"

FontAttributes="Bold"

Text="Remarks"/>

<Label

Grid.Row="4"

Grid.Column="1"

Text="{Binding History.Remarks}"/>

</Grid>

</StackLayout>

</ScrollView>

</ContentPage>

1. Modify the **HistoryPageViewModel**:

using MyVet.Common.Models;

using Prism.Navigation;

namespace MyVet.Prism.ViewModels

{

public class HistoryPageViewModel : ViewModelBase

{

private HistoryResponse \_history;

public HistoryPageViewModel(INavigationService navigationService) : base(navigationService)

{

Title = "History";

}

public HistoryResponse History

{

get => \_history;

set => SetProperty(ref \_history, value);

}

public override void OnNavigatedTo(INavigationParameters parameters)

{

base.OnNavigatedTo(parameters);

if (parameters.ContainsKey("history"))

{

History = parameters.GetValue<HistoryResponse>("history");

}

}

}

}

1. Temporarily modify **PetItemViewModel**:

await \_navigationService.NavigateAsync("HistoriesPage", parameters);

1. Test it.
2. Add the **PetTabbedPage**:

<?xml version="1.0" encoding="utf-8" ?>

<TabbedPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

xmlns:local="clr-namespace:MyVet.Prism.Views"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.PetTabbedPage"

Title="{Binding Title}">

<TabbedPage.Children>

<local:PetPage/>

<local:HistoriesPage />

</TabbedPage.Children>

</TabbedPage>

1. Modify the **PetTabbedPageViewModel**:

using Prism.Navigation;

namespace MyVet.Prism.ViewModels

{

public class PetTabbedPageViewModel : ViewModelBase

{

public PetTabbedPageViewModel(INavigationService navigationService) : base(navigationService)

{

Title = "Pet";

}

}

}

1. Add the NuGet **Xam.Plugins.Settings** to all mobility projects and **Common**:
2. Add the **Settings** class:

using Plugin.Settings;

using Plugin.Settings.Abstractions;

namespace MyVet.Common.Helpers

{

public static class Settings

{

private const string \_pet = "Pet";

private static readonly string \_settingsDefault = string.Empty;

private static ISettings AppSettings => CrossSettings.Current;

public static string Pet

{

get => AppSettings.GetValueOrDefault(\_pet, \_settingsDefault);

set => AppSettings.AddOrUpdateValue(\_pet, value);

}

}

}

1. Modify the **PropertyItemViewModel**:

private async void SelectPet()

{

Settings.Pet = JsonConvert.SerializeObject(this);

await \_navigationService.NavigateAsync("PetTabbedPage");

}

1. Modify the **PropertyPageViewModel**:

public override void OnNavigatedTo(INavigationParameters parameters)

{

base.OnNavigatedTo(parameters);

Pet = JsonConvert.DeserializeObject<PetResponse>(Settings.Pet);

}

1. Modify the **HistoriesPageViewModel**:

…

Delete the method on natigated to

...

public HistoriesPageViewModel(INavigationService navigationService) : base(navigationService)

{

\_navigationService = navigationService;

Title = "Histories";

Pet = JsonConvert.DeserializeObject<PetResponse>(Settings.Pet);

LoadHistories();

}

…

private void LoadHistories()

{

Histories = new ObservableCollection<HistoryItemViewModel>(Pet.Histories.Select(h => new HistoryItemViewModel(\_navigationService)

{

Date = h.Date,

Description = h.Description,

Id = h.Id,

Remarks = h.Remarks,

ServiceType = h.ServiceType

}).ToList());

}

1. Add icons to pages **HistoriesPage** and **PetPage**.
2. Test it.

## Add SfBusyIndicator

1. Get a Sync Fusion license: <https://help.syncfusion.com/common/essential-studio/licensing/license-key#xamarinforms>.
2. Add the NuGet **Syncfusion.Xamarin.SfBusyIndicator** to all mobile projects.
3. Add your license in **App.xaml.cs**:

protected override async void OnInitialized()

{

Syncfusion.Licensing.SyncfusionLicenseProvider.RegisterLicense("MTM3Njg0QDMxMzcyZTMyMmUzMGUvQlg3Tnk5ODRGQ01pbzNnWmEyWHdWcExaaUVOQ0FKODZGNDFpekRtd2M9");

InitializeComponent();

await NavigationService.NavigateAsync("NavigationPage/LoginPage");

}

1. Modify the **MainActivity**:

global::Xamarin.Forms.Forms.Init(this, bundle);

FFImageLoading.Forms.Platform.CachedImageRenderer.Init(true);

new SfBusyIndicatorRenderer();

LoadApplication(new App(new AndroidInitializer()));

1. Modify the **AppDelegate**:

global::Xamarin.Forms.Forms.Init();

FFImageLoading.Forms.Platform.CachedImageRenderer.Init();

new SfBusyIndicatorRenderer();

LoadApplication(new App(new iOSInitializer()));

1. Modify the **LoginPage**:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

xmlns:busyindicator="clr-namespace:Syncfusion.SfBusyIndicator.XForms;assembly=Syncfusion.SfBusyIndicator.XForms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.LoginPage"

Title="{Binding Title}">

<ScrollView>

<AbsoluteLayout>

<StackLayout

AbsoluteLayout.LayoutBounds="0,0,1,1"

AbsoluteLayout.LayoutFlags="All"

Padding="10">

<Label

Text="Email"/>

…

<busyindicator:SfBusyIndicator

AnimationType="Gear"

AbsoluteLayout.LayoutBounds=".5,.5,.5,.5"

AbsoluteLayout.LayoutFlags="All"

BackgroundColor="Silver"

HorizontalOptions="Center"

TextColor="White"

IsVisible="{Binding IsRunning}"

Title="Loading..."

VerticalOptions="Center"

ViewBoxWidth="80"

ViewBoxHeight="80" />

…

</StackLayout>

</AbsoluteLayout>

</ScrollView>

</ContentPage>

1. Test it.

## GIT Workshop

<https://www.youtube.com/watch?v=AqocDsE_32c>

<https://www.youtube.com/watch?v=CDeG4S-mJts>

git checkout -b <nombre\_de\_la\_nueva\_rama> <hash\_del\_commit\_al\_que\_quiere\_volver>

git checkout -b old-state 0d1d7fc32

# Web Second Part

## Redirect Pages

1. Create **NotAuthorized** method on **AccountController**:

public IActionResult NotAuthorized()

{

return View();

}

1. Create correspondent view with this lines:

@{

ViewData["Title"] = "NotAuthorized";

}

<br />

<br />

<img src="~/images/gopher\_head-min.png" />

<h2>You are not authorized to perform this action!</h2>

1. Modify **Startup.cs** to configure the Application Cookie Options (after cookies lines):

services.ConfigureApplicationCookie(options =>

{

options.LoginPath = "/Account/NotAuthorized";

options.AccessDeniedPath = "/Account/NotAuthorized";

});

1. We add it to the pipeline inside **Startup.cs** with a wildcard as a parameter.

public void Configure(IApplicationBuilder app, IHostingEnvironment env)

{

if (env.IsDevelopment())

{

app.UseDeveloperExceptionPage();

}

else

{

app.UseExceptionHandler("/Home/Error");

app.UseHsts();

}

app.UseStatusCodePagesWithReExecute("/error/{0}");

app.UseHttpsRedirection();

app.UseStaticFiles();

app.UseAuthentication();

app.UseCookiePolicy();

app.UseMvc(routes =>

{

routes.MapRoute(

name: "default",

template: "{controller=Home}/{action=Index}/{id?}");

});

}

1. Inside the Home Controller create the following action.

[Route("error/404")]

public IActionResult Error404()

{

return View();

}

1. Create the correspondent view.

@{

ViewData["Title"] = "Error404";

}

<br />

<br />

<img src="~/images/gopher\_head-min.png" />

<h2>Sorry, page not found</h2>

1. Test it!.

## Self-registration of users

1. Add those methods to **AccountController**:

public IActionResult Register()

{

return View();

}

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Register(AddUserViewModel view)

{

if (ModelState.IsValid)

{

var user = await AddUser(view);

if (user == null)

{

ModelState.AddModelError(string.Empty, "This email is already used.");

return View(view);

}

var owner = new Owner

{

Pets = new List<Pet>(),

User = user,

};

\_dataContext.Owners.Add(owner);

await \_dataContext.SaveChangesAsync();

var loginViewModel = new LoginViewModel

{

Password = view.Password,

RememberMe = false,

Username = view.Username

};

var result2 = await \_userHelper.LoginAsync(loginViewModel);

if (result2.Succeeded)

{

return RedirectToAction("Index", "Home");

}

}

return View(view);

}

private async Task<User> AddUser(AddUserViewModel view)

{

var user = new User

{

Address = view.Address,

Document = view.Document,

Email = view.Username,

FirstName = view.FirstName,

LastName = view.LastName,

PhoneNumber = view.PhoneNumber,

UserName = view.Username

};

var result = await \_userHelper.AddUserAsync(user, view.Password);

if (result != IdentityResult.Success)

{

return null;

}

var newUser = await \_userHelper.GetUserByEmailAsync(view.Username);

await \_userHelper.AddUserToRoleAsync(newUser, "Customer");

return newUser;

}

1. Add the view **Register** on **AccountController**:

@model MyVet.Web.Models.AddUserViewModel

@{

ViewData["Title"] = "Register";

}

<h2>Register</h2>

<h4>Owner</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="Register">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<div class="form-group">

<label asp-for="Username" class="control-label"></label>

<input asp-for="Username" class="form-control" />

<span asp-validation-for="Username" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Document" class="control-label"></label>

<input asp-for="Document" class="form-control" />

<span asp-validation-for="Document" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="FirstName" class="control-label"></label>

<input asp-for="FirstName" class="form-control" />

<span asp-validation-for="FirstName" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="LastName" class="control-label"></label>

<input asp-for="LastName" class="form-control" />

<span asp-validation-for="LastName" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Address" class="control-label"></label>

<input asp-for="Address" class="form-control" />

<span asp-validation-for="Address" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="PhoneNumber" class="control-label"></label>

<input asp-for="PhoneNumber" class="form-control" />

<span asp-validation-for="PhoneNumber" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Password" class="control-label"></label>

<input asp-for="Password" class="form-control" />

<span asp-validation-for="Password" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="PasswordConfirm" class="control-label"></label>

<input asp-for="PasswordConfirm" class="form-control" />

<span asp-validation-for="PasswordConfirm" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Register" class="btn btn-primary" />

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Test it.

## Modifying users

1. Add the **ChangePasswordViewModel** class:

using System.ComponentModel.DataAnnotations;

namespace MyVet.Web.Models

{

public class ChangePasswordViewModel

{

[Display(Name = "Current password")]

[Required(ErrorMessage = "The field {0} is mandatory.")]

[DataType(DataType.Password)]

[StringLength(20, MinimumLength = 6, ErrorMessage = "The {0} field must contain between {2} and {1} characters.")]

public string OldPassword { get; set; }

[Display(Name = "New password")]

[Required(ErrorMessage = "The field {0} is mandatory.")]

[DataType(DataType.Password)]

[StringLength(20, MinimumLength = 6, ErrorMessage = "The {0} field must contain between {2} and {1} characters.")]

public string NewPassword { get; set; }

[Display(Name = "Password confirm")]

[Required(ErrorMessage = "The field {0} is mandatory.")]

[DataType(DataType.Password)]

[StringLength(20, MinimumLength = 6, ErrorMessage = "The {0} field must contain between {2} and {1} characters.")]

[Compare("NewPassword")]

public string Confirm { get; set; }

}

}

1. Add this method in **IUserHelper** interface:

Task<IdentityResult> ChangePasswordAsync(User user, string oldPassword, string newPassword);

1. Add the implementation in **UserHelper** class:

public async Task<IdentityResult> ChangePasswordAsync(User user, string oldPassword, string newPassword)

{

return await \_userManager.ChangePasswordAsync(user, oldPassword, newPassword);

}

1. Add those methods to **AccountController** class:

public async Task<IActionResult> ChangeUser()

{

var owner = await \_dataContext.Owners

.Include(o => o.User)

.FirstOrDefaultAsync(o => o.User.UserName.ToLower().Equals(User.Identity.Name.ToLower()));

if (owner == null)

{

return NotFound();

}

var view = new EditUserViewModel

{

Address = owner.User.Address,

Document = owner.User.Document,

FirstName = owner.User.FirstName,

Id = owner.Id,

LastName = owner.User.LastName,

PhoneNumber = owner.User.PhoneNumber

};

return View(view);

}

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> ChangeUser(EditUserViewModel view)

{

if (ModelState.IsValid)

{

var owner = await \_dataContext.Owners

.Include(o => o.User)

.FirstOrDefaultAsync(o => o.Id == view.Id);

owner.User.Document = view.Document;

owner.User.FirstName = view.FirstName;

owner.User.LastName = view.LastName;

owner.User.Address = view.Address;

owner.User.PhoneNumber = view.PhoneNumber;

await \_userHelper.UpdateUserAsync(owner.User);

return RedirectToAction("Index", "Home");

}

return View(view);

}

1. Add the view **ChangeUser** in **AccountController**:

@model MyVet.Web.Models.EditUserViewModel

@{

ViewData["Title"] = "Edit";

}

<h2>Edit</h2>

<h4>Owner</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="ChangeUser">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<input type="hidden" asp-for="Id" />

<div class="form-group">

<label asp-for="Document" class="control-label"></label>

<input asp-for="Document" class="form-control" />

<span asp-validation-for="Document" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="FirstName" class="control-label"></label>

<input asp-for="FirstName" class="form-control" />

<span asp-validation-for="FirstName" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="LastName" class="control-label"></label>

<input asp-for="LastName" class="form-control" />

<span asp-validation-for="LastName" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Address" class="control-label"></label>

<input asp-for="Address" class="form-control" />

<span asp-validation-for="Address" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="PhoneNumber" class="control-label"></label>

<input asp-for="PhoneNumber" class="form-control" />

<span asp-validation-for="PhoneNumber" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Save" class="btn btn-primary" />

<a asp-action="ChangePassword" class="btn btn-warning">Change Password</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Test it.
2. Add those methods to **AccountController** class:

public IActionResult ChangePassword()

{

return View();

}

[HttpPost]

public async Task<IActionResult> ChangePassword(ChangePasswordViewModel model)

{

if (ModelState.IsValid)

{

var user = await \_userHelper.GetUserByEmailAsync(User.Identity.Name);

if (user != null)

{

var result = await \_userHelper.ChangePasswordAsync(user, model.OldPassword, model.NewPassword);

if (result.Succeeded)

{

return RedirectToAction("ChangeUser");

}

else

{

ModelState.AddModelError(string.Empty, result.Errors.FirstOrDefault().Description);

}

}

else

{

ModelState.AddModelError(string.Empty, "User no found.");

}

}

return View(model);

}

1. Add the view **ChangePassword** to **AccountController** class:

@model MyVet.Web.Models.ChangePasswordViewModel

@{

ViewData["Title"] = "Register";

}

<h2>Change Password</h2>

<div class="row">

<div class="col-md-4 offset-md-4">

<form method="post">

<div asp-validation-summary="ModelOnly"></div>

<div class="form-group">

<label asp-for="OldPassword">Current password</label>

<input asp-for="OldPassword" type="password" class="form-control" />

<span asp-validation-for="OldPassword" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="NewPassword">New password</label>

<input asp-for="NewPassword" type="password" class="form-control" />

<span asp-validation-for="NewPassword" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="Confirm">Confirm</label>

<input asp-for="Confirm" type="password" class="form-control" />

<span asp-validation-for="Confirm" class="text-warning"></span>

</div>

<div class="form-group">

<input type="submit" value="Change password" class="btn btn-primary" />

<a asp-action="ChangeUser" class="btn btn-success">Back to user</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Test it.

## Confirm Email Registration

1. First, change the setup project:

services.AddIdentity<User, IdentityRole>(cfg =>

{

cfg.Tokens.AuthenticatorTokenProvider = TokenOptions.DefaultAuthenticatorProvider;

cfg.SignIn.RequireConfirmedEmail = true;

cfg.User.RequireUniqueEmail = true;

cfg.Password.RequireDigit = false;

cfg.Password.RequiredUniqueChars = 0;

cfg.Password.RequireLowercase = false;

cfg.Password.RequireNonAlphanumeric = false;

cfg.Password.RequireUppercase = false;

})

.AddDefaultTokenProviders()

.AddEntityFrameworkStores<DataContext>();

1. Check if your email account is enabled to send email in: <https://myaccount.google.com/lesssecureapps>
2. Add this parameters to the configuration file:

"Mail": {

"From": "youremail@gmail.com",

"Smtp": "smtp.gmail.com",

"Port": 587,

"Password": "yourpassword"

}

1. Add the nuget “**Mailkit**”.
2. In **Helpers** folder add the interface **IMailHelper**:

namespace MyVet.Web.Helpers

{

public interface IMailHelper

{

void SendMail(string to, string subject, string body);

}

}

1. In **Helpers** folder add the implementation **MailHelper**:

using MailKit.Net.Smtp;

using Microsoft.Extensions.Configuration;

using MimeKit;

namespace MyVet.Web.Helpers

{

public class MailHelper : IMailHelper

{

private readonly IConfiguration \_configuration;

public MailHelper(IConfiguration configuration)

{

\_configuration = configuration;

}

public void SendMail(string to, string subject, string body)

{

var from = \_configuration["Mail:From"];

var smtp = \_configuration["Mail:Smtp"];

var port = \_configuration["Mail:Port"];

var password = \_configuration["Mail:Password"];

var message = new MimeMessage();

message.From.Add(new MailboxAddress(from));

message.To.Add(new MailboxAddress(to));

message.Subject = subject;

var bodyBuilder = new BodyBuilder

{

HtmlBody = body

};

message.Body = bodyBuilder.ToMessageBody();

using (var client = new SmtpClient())

{

client.Connect(smtp, int.Parse(port), false);

client.Authenticate(from, password);

client.Send(message);

client.Disconnect(true);

}

}

}

}

1. Configure the injection for the new interface:

services.AddScoped<IMailHelper, MailHelper>();

1. Add those methods to **IUserHelper**:

Task<string> GenerateEmailConfirmationTokenAsync(User user);

Task<IdentityResult> ConfirmEmailAsync(User user, string token);

Task<User> GetUserByIdAsync(string userId);

And the implementation:

public async Task<IdentityResult> ConfirmEmailAsync(User user, string token)

{

return await \_userManager.ConfirmEmailAsync(user, token);

}

public async Task<string> GenerateEmailConfirmationTokenAsync(User user)

{

return await \_userManager.GenerateEmailConfirmationTokenAsync(user);

}

public async Task<User> GetUserByIdAsync(string userId)

{

return await \_userManager.FindByIdAsync(userId);

}

1. Modify the register post method (first inject the **IMailHelper** in **AccountController**):

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Register(AddUserViewModel view)

{

if (ModelState.IsValid)

{

var user = await AddUser(view);

if (user == null)

{

ModelState.AddModelError(string.Empty, "This email is already used.");

return View(view);

}

var owner = new Owner

{

Pets = new List<Pet>(),

User = user,

};

\_dataContext.Owners.Add(owner);

await \_dataContext.SaveChangesAsync();

var myToken = await \_userHelper.GenerateEmailConfirmationTokenAsync(user);

var tokenLink = Url.Action("ConfirmEmail", "Account", new

{

userid = user.Id,

token = myToken

}, protocol: HttpContext.Request.Scheme);

\_mailHelper.SendMail(view.Username, "Email confirmation", $"<h1>Email Confirmation</h1>" +

$"To allow the user, " +

$"plase click in this link:</br></br><a href = \"{tokenLink}\">Confirm Email</a>");

ViewBag.Message = "The instructions to allow your user has been sent to email.";

return View(view);

}

return View(view);

}

1. Add this to the register view ends:

<div class="text-success">

<p>

@ViewBag.Message

</p>

</div>

1. Create the method confirm email in account controller:

public async Task<IActionResult> ConfirmEmail(string userId, string token)

{

if (string.IsNullOrEmpty(userId) || string.IsNullOrEmpty(token))

{

return NotFound();

}

var user = await \_userHelper.GetUserByIdAsync(userId);

if (user == null)

{

return NotFound();

}

var result = await \_userHelper.ConfirmEmailAsync(user, token);

if (!result.Succeeded)

{

return NotFound();

}

return View();

}

1. Create the view:

@{

ViewData["Title"] = "Confirm email";

}

<h2>@ViewData["Title"]</h2>

<div>

<p>

Thank you for confirming your email. Now you can login into system.

</p>

</div>

1. Modify the **OwnersController** to send the email confirmation:

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Create(AddUserViewModel view)

{

if (ModelState.IsValid)

{

var user = await AddUser(view);

if (user == null)

{

ModelState.AddModelError(string.Empty, "This email is already used.");

return View(view);

}

var owner = new Owner

{

Pets = new List<Pet>(),

User = user,

};

\_dataContext.Owners.Add(owner);

await \_dataContext.SaveChangesAsync();

var myToken = await \_userHelper.GenerateEmailConfirmationTokenAsync(user);

var tokenLink = Url.Action("ConfirmEmail", "Account", new

{

userid = user.Id,

token = myToken

}, protocol: HttpContext.Request.Scheme);

\_mailHelper.SendMail(view.Username, "Email confirmation", $"<h1>Email Confirmation</h1>" +

$"To allow the user, " +

$"plase click in this link:</br></br><a href = \"{tokenLink}\">Confirm Email</a>");

return RedirectToAction(nameof(Index));

}

return View(view);

}

1. Drop the database (PM> drop-database) to ensure that all the users have a confirmed email.
2. Modify the seed class:

private async Task<User> CheckUserAsync(string document, string firstName, string lastName, string email, string phone, string address, string role)

{

var user = await \_userHelper.GetUserByEmailAsync(email);

if (user == null)

{

user = new User

{

FirstName = firstName,

LastName = lastName,

Email = email,

UserName = email,

PhoneNumber = phone,

Address = address,

Document = document

};

await \_userHelper.AddUserAsync(user, "123456");

await \_userHelper.AddUserToRoleAsync(user, role);

}

var token = await \_userHelper.GenerateEmailConfirmationTokenAsync(user);

await \_userHelper.ConfirmEmailAsync(user, token);

return user;

}

1. Let's take advantage and change the seed for pets:

private void AddPet(string name, Owner owner, PetType petType, string race)

{

var histories = new List<History>

{

new History

{

Date = DateTime.Now,

Description = "Consulta",

Remarks = "Fusce gravida convallis tortor, non lobortis massa. Duis hendrerit mauris et lectus dapibus finibus. Etiam dictum molestie tortor et tincidunt. Nam viverra nunc vitae leo porta, et dapibus dui ultrices.",

ServiceType = \_dataContext.ServiceTypes.FirstOrDefault()

},

new History

{

Date = DateTime.Now,

Description = "Consulta",

Remarks = "Maecenas quis molestie sem, at convallis magna. Vestibulum euismod augue eu erat fringilla tempus. Phasellus vel ante interdum, bibendum tortor quis, sodales ex.",

ServiceType = \_dataContext.ServiceTypes.FirstOrDefault()

},

new History

{

Date = DateTime.Now,

Description = "Consulta",

Remarks = "Quisque dapibus semper diam, vitae bibendum ex volutpat et. Proin eu posuere augue. Nulla at nisi purus. Proin a scelerisque orci. Ut sapien erat, tempor ac ligula sit amet, lobortis laoreet arcu.",

ServiceType = \_dataContext.ServiceTypes.FirstOrDefault()

}

};

\_dataContext.Pets.Add(new Pet

{

Born = DateTime.Now.AddYears(-2),

Name = name,

Owner = owner,

PetType = petType,

Race = race,

ImageUrl = $"~/images/Pets/{name}.png",

Remarks = "Lorem ipsum dolor sit amet, consectetur adipiscing elit. Maecenas non tempus velit. Vestibulum nec vehicula urna, quis tincidunt diam. In vitae ultricies ipsum.",

Histories = histories

});

}

1. Test it.

## Password Recovery

1. Modify the login view:

<div class="form-group">

<input type="submit" value="Login" class="btn btn-success" />

<a asp-action="Register" class="btn btn-primary">Register New User</a>

<a asp-action="RecoverPassword" class="btn btn-link">Forgot your password?</a>

</div>

1. Add the model **RecoverPasswordViewModel**:

using System.ComponentModel.DataAnnotations;

namespace MyVet.Web.Models

{

public class RecoverPasswordViewModel

{

[Required]

[EmailAddress]

public string Email { get; set; }

}

}

1. Add the model **ResetPasswordViewModel**:

using System.ComponentModel.DataAnnotations;

namespace MyVet.Web.Models

{

public class ResetPasswordViewModel

{

[Required]

public string UserName { get; set; }

[Required]

[StringLength(20, MinimumLength = 6, ErrorMessage = "The {0} field must contain between {2} and {1} characters.")]

[DataType(DataType.Password)]

public string Password { get; set; }

[Required]

[StringLength(20, MinimumLength = 6, ErrorMessage = "The {0} field must contain between {2} and {1} characters.")]

[DataType(DataType.Password)]

[Compare("Password")]

public string ConfirmPassword { get; set; }

[Required]

public string Token { get; set; }

}

}

1. Add those methods to **IUserHelper**:

Task<string> GeneratePasswordResetTokenAsync(User user);

Task<IdentityResult> ResetPasswordAsync(User user, string token, string password);

And the implementation:

public async Task<string> GeneratePasswordResetTokenAsync(User user)

{

return await \_userManager.GeneratePasswordResetTokenAsync(user);

}

public async Task<IdentityResult> ResetPasswordAsync(User user, string token, string password)

{

return await \_userManager.ResetPasswordAsync(user, token, password);

}

1. Add this methods to account controller:

public IActionResult RecoverPassword()

{

return View();

}

[HttpPost]

public async Task<IActionResult> RecoverPassword(RecoverPasswordViewModel model)

{

if (ModelState.IsValid)

{

var user = await \_userHelper.GetUserByEmailAsync(model.Email);

if (user == null)

{

ModelState.AddModelError(string.Empty, "The email doesn't correspont to a registered user.");

return View(model);

}

var myToken = await \_userHelper.GeneratePasswordResetTokenAsync(user);

var link = Url.Action(

"ResetPassword",

"Account",

new { token = myToken }, protocol: HttpContext.Request.Scheme);

\_mailHelper.SendMail(model.Email, "MyVet Password Reset", $"<h1>Shop Password Reset</h1>" +

$"To reset the password click in this link:</br></br>" +

$"<a href = \"{link}\">Reset Password</a>");

ViewBag.Message = "The instructions to recover your password has been sent to email.";

return View();

}

return View(model);

}

public IActionResult ResetPassword(string token)

{

return View();

}

[HttpPost]

public async Task<IActionResult> ResetPassword(ResetPasswordViewModel model)

{

var user = await \_userHelper.GetUserByEmailAsync(model.UserName);

if (user != null)

{

var result = await \_userHelper.ResetPasswordAsync(user, model.Token, model.Password);

if (result.Succeeded)

{

ViewBag.Message = "Password reset successful.";

return View();

}

ViewBag.Message = "Error while resetting the password.";

return View(model);

}

ViewBag.Message = "User not found.";

return View(model);

}

1. Add the view:

@model MyVet.Web.Models.RecoverPasswordViewModel

@{

ViewData["Title"] = "Recover Password";

}

<h2>Recover Password</h2>

<div class="row">

<div class="col-md-4 offset-md-4">

<form method="post">

<div asp-validation-summary="ModelOnly"></div>

<div class="form-group">

<label asp-for="Email">Email</label>

<input asp-for="Email" class="form-control" />

<span asp-validation-for="Email" class="text-warning"></span>

</div>

<div class="form-group">

<input type="submit" value="Recover password" class="btn btn-primary" />

<a asp-action="Login" class="btn btn-success">Back to login</a>

</div>

</form>

<div class="text-success">

<p>

@ViewBag.Message

</p>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Add the view:

@model MyVet.Web.Models.ResetPasswordViewModel

@{

ViewData["Title"] = "Reset Password";

}

<h1>Reset Your Password</h1>

<div class="row">

<div class="col-md-4 offset-md-4">

<form method="post">

<div asp-validation-summary="All"></div>

<input type="hidden" asp-for="Token" />

<div class="form-group">

<label asp-for="UserName">Email</label>

<input asp-for="UserName" class="form-control" />

<span asp-validation-for="UserName" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="Password">New password</label>

<input asp-for="Password" type="password" class="form-control" />

<span asp-validation-for="Password" class="text-warning"></span>

</div>

<div class="form-group">

<label asp-for="ConfirmPassword">Confirm</label>

<input asp-for="ConfirmPassword" type="password" class="form-control" />

<span asp-validation-for="ConfirmPassword" class="text-warning"></span>

</div>

<div class="form-group">

<input type="submit" value="Reset password" class="btn btn-primary" />

</div>

</form>

<div class="text-success">

<p>

@ViewBag.Message

</p>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Test it.
2. Finally, delete all records in Azure DB and re-publish the solution.

## Improve Index View

1. Modify the **Index** view by for **OwnersController**:

@model IEnumerable<MyVet.Web.Data.Entities.Owner>

@{

ViewData["Title"] = "Index";

}

<link rel="stylesheet" href="https://cdn.datatables.net/1.10.19/css/jquery.dataTables.min.css" />

<br />

<p>

<a asp-action="Create" class="btn btn-primary"><i class="glyphicon glyphicon-plus"></i> Create New</a>

</p>

<div class="row">

<div class="col-md-12">

<div class="panel panel-default">

<div class="panel-heading">

<h3 class="panel-title">Owners</h3>

</div>

<div class="panel-body">

<table class="table table-hover table-responsive table-striped" id="MyTable">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.FirstOrDefault().User.Document)

</th>

<th>

@Html.DisplayNameFor(model => model.FirstOrDefault().User.FirstName)

</th>

<th>

@Html.DisplayNameFor(model => model.FirstOrDefault().User.LastName)

</th>

<th>

@Html.DisplayNameFor(model => model.FirstOrDefault().User.Address)

</th>

<th>

@Html.DisplayNameFor(model => model.FirstOrDefault().User.Email)

</th>

<th>

@Html.DisplayNameFor(model => model.FirstOrDefault().User.PhoneNumber)

</th>

<th>

Pets

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.User.Document)

</td>

<td>

@Html.DisplayFor(modelItem => item.User.FirstName)

</td>

<td>

@Html.DisplayFor(modelItem => item.User.LastName)

</td>

<td>

@Html.DisplayFor(modelItem => item.User.Address)

</td>

<td>

@Html.DisplayFor(modelItem => item.User.Email)

</td>

<td>

@Html.DisplayFor(modelItem => item.User.PhoneNumber)

</td>

<td>

@Html.DisplayFor(modelItem => item.Pets.Count)

</td>

<td>

<a asp-action="Edit" class="btn btn-default" asp-route-id="@item.Id"><i class="glyphicon-pencil"></i> </a>

<a asp-action="Details" class="btn btn-default" asp-route-id="@item.Id"><i class="glyphicon glyphicon-list"> </i> </a>

<button data-id="@item.Id" class="btn btn-danger deleteItem" data-toggle="modal" data-target="#deleteDialog"><i class="glyphicon glyphicon-trash"></i></button>

</td>

</tr>

}

</tbody>

</table>

</div>

</div>

</div>

</div>

<!--Delete Item-->

<div class="modal fade" id="deleteDialog" tabindex="-1" role="dialog" aria-labelledby="exampleModalLabel" aria-hidden="true">

<div class="modal-dialog" role="document">

<div class="modal-content">

<div class="modal-header">

<h5 class="modal-title" id="exampleModalLabel">Delete Item</h5>

<button type="button" class="close" data-dismiss="modal" aria-label="Close">

<span aria-hidden="true">&times;</span>

</button>

</div>

<div class="modal-body">

<p>Do you want to delete the record?</p>

</div>

<div class="modal-footer">

<button type="button" class="btn btn-primary" data-dismiss="modal">Close</button>

<button type="button" class="btn btn-danger" id="btnYesDelete">Delete</button>

</div>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script src="//cdn.datatables.net/1.10.19/js/jquery.dataTables.min.js"></script>

<script type="text/javascript">

$(document).ready(function () {

$('#MyTable').DataTable();

// Delete item

var item\_to\_delete;

$('.deleteItem').click((e) => {

item\_to\_delete = e.currentTarget.dataset.id;

});

$("#btnYesDelete").click(function () {

window.location.href = '/Owners/Delete/' + item\_to\_delete;

});

});

</script>

}

1. Test it.
2. Following the example, do the same for **Details** and **DetailsPet**.
3. **Homework**: according to owners example, modify the controller and views for: pet types and service types. Delete the controller and views for histories.
4. Homework solved:
5. Modify the **PetTypesController**.

using System.Linq;

using System.Threading.Tasks;

using Microsoft.AspNetCore.Authorization;

using Microsoft.AspNetCore.Mvc;

using Microsoft.EntityFrameworkCore;

using MyVet.Web.Data;

using MyVet.Web.Data.Entities;

namespace MyVet.Web.Controllers

{

[Authorize(Roles = "Admin")]

public class PetTypesController : Controller

{

private readonly DataContext \_context;

public PetTypesController(DataContext context)

{

\_context = context;

}

public IActionResult Index()

{

return View(\_context.PetTypes);

}

public async Task<IActionResult> Details(int? id)

{

if (id == null)

{

return NotFound();

}

var petType = await \_context.PetTypes.FirstOrDefaultAsync(m => m.Id == id);

if (petType == null)

{

return NotFound();

}

return View(petType);

}

public IActionResult Create()

{

return View();

}

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Create(PetType petType)

{

if (ModelState.IsValid)

{

\_context.Add(petType);

await \_context.SaveChangesAsync();

return RedirectToAction(nameof(Index));

}

return View(petType);

}

public async Task<IActionResult> Edit(int? id)

{

if (id == null)

{

return NotFound();

}

var petType = await \_context.PetTypes.FindAsync(id);

if (petType == null)

{

return NotFound();

}

return View(petType);

}

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Edit(PetType petType)

{

if (ModelState.IsValid)

{

try

{

\_context.Update(petType);

await \_context.SaveChangesAsync();

}

catch (DbUpdateConcurrencyException)

{

if (!PetTypeExists(petType.Id))

{

return NotFound();

}

else

{

throw;

}

}

return RedirectToAction(nameof(Index));

}

return View(petType);

}

public async Task<IActionResult> Delete(int? id)

{

if (id == null)

{

return NotFound();

}

var petType = await \_context.PetTypes

.FirstOrDefaultAsync(m => m.Id == id);

if (petType == null)

{

return NotFound();

}

\_context.PetTypes.Remove(petType);

await \_context.SaveChangesAsync();

return RedirectToAction(nameof(Index));

}

[HttpPost, ActionName("Delete")]

[ValidateAntiForgeryToken]

public async Task<IActionResult> DeleteConfirmed(int id)

{

var petType = await \_context.PetTypes.FindAsync(id);

\_context.PetTypes.Remove(petType);

await \_context.SaveChangesAsync();

return RedirectToAction(nameof(Index));

}

private bool PetTypeExists(int id)

{

return \_context.PetTypes.Any(e => e.Id == id);

}

}

}

1. Modify the view **Index** on **PetTypesController**.

@model IEnumerable<MyVet.Web.Data.Entities.PetType>

@{

ViewData["Title"] = "Index";

}

<link rel="stylesheet" href="https://cdn.datatables.net/1.10.19/css/jquery.dataTables.min.css" />

<br />

<p>

<a asp-action="Create" class="btn btn-primary"><i class="glyphicon glyphicon-plus"></i> Create New</a>

</p>

<div class="row">

<div class="col-md-12">

<div class="panel panel-default">

<div class="panel-heading">

<h3 class="panel-title">Pet Types</h3>

</div>

<div class="panel-body">

<table class="table table-hover table-responsive table-striped" id="MyTable">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.Name)

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.Name)

</td>

<td>

<a asp-action="Edit" class="btn btn-default" asp-route-id="@item.Id"><i class="glyphicon glyphicon-pencil"></i> </a>

<a asp-action="Details" class="btn btn-default" asp-route-id="@item.Id"><i class="glyphicon glyphicon-list"> </i> </a>

<button data-id="@item.Id" class="btn btn-danger deleteItem" data-toggle="modal" data-target="#deleteDialog"><i class="glyphicon glyphicon-trash"></i></button>

</td>

</tr>

}

</tbody>

</table>

</div>

</div>

</div>

</div>

<!--Delete Item-->

<div class="modal fade" id="deleteDialog" tabindex="-1" role="dialog" aria-labelledby="exampleModalLabel" aria-hidden="true">

<div class="modal-dialog" role="document">

<div class="modal-content">

<div class="modal-header">

<h5 class="modal-title" id="exampleModalLabel">Delete Item</h5>

<button type="button" class="close" data-dismiss="modal" aria-label="Close">

<span aria-hidden="true">&times;</span>

</button>

</div>

<div class="modal-body">

<p>Do you want to delete the record?</p>

</div>

<div class="modal-footer">

<button type="button" class="btn btn-primary" data-dismiss="modal">Close</button>

<button type="button" class="btn btn-danger" id="btnYesDelete">Delete</button>

</div>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script src="//cdn.datatables.net/1.10.19/js/jquery.dataTables.min.js"></script>

<script type="text/javascript">

$(document).ready(function () {

$('#MyTable').DataTable();

// Delete item

var item\_to\_delete;

$('.deleteItem').click((e) => {

item\_to\_delete = e.currentTarget.dataset.id;

});

$("#btnYesDelete").click(function () {

window.location.href = '/PetTypes/Delete/' + item\_to\_delete;

});

});

</script>

}

1. Modify the view **Create** on **PetTypesController**.

@model MyVet.Web.Data.Entities.PetType

@{

ViewData["Title"] = "Create";

}

<h2>Create</h2>

<h4>Pet Type</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="Create">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<div class="form-group">

<label asp-for="Name" class="control-label"></label>

<input asp-for="Name" class="form-control" />

<span asp-validation-for="Name" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Create" class="btn btn-primary" />

<a asp-action="Index" class="btn btn-success">Back to List</a>

</div>

</form>

</div>

</div>

1. Modify the view **Edit** on **PetTypesController**.

@model MyVet.Web.Data.Entities.PetType

@{

ViewData["Title"] = "Edit";

}

<h2>Edit</h2>

<h4>PetType</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="Edit">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<input type="hidden" asp-for="Id" />

<div class="form-group">

<label asp-for="Name" class="control-label"></label>

<input asp-for="Name" class="form-control" />

<span asp-validation-for="Name" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Save" class="btn btn-primary" />

<a asp-action="Index" class="btn btn-success">Back to List</a>

</div>

</form>

</div>

</div>

1. Modify the view **Details** on **PetTypesController**.

@model MyVet.Web.Data.Entities.PetType

@{

ViewData["Title"] = "Details";

}

<h2>Details</h2>

<div>

<h4>Pet Type</h4>

<hr />

<dl class="dl-horizontal">

<dt>

@Html.DisplayNameFor(model => model.Name)

</dt>

<dd>

@Html.DisplayFor(model => model.Name)

</dd>

</dl>

</div>

<div>

<a asp-action="Edit" asp-route-id="@Model.Id" class="btn btn-warning">Edit</a>

<a asp-action="Index" class="btn btn-success">Back to List</a>

</div>

1. Delete the view **Delete** on **PetTypesController**.
2. Test it.
3. Modify the **ServiceTypesController**.

using System.Linq;

using System.Threading.Tasks;

using Microsoft.AspNetCore.Authorization;

using Microsoft.AspNetCore.Mvc;

using Microsoft.EntityFrameworkCore;

using MyVet.Web.Data;

using MyVet.Web.Data.Entities;

namespace MyVet.Web.Controllers

{

[Authorize(Roles = "Admin")]

public class ServiceTypesController : Controller

{

private readonly DataContext \_context;

public ServiceTypesController(DataContext context)

{

\_context = context;

}

public IActionResult Index()

{

return View(\_context.ServiceTypes);

}

public async Task<IActionResult> Details(int? id)

{

if (id == null)

{

return NotFound();

}

var serviceType = await \_context.ServiceTypes

.FirstOrDefaultAsync(m => m.Id == id);

if (serviceType == null)

{

return NotFound();

}

return View(serviceType);

}

public IActionResult Create()

{

return View();

}

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Create(ServiceType serviceType)

{

if (ModelState.IsValid)

{

\_context.Add(serviceType);

await \_context.SaveChangesAsync();

return RedirectToAction(nameof(Index));

}

return View(serviceType);

}

public async Task<IActionResult> Edit(int? id)

{

if (id == null)

{

return NotFound();

}

var serviceType = await \_context.ServiceTypes.FindAsync(id);

if (serviceType == null)

{

return NotFound();

}

return View(serviceType);

}

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Edit(ServiceType serviceType)

{

if (ModelState.IsValid)

{

try

{

\_context.Update(serviceType);

await \_context.SaveChangesAsync();

}

catch (DbUpdateConcurrencyException)

{

if (!ServiceTypeExists(serviceType.Id))

{

return NotFound();

}

else

{

throw;

}

}

return RedirectToAction(nameof(Index));

}

return View(serviceType);

}

public async Task<IActionResult> Delete(int? id)

{

if (id == null)

{

return NotFound();

}

var serviceType = await \_context.ServiceTypes

.FirstOrDefaultAsync(m => m.Id == id);

if (serviceType == null)

{

return NotFound();

}

\_context.ServiceTypes.Remove(serviceType);

await \_context.SaveChangesAsync();

return RedirectToAction(nameof(Index));

}

private bool ServiceTypeExists(int id)

{

return \_context.ServiceTypes.Any(e => e.Id == id);

}

}

}

1. Modify the view **Index** on **ServiceTypesController**.

@model IEnumerable<MyVet.Web.Data.Entities.ServiceType>

@{

ViewData["Title"] = "Index";

}

<link rel="stylesheet" href="https://cdn.datatables.net/1.10.19/css/jquery.dataTables.min.css" />

<br />

<p>

<a asp-action="Create" class="btn btn-primary"><i class="glyphicon glyphicon-plus"></i> Create New</a>

</p>

<div class="row">

<div class="col-md-12">

<div class="panel panel-default">

<div class="panel-heading">

<h3 class="panel-title">Service Types</h3>

</div>

<div class="panel-body">

<table class="table table-hover table-responsive table-striped" id="MyTable">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.Name)

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.Name)

</td>

<td>

<a asp-action="Edit" class="btn btn-default" asp-route-id="@item.Id"><i class="glyphicon glyphicon-pencil"></i> </a>

<a asp-action="Details" class="btn btn-default" asp-route-id="@item.Id"><i class="glyphicon glyphicon-list"> </i> </a>

<button data-id="@item.Id" class="btn btn-danger deleteItem" data-toggle="modal" data-target="#deleteDialog"><i class="glyphicon glyphicon-trash"></i></button>

</td>

</tr>

}

</tbody>

</table>

</div>

</div>

</div>

</div>

<!--Delete Item-->

<div class="modal fade" id="deleteDialog" tabindex="-1" role="dialog" aria-labelledby="exampleModalLabel" aria-hidden="true">

<div class="modal-dialog" role="document">

<div class="modal-content">

<div class="modal-header">

<h5 class="modal-title" id="exampleModalLabel">Delete Item</h5>

<button type="button" class="close" data-dismiss="modal" aria-label="Close">

<span aria-hidden="true">&times;</span>

</button>

</div>

<div class="modal-body">

<p>Do you want to delete the record?</p>

</div>

<div class="modal-footer">

<button type="button" class="btn btn-primary" data-dismiss="modal">Close</button>

<button type="button" class="btn btn-danger" id="btnYesDelete">Delete</button>

</div>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script src="//cdn.datatables.net/1.10.19/js/jquery.dataTables.min.js"></script>

<script type="text/javascript">

$(document).ready(function () {

$('#MyTable').DataTable();

// Delete item

var item\_to\_delete;

$('.deleteItem').click((e) => {

item\_to\_delete = e.currentTarget.dataset.id;

});

$("#btnYesDelete").click(function () {

window.location.href = '/ServiceTypes/Delete/' + item\_to\_delete;

});

});

</script>

}

1. Modify the view **Create** on **ServiceTypesController**.

@model MyVet.Web.Data.Entities.ServiceType

@{

ViewData["Title"] = "Create";

}

<h2>Create</h2>

<h4>Service Type</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="Create">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<div class="form-group">

<label asp-for="Name" class="control-label"></label>

<input asp-for="Name" class="form-control" />

<span asp-validation-for="Name" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Create" class="btn btn-primary" />

<a asp-action="Index" class="btn btn-success">Back to List</a>

</div>

</form>

</div>

</div>

1. Modify the view **Edit** on **ServiceTypesController**.

@model MyVet.Web.Data.Entities.ServiceType

@{

ViewData["Title"] = "Edit";

}

<h2>Edit</h2>

<h4>Service Type</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="Edit">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<input type="hidden" asp-for="Id" />

<div class="form-group">

<label asp-for="Name" class="control-label"></label>

<input asp-for="Name" class="form-control" />

<span asp-validation-for="Name" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Save" class="btn btn-primary" />

<a asp-action="Index" class="btn btn-success">Back to List</a>

</div>

</form>

</div>

</div>

1. Modify the view **Details** on **ServiceTypesController**.

@model MyVet.Web.Data.Entities.ServiceType

@{

ViewData["Title"] = "Details";

}

<h2>Details</h2>

<div>

<h4>Service Type</h4>

<hr />

<dl class="dl-horizontal">

<dt>

@Html.DisplayNameFor(model => model.Name)

</dt>

<dd>

@Html.DisplayFor(model => model.Name)

</dd>

</dl>

</div>

<div>

<a asp-action="Edit" asp-route-id="@Model.Id" class="btn btn-warning">Edit</a>

<a asp-action="Index" class="btn btn-success">Back to List</a>

</div>

1. Delete the view **Delete** on **ServiceTypesController**.
2. Test it.

## Managers CRUD

1. Modify the **ManagersController**:

using System.Linq;

using System.Threading.Tasks;

using Microsoft.AspNetCore.Authorization;

using Microsoft.AspNetCore.Identity;

using Microsoft.AspNetCore.Mvc;

using Microsoft.EntityFrameworkCore;

using MyVet.Web.Data;

using MyVet.Web.Data.Entities;

using MyVet.Web.Helpers;

using MyVet.Web.Models;

namespace MyVet.Web.Controllers

{

[Authorize(Roles = "Admin")]

public class ManagersController : Controller

{

private readonly DataContext \_dataContext;

private readonly IUserHelper \_userHelper;

private readonly IMailHelper \_mailHelper;

public ManagersController(

DataContext dataContext,

IUserHelper userHelper,

IMailHelper mailHelper)

{

\_dataContext = dataContext;

\_userHelper = userHelper;

\_mailHelper = mailHelper;

}

public IActionResult Index()

{

return View(\_dataContext.Managers.Include(m => m.User));

}

public async Task<IActionResult> Details(int? id)

{

if (id == null)

{

return NotFound();

}

var manager = await \_dataContext.Managers

.Include(o => o.User)

.FirstOrDefaultAsync(o => o.Id == id.Value);

if (manager == null)

{

return NotFound();

}

return View(manager);

}

public IActionResult Create()

{

return View();

}

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Create(AddUserViewModel view)

{

if (ModelState.IsValid)

{

var user = await AddUser(view);

if (user == null)

{

ModelState.AddModelError(string.Empty, "This email is already used.");

return View(view);

}

var manager = new Manager { User = user };

\_dataContext.Managers.Add(manager);

await \_dataContext.SaveChangesAsync();

var myToken = await \_userHelper.GenerateEmailConfirmationTokenAsync(user);

var tokenLink = Url.Action("ConfirmEmail", "Account", new

{

userid = user.Id,

token = myToken

}, protocol: HttpContext.Request.Scheme);

\_mailHelper.SendMail(view.Username, "Email confirmation", $"<h1>Email Confirmation</h1>" +

$"To allow the user, " +

$"plase click in this link:</br></br><a href = \"{tokenLink}\">Confirm Email</a>");

return RedirectToAction(nameof(Index));

}

return View(view);

}

private async Task<User> AddUser(AddUserViewModel view)

{

var user = new User

{

Address = view.Address,

Document = view.Document,

Email = view.Username,

FirstName = view.FirstName,

LastName = view.LastName,

PhoneNumber = view.PhoneNumber,

UserName = view.Username

};

var result = await \_userHelper.AddUserAsync(user, view.Password);

if (result != IdentityResult.Success)

{

return null;

}

var newUser = await \_userHelper.GetUserByEmailAsync(view.Username);

await \_userHelper.AddUserToRoleAsync(newUser, "Admin");

return newUser;

}

public async Task<IActionResult> Edit(int? id)

{

if (id == null)

{

return NotFound();

}

var manager = await \_dataContext.Managers

.Include(m => m.User)

.FirstOrDefaultAsync(m => m.Id == id);

if (manager == null)

{

return NotFound();

}

var view = new EditUserViewModel

{

Address = manager.User.Address,

Document = manager.User.Document,

FirstName = manager.User.FirstName,

Id = manager.Id,

LastName = manager.User.LastName,

PhoneNumber = manager.User.PhoneNumber

};

return View(view);

}

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Edit(EditUserViewModel view)

{

if (ModelState.IsValid)

{

var owner = await \_dataContext.Owners

.Include(o => o.User)

.FirstOrDefaultAsync(o => o.Id == view.Id);

owner.User.Document = view.Document;

owner.User.FirstName = view.FirstName;

owner.User.LastName = view.LastName;

owner.User.Address = view.Address;

owner.User.PhoneNumber = view.PhoneNumber;

await \_userHelper.UpdateUserAsync(owner.User);

return RedirectToAction(nameof(Index));

}

return View(view);

}

public async Task<IActionResult> Delete(int? id)

{

if (id == null)

{

return NotFound();

}

var manager = await \_dataContext.Managers

.FirstOrDefaultAsync(m => m.Id == id);

if (manager == null)

{

return NotFound();

}

\_dataContext.Managers.Remove(manager);

await \_dataContext.SaveChangesAsync();

await \_userHelper.DeleteUserAsync(manager.User.Email);

return RedirectToAction(nameof(Index));

}

private bool ManagerExists(int id)

{

return \_dataContext.Managers.Any(e => e.Id == id);

}

}

}

1. Modify the **Index** view for **ManagersController**:

@model IEnumerable<MyVet.Web.Data.Entities.Manager>

@{

ViewData["Title"] = "Index";

}

<link rel="stylesheet" href="https://cdn.datatables.net/1.10.19/css/jquery.dataTables.min.css" />

<br />

<p>

<a asp-action="Create" class="btn btn-primary"><i class="glyphicon glyphicon-plus"></i> Create New</a>

</p>

<div class="row">

<div class="col-md-12">

<div class="panel panel-default">

<div class="panel-heading">

<h3 class="panel-title">Managers</h3>

</div>

<div class="panel-body">

<table class="table table-hover table-responsive table-striped" id="MyTable">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.FirstOrDefault().User.Document)

</th>

<th>

@Html.DisplayNameFor(model => model.FirstOrDefault().User.FirstName)

</th>

<th>

@Html.DisplayNameFor(model => model.FirstOrDefault().User.LastName)

</th>

<th>

@Html.DisplayNameFor(model => model.FirstOrDefault().User.Address)

</th>

<th>

@Html.DisplayNameFor(model => model.FirstOrDefault().User.Email)

</th>

<th>

@Html.DisplayNameFor(model => model.FirstOrDefault().User.PhoneNumber)

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.User.Document)

</td>

<td>

@Html.DisplayFor(modelItem => item.User.FirstName)

</td>

<td>

@Html.DisplayFor(modelItem => item.User.LastName)

</td>

<td>

@Html.DisplayFor(modelItem => item.User.Address)

</td>

<td>

@Html.DisplayFor(modelItem => item.User.Email)

</td>

<td>

@Html.DisplayFor(modelItem => item.User.PhoneNumber)

</td>

<td>

<a asp-action="Edit" class="btn btn-default" asp-route-id="@item.Id"><i class="glyphicon glyphicon-pencil"></i> </a>

<a asp-action="Details" class="btn btn-default" asp-route-id="@item.Id"><i class="glyphicon glyphicon-list"> </i> </a>

<button data-id="@item.Id" class="btn btn-danger deleteItem" data-toggle="modal" data-target="#deleteDialog"><i class="glyphicon glyphicon-trash"></i></button>

</td>

</tr>

}

</tbody>

</table>

</div>

</div>

</div>

</div>

<!--Delete Item-->

<div class="modal fade" id="deleteDialog" tabindex="-1" role="dialog" aria-labelledby="exampleModalLabel" aria-hidden="true">

<div class="modal-dialog" role="document">

<div class="modal-content">

<div class="modal-header">

<h5 class="modal-title" id="exampleModalLabel">Delete Item</h5>

<button type="button" class="close" data-dismiss="modal" aria-label="Close">

<span aria-hidden="true">&times;</span>

</button>

</div>

<div class="modal-body">

<p>Do you want to delete the record?</p>

</div>

<div class="modal-footer">

<button type="button" class="btn btn-primary" data-dismiss="modal">Close</button>

<button type="button" class="btn btn-danger" id="btnYesDelete">Delete</button>

</div>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script src="//cdn.datatables.net/1.10.19/js/jquery.dataTables.min.js"></script>

<script type="text/javascript">

$(document).ready(function () {

$('#MyTable').DataTable();

// Delete item

var item\_to\_delete;

$('.deleteItem').click((e) => {

item\_to\_delete = e.currentTarget.dataset.id;

});

$("#btnYesDelete").click(function () {

window.location.href = '/Managers/Delete/' + item\_to\_delete;

});

});

</script>

}

1. Modify the **Details** view for **ManagersController**:

@model MyVet.Web.Data.Entities.Manager

@{

ViewData["Title"] = "Details";

}

<h2>Manager</h2>

<div>

<h4>Details</h4>

<hr />

<dl class="dl-horizontal">

<dt>

@Html.DisplayNameFor(model => model.User.Document)

</dt>

<dd>

@Html.DisplayFor(model => model.User.Document)

</dd>

<dt>

@Html.DisplayNameFor(model => model.User.FirstName)

</dt>

<dd>

@Html.DisplayFor(model => model.User.FirstName)

</dd>

<dt>

@Html.DisplayNameFor(model => model.User.LastName)

</dt>

<dd>

@Html.DisplayFor(model => model.User.LastName)

</dd>

<dt>

@Html.DisplayNameFor(model => model.User.Email)

</dt>

<dd>

@Html.DisplayFor(model => model.User.Email)

</dd>

<dt>

@Html.DisplayNameFor(model => model.User.PhoneNumber)

</dt>

<dd>

@Html.DisplayFor(model => model.User.PhoneNumber)

</dd>

</dl>

</div>

<div>

<a asp-action="Edit" asp-route-id="@Model.Id" class="btn btn-warning">Edit</a>

<a asp-action="Index" class="btn btn-success">Back to List</a>

</div>

1. Modify the **Create** view for **ManagersController**:

@model MyVet.Web.Models.AddUserViewModel

@{

ViewData["Title"] = "Create";

}

<h2>Create</h2>

<h4>Manager</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="Create">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<div class="form-group">

<label asp-for="Username" class="control-label"></label>

<input asp-for="Username" class="form-control" />

<span asp-validation-for="Username" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Document" class="control-label"></label>

<input asp-for="Document" class="form-control" />

<span asp-validation-for="Document" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="FirstName" class="control-label"></label>

<input asp-for="FirstName" class="form-control" />

<span asp-validation-for="FirstName" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="LastName" class="control-label"></label>

<input asp-for="LastName" class="form-control" />

<span asp-validation-for="LastName" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Address" class="control-label"></label>

<input asp-for="Address" class="form-control" />

<span asp-validation-for="Address" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="PhoneNumber" class="control-label"></label>

<input asp-for="PhoneNumber" class="form-control" />

<span asp-validation-for="PhoneNumber" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Password" class="control-label"></label>

<input asp-for="Password" class="form-control" />

<span asp-validation-for="Password" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="PasswordConfirm" class="control-label"></label>

<input asp-for="PasswordConfirm" class="form-control" />

<span asp-validation-for="PasswordConfirm" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Create" class="btn btn-primary" />

<a asp-action="Index" class="btn btn-success">Back to List</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Modify the **Edit** view for **ManagersController**:

@model MyVet.Web.Models.EditUserViewModel

@{

ViewData["Title"] = "Edit";

}

<h2>Edit</h2>

<h4>Manager</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="Edit">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<input type="hidden" asp-for="Id" />

<div class="form-group">

<label asp-for="Document" class="control-label"></label>

<input asp-for="Document" class="form-control" />

<span asp-validation-for="Document" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="FirstName" class="control-label"></label>

<input asp-for="FirstName" class="form-control" />

<span asp-validation-for="FirstName" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="LastName" class="control-label"></label>

<input asp-for="LastName" class="form-control" />

<span asp-validation-for="LastName" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Address" class="control-label"></label>

<input asp-for="Address" class="form-control" />

<span asp-validation-for="Address" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="PhoneNumber" class="control-label"></label>

<input asp-for="PhoneNumber" class="form-control" />

<span asp-validation-for="PhoneNumber" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Save" class="btn btn-primary" />

<a asp-action="Index" class="btn btn-success">Back to List</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Test it.

## Pets CRUD

1. Modify the **PetsController**:

using System;

using System.IO;

using System.Threading.Tasks;

using Microsoft.AspNetCore.Authorization;

using Microsoft.AspNetCore.Mvc;

using Microsoft.EntityFrameworkCore;

using MyVet.Web.Data;

using MyVet.Web.Data.Entities;

using MyVet.Web.Helpers;

using MyVet.Web.Models;

namespace MyVet.Web.Controllers

{

[Authorize(Roles = "Admin")]

public class PetsController : Controller

{

private readonly ICombosHelper \_combosHelper;

private readonly DataContext \_dataContext;

public PetsController(

ICombosHelper combosHelper,

DataContext dataContext)

{

\_combosHelper = combosHelper;

\_dataContext = dataContext;

}

public IActionResult Index()

{

return View(\_dataContext.Pets

.Include(p => p.Owner)

.ThenInclude(o => o.User)

.Include(p => p.PetType)

.Include(p => p.Histories));

}

public async Task<IActionResult> Details(int? id)

{

if (id == null)

{

return NotFound();

}

var pet = await \_dataContext.Pets

.Include(p => p.Owner)

.ThenInclude(o => o.User)

.Include(p => p.Histories)

.ThenInclude(h => h.ServiceType)

.FirstOrDefaultAsync(o => o.Id == id.Value);

if (pet == null)

{

return NotFound();

}

return View(pet);

}

public async Task<IActionResult> Edit(int? id)

{

if (id == null)

{

return NotFound();

}

var pet = await \_dataContext.Pets

.Include(p => p.Owner)

.Include(p => p.PetType)

.FirstOrDefaultAsync(p => p.Id == id.Value);

if (pet == null)

{

return NotFound();

}

var view = new PetViewModel

{

Born = pet.Born,

Id = pet.Id,

ImageUrl = pet.ImageUrl,

Name = pet.Name,

OwnerId = pet.Owner.Id,

PetTypeId = pet.PetType.Id,

PetTypes = \_combosHelper.GetComboPetTypes(),

Race = pet.Race,

Remarks = pet.Remarks

};

return View(view);

}

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Edit(PetViewModel view)

{

if (ModelState.IsValid)

{

var path = view.ImageUrl;

if (view.ImageFile != null && view.ImageFile.Length > 0)

{

var guid = Guid.NewGuid().ToString();

var file = $"{guid}.jpg";

path = Path.Combine(

Directory.GetCurrentDirectory(),

"wwwroot\\images\\Pets",

file);

using (var stream = new FileStream(path, FileMode.Create))

{

await view.ImageFile.CopyToAsync(stream);

}

path = $"~/images/Pets/{file}";

}

var pet = new Pet

{

Born = view.Born,

Id = view.Id,

ImageUrl = path,

Name = view.Name,

Owner = await \_dataContext.Owners.FindAsync(view.OwnerId),

PetType = await \_dataContext.PetTypes.FindAsync(view.PetTypeId),

Race = view.Race,

Remarks = view.Remarks

};

\_dataContext.Pets.Update(pet);

await \_dataContext.SaveChangesAsync();

return RedirectToAction(nameof(Index));

}

return View(view);

}

public async Task<IActionResult> Delete(int? id)

{

if (id == null)

{

return NotFound();

}

var pet = await \_dataContext.Pets

.FirstOrDefaultAsync(m => m.Id == id);

if (pet == null)

{

return NotFound();

}

\_dataContext.Pets.Remove(pet);

await \_dataContext.SaveChangesAsync();

return RedirectToAction(nameof(Index));

}

public async Task<IActionResult> DeleteHistory(int? id)

{

if (id == null)

{

return NotFound();

}

var history = await \_dataContext.Histories

.Include(h => h.Pet)

.FirstOrDefaultAsync(h => h.Id == id.Value);

if (history == null)

{

return NotFound();

}

\_dataContext.Histories.Remove(history);

await \_dataContext.SaveChangesAsync();

return RedirectToAction($"{nameof(Details)}/{history.Pet.Id}");

}

public async Task<IActionResult> EditHistory(int? id)

{

if (id == null)

{

return NotFound();

}

var history = await \_dataContext.Histories

.Include(h => h.Pet)

.Include(h => h.ServiceType)

.FirstOrDefaultAsync(p => p.Id == id.Value);

if (history == null)

{

return NotFound();

}

var view = new HistoryViewModel

{

Date = history.Date,

Description = history.Description,

Id = history.Id,

PetId = history.Pet.Id,

Remarks = history.Remarks,

ServiceTypeId = history.ServiceType.Id,

ServiceTypes = \_combosHelper.GetComboServiceTypes()

};

return View(view);

}

[HttpPost]

public async Task<IActionResult> EditHistory(HistoryViewModel view)

{

if (ModelState.IsValid)

{

var history = new History

{

Date = view.Date,

Description = view.Description,

Id = view.Id,

Pet = await \_dataContext.Pets.FindAsync(view.PetId),

Remarks = view.Remarks,

ServiceType = await \_dataContext.ServiceTypes.FindAsync(view.ServiceTypeId)

};

\_dataContext.Histories.Update(history);

await \_dataContext.SaveChangesAsync();

return RedirectToAction($"{nameof(Details)}/{view.PetId}");

}

return View(view);

}

public async Task<IActionResult> AddHistory(int? id)

{

if (id == null)

{

return NotFound();

}

var pet = await \_dataContext.Pets.FindAsync(id.Value);

if (pet == null)

{

return NotFound();

}

var view = new HistoryViewModel

{

Date = DateTime.Now,

PetId = pet.Id,

ServiceTypes = \_combosHelper.GetComboServiceTypes(),

};

return View(view);

}

[HttpPost]

public async Task<IActionResult> AddHistory(HistoryViewModel view)

{

if (ModelState.IsValid)

{

var history = new History

{

Date = view.Date,

Description = view.Description,

Pet = await \_dataContext.Pets.FindAsync(view.PetId),

Remarks = view.Remarks,

ServiceType = await \_dataContext.ServiceTypes.FindAsync(view.ServiceTypeId)

};

\_dataContext.Histories.Add(history);

await \_dataContext.SaveChangesAsync();

return RedirectToAction($"{nameof(Details)}/{view.PetId}");

}

return View(view);

}

}

}

1. Modify the view **Index** for **PetsController**:

@model IEnumerable<MyVet.Web.Data.Entities.Pet>

@{

ViewData["Title"] = "Index";

}

<link rel="stylesheet" href="https://cdn.datatables.net/1.10.19/css/jquery.dataTables.min.css" />

<br />

<div class="row">

<div class="col-md-12">

<div class="panel panel-default">

<div class="panel-heading">

<h3 class="panel-title">Pets</h3>

</div>

<div class="panel-body">

<table class="table table-hover table-responsive table-striped" id="MyTable">

<thead>

<tr>

<th>

Owner

</th>

<th>

@Html.DisplayNameFor(model => model.Name)

</th>

<th>

@Html.DisplayNameFor(model => model.PetType.Name)

</th>

<th>

@Html.DisplayNameFor(model => model.ImageUrl)

</th>

<th>

@Html.DisplayNameFor(model => model.Race)

</th>

<th>

@Html.DisplayNameFor(model => model.Born)

</th>

<th>

Histories

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.Owner.User.FullName)

</td>

<td>

@Html.DisplayFor(modelItem => item.Name)

</td>

<td>

@Html.DisplayFor(modelItem => item.PetType.Name)

</td>

<td>

@if (!string.IsNullOrEmpty(item.ImageUrl))

{

<img src="@Url.Content(item.ImageUrl)" alt="Image" style="width:150px;height:150px;max-width: 100%; height: auto;" />

}

</td>

<td>

@Html.DisplayFor(modelItem => item.Race)

</td>

<td>

@Html.DisplayFor(modelItem => item.Born)

</td>

<td>

@Html.DisplayFor(modelItem => item.Histories.Count)

</td>

<td>

<a asp-action="Edit" class="btn btn-default" asp-route-id="@item.Id"><i class="glyphicon glyphicon-pencil"></i> </a>

<a asp-action="Details" class="btn btn-default" asp-route-id="@item.Id"><i class="glyphicon glyphicon-list"> </i> </a>

<button data-id="@item.Id" class="btn btn-danger deleteItem" data-toggle="modal" data-target="#deleteDialog"><i class="glyphicon glyphicon-trash"></i></button>

</td>

</tr>

}

</tbody>

</table>

</div>

</div>

</div>

</div>

<!--Delete Item-->

<div class="modal fade" id="deleteDialog" tabindex="-1" role="dialog" aria-labelledby="exampleModalLabel" aria-hidden="true">

<div class="modal-dialog" role="document">

<div class="modal-content">

<div class="modal-header">

<h5 class="modal-title" id="exampleModalLabel">Delete Item</h5>

<button type="button" class="close" data-dismiss="modal" aria-label="Close">

<span aria-hidden="true">&times;</span>

</button>

</div>

<div class="modal-body">

<p>Do you want to delete the record?</p>

</div>

<div class="modal-footer">

<button type="button" class="btn btn-primary" data-dismiss="modal">Close</button>

<button type="button" class="btn btn-danger" id="btnYesDelete">Delete</button>

</div>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script src="//cdn.datatables.net/1.10.19/js/jquery.dataTables.min.js"></script>

<script type="text/javascript">

$(document).ready(function () {

$('#MyTable').DataTable();

// Delete item

var item\_to\_delete;

$('.deleteItem').click((e) => {

item\_to\_delete = e.currentTarget.dataset.id;

});

$("#btnYesDelete").click(function () {

window.location.href = '/Pets/Delete/' + item\_to\_delete;

});

});

</script>

}

1. Delete the views **Create** and **Delete** for **PetsController**.
2. Modify the view **Edit** for **PetsController**:

@model MyVet.Web.Models.PetViewModel

@{

ViewData["Title"] = "Edit";

}

<h2>Edit</h2>

<h4>Pet</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="Edit" enctype="multipart/form-data">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<input type="hidden" asp-for="Id" />

<input type="hidden" asp-for="OwnerId" />

<input type="hidden" asp-for="ImageUrl" />

<div class="form-group">

<label asp-for="Name" class="control-label"></label>

<input asp-for="Name" class="form-control" />

<span asp-validation-for="Name" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="ImageFile" class="control-label"></label>

<input asp-for="ImageFile" class="form-control" type="file" />

<span asp-validation-for="ImageFile" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="PetTypeId" class="control-label"></label>

<select asp-for="PetTypeId" asp-items="Model.PetTypes" class="form-control"></select>

<span asp-validation-for="PetTypeId" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Race" class="control-label"></label>

<input asp-for="Race" class="form-control" />

<span asp-validation-for="Race" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Born" class="control-label"></label>

<input asp-for="Born" class="form-control" />

<span asp-validation-for="Born" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Remarks" class="control-label"></label>

<textarea asp-for="Remarks" class="form-control"></textarea>

<span asp-validation-for="Remarks" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Save" class="btn btn-primary" />

<a asp-action="Index" class="btn btn-success">Back to List</a>

</div>

</form>

</div>

<div class="col-md-4">

@if (!string.IsNullOrEmpty(Model.ImageUrl))

{

<img src="@Url.Content(Model.ImageUrl)" alt="Image" style="width:300px;height:300px;max-width: 100%; height: auto;" />

}

</div>

</div>

1. Modify the view **Details** for **PetsController**:

@model MyVet.Web.Data.Entities.Pet

@{

ViewData["Title"] = "Details";

}

<link rel="stylesheet" href="https://cdn.datatables.net/1.10.19/css/jquery.dataTables.min.css" />

<h2>Pet</h2>

<div>

<h4>Details</h4>

<hr />

<div class="row">

<div class="col-md-4">

<dl class="dl-horizontal">

<dt>

Owner

</dt>

<dd>

@Html.DisplayFor(model => model.Owner.User.FullName)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Name)

</dt>

<dd>

@Html.DisplayFor(model => model.Name)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Race)

</dt>

<dd>

@Html.DisplayFor(model => model.Race)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Born)

</dt>

<dd>

@Html.DisplayFor(model => model.Born)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Remarks)

</dt>

<dd>

@Html.DisplayFor(model => model.Remarks)

</dd>

</dl>

</div>

<div class="col-md-4">

@if (!string.IsNullOrEmpty(Model.ImageUrl))

{

<img src="@Url.Content(Model.ImageUrl)" alt="Image" style="width:300px;height:300px;max-height: 100%; width: auto;" />

}

</div>

</div>

</div>

<div>

<a asp-action="EditPet" asp-route-id="@Model.Id" class="btn btn-warning">Edit</a>

<a asp-action="AddHistory" asp-route-id="@Model.Id" class="btn btn-primary">Add History</a>

<a asp-action="Index" asp-route-id="@Model.Id" class="btn btn-success">Back to List</a>

</div>

<hr />

@if (Model.Histories.Count == 0)

{

<h4>Not histories added yet.</h4>

}

else

{

<div class="row">

<div class="col-md-12">

<div class="panel panel-default">

<div class="panel-heading">

<h3 class="panel-title">History</h3>

</div>

<div class="panel-body">

<table class="table table-hover table-responsive table-striped" id="MyTable">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.Histories.FirstOrDefault().Date)

</th>

<th>

@Html.DisplayNameFor(model => model.Histories.FirstOrDefault().ServiceType.Name)

</th>

<th>

@Html.DisplayNameFor(model => model.Histories.FirstOrDefault().Description)

</th>

<th>

@Html.DisplayNameFor(model => model.Histories.FirstOrDefault().Remarks)

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model.Histories)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.Date)

</td>

<td>

@Html.DisplayFor(modelItem => item.ServiceType.Name)

</td>

<td>

@Html.DisplayFor(modelItem => item.Description)

</td>

<td>

@Html.DisplayFor(modelItem => item.Remarks)

</td>

<td>

<a asp-action="EditHistory" class="btn btn-default" asp-route-id="@item.Id"><i class="glyphicon glyphicon-pencil"></i> </a>

<button data-id="@item.Id" class="btn btn-danger deleteItem" data-toggle="modal" data-target="#deleteDialog"><i class="glyphicon glyphicon-trash"></i></button>

</td>

</tr>

}

</tbody>

</table>

</div>

</div>

</div>

</div>

}

<!--Delete Item-->

<div class="modal fade" id="deleteDialog" tabindex="-1" role="dialog" aria-labelledby="exampleModalLabel" aria-hidden="true">

<div class="modal-dialog" role="document">

<div class="modal-content">

<div class="modal-header">

<h5 class="modal-title" id="exampleModalLabel">Delete Item</h5>

<button type="button" class="close" data-dismiss="modal" aria-label="Close">

<span aria-hidden="true">&times;</span>

</button>

</div>

<div class="modal-body">

<p>Do you want to delete the record?</p>

</div>

<div class="modal-footer">

<button type="button" class="btn btn-primary" data-dismiss="modal">Close</button>

<button type="button" class="btn btn-danger" id="btnYesDelete">Delete</button>

</div>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script src="//cdn.datatables.net/1.10.19/js/jquery.dataTables.min.js"></script>

<script type="text/javascript">

$(document).ready(function () {

$('#MyTable').DataTable();

// Delete item

var item\_to\_delete;

$('.deleteItem').click((e) => {

item\_to\_delete = e.currentTarget.dataset.id;

});

$("#btnYesDelete").click(function () {

window.location.href = '/Pets/DeleteHistory/' + item\_to\_delete;

});

});

</script>

}

1. Add the view **AddHistory** for **PetsController**:

@model MyVet.Web.Models.HistoryViewModel

@{

ViewData["Title"] = "Create";

}

<h2>Create</h2>

<h4>History</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="AddHistory">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<input type="hidden" asp-for="PetId" />

<div class="form-group">

<label asp-for="Date" class="control-label"></label>

<input asp-for="Date" class="form-control" />

<span asp-validation-for="Date" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="ServiceTypeId" class="control-label"></label>

<select asp-for="ServiceTypeId" asp-items="Model.ServiceTypes" class="form-control"></select>

<span asp-validation-for="ServiceTypeId" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Description" class="control-label"></label>

<input asp-for="Description" class="form-control" />

<span asp-validation-for="Description" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Remarks" class="control-label"></label>

<textarea asp-for="Remarks" class="form-control"></textarea>

<span asp-validation-for="Remarks" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Create" class="btn btn-primary" />

<a asp-action="Details" asp-route-id="@Model.PetId" class="btn btn-success">Back to Pet</a>

</div>

</form>

</div>

</div>

1. Add the view **EditHistory** for **PetsController**:

@model MyVet.Web.Models.HistoryViewModel

@{

ViewData["Title"] = "Edit";

}

<h2>Edit</h2>

<h4>History</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="EditHistory">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<input type="hidden" asp-for="PetId" />

<input type="hidden" asp-for="Id" />

<div class="form-group">

<label asp-for="Date" class="control-label"></label>

<input asp-for="Date" class="form-control" />

<span asp-validation-for="Date" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="ServiceTypeId" class="control-label"></label>

<select asp-for="ServiceTypeId" asp-items="Model.ServiceTypes" class="form-control"></select>

<span asp-validation-for="ServiceTypeId" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Description" class="control-label"></label>

<input asp-for="Description" class="form-control" />

<span asp-validation-for="Description" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Remarks" class="control-label"></label>

<textarea asp-for="Remarks" class="form-control"></textarea>

<span asp-validation-for="Remarks" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Save" class="btn btn-primary" />

<a asp-action="Details" asp-route-id="@Model.PetId" class="btn btn-success">Back to Pet</a>

</div>

</form>

</div>

</div>

1. Test it.

## Look and feel for a veterinary system and users functionality

1. Modify the **\_Layout.cshtml**:

...

<a asp-area="" asp-controller="Home" asp-action="Index" class="navbar-brand">My Vet</a>

…

<p>&copy; 2019 - My Vet by Zulu</p>

…

1. Add some images related to a veterinary, I hardly recommend use 1200 x 400 pixels.
2. Modify the view **Index** for **HomeCotroller**:

@{

ViewData["Title"] = "Home Page";

}

<div id="myCarousel" class="carousel slide" data-ride="carousel" data-interval="6000">

<ol class="carousel-indicators">

<li data-target="#myCarousel" data-slide-to="0" class="active"></li>

<li data-target="#myCarousel" data-slide-to="1"></li>

<li data-target="#myCarousel" data-slide-to="2"></li>

<li data-target="#myCarousel" data-slide-to="3"></li>

<li data-target="#myCarousel" data-slide-to="4"></li>

<li data-target="#myCarousel" data-slide-to="5"></li>

<li data-target="#myCarousel" data-slide-to="6"></li>

<li data-target="#myCarousel" data-slide-to="7"></li>

</ol>

<div class="carousel-inner" role="listbox">

<div class="item active">

<img src="~/images/v1.jpg" class="img-responsive" />

</div>

<div class="item">

<img src="~/images/v2.jpg" class="img-responsive" />

</div>

<div class="item">

<img src="~/images/v3.jpg" class="img-responsive" />

</div>

<div class="item">

<img src="~/images/v4.jpg" class="img-responsive" />

</div>

<div class="item">

<img src="~/images/v5.jpg" class="img-responsive" />

</div>

<div class="item">

<img src="~/images/v6.jpg" class="img-responsive" />

</div>

<div class="item">

<img src="~/images/v7.jpg" class="img-responsive" />

</div>

<div class="item">

<img src="~/images/v8.jpg" class="img-responsive" />

</div>

</div>

<a class="left carousel-control" href="#myCarousel" role="button" data-slide="prev">

<span class="glyphicon glyphicon-chevron-left" aria-hidden="true"></span>

<span class="sr-only">Previous</span>

</a>

<a class="right carousel-control" href="#myCarousel" role="button" data-slide="next">

<span class="glyphicon glyphicon-chevron-right" aria-hidden="true"></span>

<span class="sr-only">Next</span>

</a>

</div>

<hr />

<div class="row">

<div class="col-md-1">

<a asp-action="MyPets" class="btn btn-primary">My Pets</a>

</div>

<div class="col-md-2">

<a asp-action="MyAgenda" class="btn btn-warning">My Agenda</a>

</div>

</div>

1. Test it.

## Agenda

1. Modify the view **Agenda** entity:

using System;

using System.ComponentModel.DataAnnotations;

namespace MyVet.Web.Data.Entities

{

public class Agenda : IEntity

{

public int Id { get; set; }

[Display(Name = "Date")]

[Required(ErrorMessage = "The field {0} is mandatory.")]

[DataType(DataType.DateTime)]

[DisplayFormat(DataFormatString = "{0:yyyy/MM/dd HH:mm}", ApplyFormatInEditMode = true)]

public DateTime Date { get; set; }

public Owner Owner { get; set; }

public Pet Pet { get; set; }

public string Remarks { get; set; }

[Display(Name = "Is Available?")]

public bool IsAvailable { get; set; }

[Display(Name = "Date")]

[DisplayFormat(DataFormatString = "{0:yyyy/MM/dd HH:mm}", ApplyFormatInEditMode = true)]

public DateTime DateLocal => Date.ToLocalTime();

}

}

**Nota**: add the ToLocalTime property to all date properties, I mean in History and Pet.

1. Add the **IAgendaHelper** interface:

using System.Threading.Tasks;

namespace MyVet.Web.Helpers

{

public interface IAgendaHelper

{

Task AddDays(int days);

}

}

1. Add the **AgendaHelper** class:

using System;

using System.Linq;

using System.Threading.Tasks;

using MyVet.Web.Data;

using MyVet.Web.Data.Entities;

namespace MyVet.Web.Helpers

{

public class AgendaHelper : IAgendaHelper

{

private readonly DataContext \_dataContext;

public AgendaHelper(DataContext dataContext)

{

\_dataContext = dataContext;

}

public async Task AddDays(int days)

{

DateTime initialDate;

if (!\_dataContext.Agendas.Any())

{

initialDate = new DateTime(DateTime.Now.Year, DateTime.Now.Month, DateTime.Now.Day, 8, 0, 0);

}

else

{

var agenda = \_dataContext.Agendas.LastOrDefault();

initialDate = new DateTime(agenda.Date.Year, agenda.Date.Month, agenda.Date.AddDays(1).Day, 8, 0, 0);

}

var finalDate = initialDate.AddDays(days);

while (initialDate < finalDate)

{

if (initialDate.DayOfWeek != DayOfWeek.Sunday)

{

var finalDate2 = initialDate.AddHours(10);

while (initialDate < finalDate2)

{

\_dataContext.Agendas.Add(new Agenda

{

Date = initialDate.ToUniversalTime(),

IsAvailable = true

});

initialDate = initialDate.AddMinutes(30);

}

initialDate = initialDate.AddHours(14);

}

else

{

initialDate = initialDate.AddDays(1);

}

}

await \_dataContext.SaveChangesAsync();

}

}

}

1. Setup the injection for **AgendaHelper**:

services.AddScoped<IAgendaHelper, AgendaHelper>();

1. Modify the **AgendaController**:

using System.Threading.Tasks;

using Microsoft.AspNetCore.Authorization;

using Microsoft.AspNetCore.Mvc;

using Microsoft.EntityFrameworkCore;

using MyVet.Web.Data;

using MyVet.Web.Helpers;

namespace MyVet.Web.Controllers

{

[Authorize(Roles = "Admin")]

public class AgendaController : Controller

{

private readonly DataContext \_dataContext;

private readonly IAgendaHelper \_agendaHelper;

public AgendaController(DataContext dataContext, IAgendaHelper agendaHelper)

{

\_dataContext = dataContext;

\_agendaHelper = agendaHelper;

}

public IActionResult Index()

{

return View(\_dataContext.Agendas

.Include(a => a.Owner)

.ThenInclude(o => o.User)

.Include(a => a.Pet)

.Where(a => a.Date >= DateTime.Today.ToUniversalTime()));

}

public async Task<IActionResult> AddDays()

{

await \_agendaHelper.AddDays(30);

return RedirectToAction(nameof(Index));

}

}

}

1. Modify the view **Index** for **AgendaController**:

@model IEnumerable<MyVet.Web.Data.Entities.Agenda>

@{

ViewData["Title"] = "Index";

}

<link rel="stylesheet" href="https://cdn.datatables.net/1.10.19/css/jquery.dataTables.min.css" />

<br />

<p>

<a asp-action="AddDays" class="btn btn-primary"><i class="glyphicon glyphicon-plus"></i> Add Days</a>

</p>

<div class="row">

<div class="col-md-12">

<div class="panel panel-default">

<div class="panel-heading">

<h3 class="panel-title">Agenda</h3>

</div>

<div class="panel-body">

<table class="table table-hover table-responsive table-striped" id="MyTable">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.Date)

</th>

<th>

Owner

</th>

<th>

Pet

</th>

<th>

@Html.DisplayNameFor(model => model.Remarks)

</th>

<th>

@Html.DisplayNameFor(model => model.IsAvailable)

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.DateLocal)

</td>

<td>

@Html.DisplayFor(modelItem => item.Owner.User.FullName)

</td>

<td>

@Html.DisplayFor(modelItem => item.Pet.Name)

</td>

<td>

@Html.DisplayFor(modelItem => item.Remarks)

</td>

<td>

@Html.DisplayFor(modelItem => item.IsAvailable)

</td>

<td>

@if (item.IsAvailable)

{

<a asp-action="Assing" class="btn btn-default" asp-route-id="@item.Id"><i class="glyphicon glyphicon-plus"></i></a>

}

else

{

<button data-id="@item.Id" class="btn btn-danger deleteItem" data-toggle="modal" data-target="#deleteDialog"><i class="glyphicon glyphicon-minus"></i></button>

}

</td>

</tr>

}

</tbody>

</table>

</div>

</div>

</div>

</div>

<!--U-assign agenda-->

<div class="modal fade" id="deleteDialog" tabindex="-1" role="dialog" aria-labelledby="exampleModalLabel" aria-hidden="true">

<div class="modal-dialog" role="document">

<div class="modal-content">

<div class="modal-header">

<h5 class="modal-title" id="exampleModalLabel">Un-assign Agenda</h5>

<button type="button" class="close" data-dismiss="modal" aria-label="Close">

<span aria-hidden="true">&times;</span>

</button>

</div>

<div class="modal-body">

<p>Are you sure to un-assign this appoiment?</p>

</div>

<div class="modal-footer">

<button type="button" class="btn btn-primary" data-dismiss="modal">Close</button>

<button type="button" class="btn btn-danger" id="btnYesDelete">Un-Assign</button>

</div>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script src="//cdn.datatables.net/1.10.19/js/jquery.dataTables.min.js"></script>

<script type="text/javascript">

$(document).ready(function () {

$('#MyTable').DataTable();

// Delete item

var item\_to\_delete;

$('.deleteItem').click((e) => {

item\_to\_delete = e.currentTarget.dataset.id;

});

$("#btnYesDelete").click(function () {

window.location.href = '/Agenda/Unassign/' + item\_to\_delete;

});

});

</script>

}

1. Delete the views **Create, Delete, Details, Edit** for **AgendaController**.
2. Test it.
3. Add those methods to **ICombosHelper** interface:

IEnumerable<SelectListItem> GetComboOwners();

IEnumerable<SelectListItem> GetComboPets(int ownerId);

1. Add those methods to **CombosHelper** class:

public IEnumerable<SelectListItem> GetComboOwners()

{

var list = \_dataContext.Owners.Select(p => new SelectListItem

{

Text = p.User.FullNameWithDocument,

Value = p.Id.ToString()

}).OrderBy(p => p.Text).ToList();

list.Insert(0, new SelectListItem

{

Text = "(Select an owner...)",

Value = "0"

});

return list;

}

public IEnumerable<SelectListItem> GetComboPets(int ownerId)

{

var list = \_dataContext.Pets.Where(p => p.Owner.Id == ownerId).Select(p => new SelectListItem

{

Text = p.Name,

Value = p.Id.ToString()

}).OrderBy(p => p.Text).ToList();

list.Insert(0, new SelectListItem

{

Text = "(Select a pet...)",

Value = "0"

});

return list;

}

1. Add the **AgendaViewModel** class:

using System.Collections.Generic;

using System.ComponentModel.DataAnnotations;

using Microsoft.AspNetCore.Mvc.Rendering;

using MyVet.Web.Data.Entities;

namespace MyVet.Web.Models

{

public class AgendaViewModel : Agenda

{

[Required(ErrorMessage = "The field {0} is mandatory.")]

[Display(Name = "Owner")]

[Range(1, int.MaxValue, ErrorMessage = "You must select an owner.")]

public int OwnerId { get; set; }

public IEnumerable<SelectListItem> Owners { get; set; }

[Required(ErrorMessage = "The field {0} is mandatory.")]

[Display(Name = "Pet")]

[Range(1, int.MaxValue, ErrorMessage = "You must select a pet.")]

public int PetId { get; set; }

public IEnumerable<SelectListItem> Pets { get; set; }

}

}

1. Add those methods to **AgendaController** class:

public async Task<IActionResult> Assing(int? id)

{

if (id == null)

{

return NotFound();

}

var agenda = await \_dataContext.Agendas

.FirstOrDefaultAsync(o => o.Id == id.Value);

if (agenda == null)

{

return NotFound();

}

var view = new AgendaViewModel

{

Id = agenda.Id,

Owners = \_combosHelper.GetComboOwners(),

Pets = \_combosHelper.GetComboPets(0)

};

return View(view);

}

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Assing(AgendaViewModel view)

{

if (ModelState.IsValid)

{

var agenda = await \_dataContext.Agendas.FindAsync(view.Id);

if (agenda != null)

{

agenda.IsAvailable = false;

agenda.Owner = await \_dataContext.Owners.FindAsync(view.OwnerId);

agenda.Pet = await \_dataContext.Pets.FindAsync(view.PetId);

agenda.Remarks = view.Remarks;

\_dataContext.Agendas.Update(agenda);

await \_dataContext.SaveChangesAsync();

return RedirectToAction(nameof(Index));

}

}

return View(view);

}

public async Task<JsonResult> GetPetsAsync(int ownerId)

{

var pets = await \_dataContext.Pets

.Where(p => p.Owner.Id == ownerId)

.OrderBy(p => p.Name)

.ToListAsync();

return Json(pets);

}

public async Task<IActionResult> Unassign(int? id)

{

if (id == null)

{

return NotFound();

}

var agenda = await \_dataContext.Agendas

.Include(a => a.Owner)

.Include(a => a.Pet)

.FirstOrDefaultAsync(o => o.Id == id.Value);

if (agenda == null)

{

return NotFound();

}

agenda.IsAvailable = true;

agenda.Pet = null;

agenda.Owner = null;

agenda.Remarks = null;

\_dataContext.Agendas.Update(agenda);

await \_dataContext.SaveChangesAsync();

return RedirectToAction(nameof(Index));

}

1. Add the view **Assing** to **AgendaController** class:

@model MyVet.Web.Models.AgendaViewModel

@{

ViewData["Title"] = "Create";

}

<h2>Assign</h2>

<h4>Agenda</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="Assing" enctype="multipart/form-data">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<input type="hidden" asp-for="Id" />

<div class="form-group">

<label asp-for="OwnerId" class="control-label"></label>

<select asp-for="OwnerId" asp-items="Model.Owners" class="form-control"></select>

<span asp-validation-for="OwnerId" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="PetId" class="control-label"></label>

<select asp-for="PetId" asp-items="Model.Pets" class="form-control"></select>

<span asp-validation-for="PetId" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Remarks" class="control-label"></label>

<textarea asp-for="Remarks" class="form-control"></textarea>

<span asp-validation-for="Remarks" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Assign" class="btn btn-primary" />

<a asp-action="Index" class="btn btn-success">Back to List</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script type="text/javascript">

$(document).ready(function () {

$("#OwnerId").change(function () {

debugger;

var x = $("#OwnerId").val();

$("#PetId").empty();

$.ajax({

type: 'POST',

url: '@Url.Action("GetPetsAsync")',

dataType: 'json',

data: { ownerId: $("#OwnerId").val() },

success: function (pets) {

$("#PetId").append('<option value="0">(Select a pet...)</option>');

$.each(pets, function (i, pet) {

$("#PetId").append('<option value="'

+ pet.id + '">'

+ pet.name + '</option>');

});

},

error: function (ex) {

alert('Failed to retrieve pets.' + ex.statusText);

}

});

return false;

})

});

</script>

}

1. Test it.

## Users functionality

1. Add the method **MyPets** for **HomeCotroller**:

[Authorize(Roles = "Customer")]

public IActionResult MyPets()

{

return View(\_dataContext.Pets

.Include(p => p.PetType)

.Include(p => p.Histories)

.Where(p => p.Owner.User.Email.ToLower().Equals(User.Identity.Name.ToLower())));

}

1. Add the view **MyPets** for **HomeCotroller**:

@model IEnumerable<MyVet.Web.Data.Entities.Pet>

@{

ViewData["Title"] = "Index";

}

<link rel="stylesheet" href="https://cdn.datatables.net/1.10.19/css/jquery.dataTables.min.css" />

<br />

<div class="row">

<div class="col-md-12">

<div class="panel panel-default">

<div class="panel-heading">

<h3 class="panel-title">Pets</h3>

</div>

<div class="panel-body">

<table class="table table-hover table-responsive table-striped" id="MyTable">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.Name)

</th>

<th>

@Html.DisplayNameFor(model => model.PetType.Name)

</th>

<th>

@Html.DisplayNameFor(model => model.ImageUrl)

</th>

<th>

@Html.DisplayNameFor(model => model.Race)

</th>

<th>

@Html.DisplayNameFor(model => model.Born)

</th>

<th>

Histories

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.Name)

</td>

<td>

@Html.DisplayFor(modelItem => item.PetType.Name)

</td>

<td>

@if (!string.IsNullOrEmpty(item.ImageUrl))

{

<img src="@Url.Content(item.ImageUrl)" alt="Image" style="width:150px;height:150px;max-width: 100%; height: auto;" />

}

</td>

<td>

@Html.DisplayFor(modelItem => item.Race)

</td>

<td>

@Html.DisplayFor(modelItem => item.Born)

</td>

<td>

@Html.DisplayFor(modelItem => item.Histories.Count)

</td>

<td>

<a asp-action="Edit" class="btn btn-default" asp-route-id="@item.Id"><i class="glyphicon glyphicon-pencil"></i> </a>

<a asp-action="Details" class="btn btn-default" asp-route-id="@item.Id"><i class="glyphicon glyphicon-list"> </i> </a>

<button data-id="@item.Id" class="btn btn-danger deleteItem" data-toggle="modal" data-target="#deleteDialog"><i class="glyphicon glyphicon-trash"></i></button>

</td>

</tr>

}

</tbody>

</table>

</div>

</div>

</div>

</div>

<!--Delete Item-->

<div class="modal fade" id="deleteDialog" tabindex="-1" role="dialog" aria-labelledby="exampleModalLabel" aria-hidden="true">

<div class="modal-dialog" role="document">

<div class="modal-content">

<div class="modal-header">

<h5 class="modal-title" id="exampleModalLabel">Delete Item</h5>

<button type="button" class="close" data-dismiss="modal" aria-label="Close">

<span aria-hidden="true">&times;</span>

</button>

</div>

<div class="modal-body">

<p>Do you want to delete the record?</p>

</div>

<div class="modal-footer">

<button type="button" class="btn btn-primary" data-dismiss="modal">Close</button>

<button type="button" class="btn btn-danger" id="btnYesDelete">Delete</button>

</div>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script src="//cdn.datatables.net/1.10.19/js/jquery.dataTables.min.js"></script>

<script type="text/javascript">

$(document).ready(function () {

$('#MyTable').DataTable();

// Delete item

var item\_to\_delete;

$('.deleteItem').click((e) => {

item\_to\_delete = e.currentTarget.dataset.id;

});

$("#btnYesDelete").click(function () {

window.location.href = '/Home/Delete/' + item\_to\_delete;

});

});

</script>

}

1. Test it.
2. Add those methods in **HomeCotroller**:

[Authorize(Roles = "Customer")]

public async Task<IActionResult> Edit(int? id)

{

if (id == null)

{

return NotFound();

}

var pet = await \_dataContext.Pets

.Include(p => p.Owner)

.Include(p => p.PetType)

.FirstOrDefaultAsync(p => p.Id == id.Value);

if (pet == null)

{

return NotFound();

}

var view = new PetViewModel

{

Born = pet.Born,

Id = pet.Id,

ImageUrl = pet.ImageUrl,

Name = pet.Name,

OwnerId = pet.Owner.Id,

PetTypeId = pet.PetType.Id,

PetTypes = \_combosHelper.GetComboPetTypes(),

Race = pet.Race,

Remarks = pet.Remarks

};

return View(view);

}

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Edit(PetViewModel view)

{

if (ModelState.IsValid)

{

var path = view.ImageUrl;

if (view.ImageFile != null && view.ImageFile.Length > 0)

{

var guid = Guid.NewGuid().ToString();

var file = $"{guid}.jpg";

path = Path.Combine(

Directory.GetCurrentDirectory(),

"wwwroot\\images\\Pets",

file);

using (var stream = new FileStream(path, FileMode.Create))

{

await view.ImageFile.CopyToAsync(stream);

}

path = $"~/images/Pets/{file}";

}

var pet = new Pet

{

Born = view.Born,

Id = view.Id,

ImageUrl = path,

Name = view.Name,

Owner = await \_dataContext.Owners.FindAsync(view.OwnerId),

PetType = await \_dataContext.PetTypes.FindAsync(view.PetTypeId),

Race = view.Race,

Remarks = view.Remarks

};

\_dataContext.Pets.Update(pet);

await \_dataContext.SaveChangesAsync();

return RedirectToAction(nameof(MyPets));

}

return View(view);

}

1. Add the view **Edit** for **HomeCotroller**:

@model MyVet.Web.Models.PetViewModel

@{

ViewData["Title"] = "Edit";

}

<h2>Edit</h2>

<h4>Pet</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="Edit" enctype="multipart/form-data">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<input type="hidden" asp-for="Id" />

<input type="hidden" asp-for="OwnerId" />

<input type="hidden" asp-for="ImageUrl" />

<div class="form-group">

<label asp-for="Name" class="control-label"></label>

<input asp-for="Name" class="form-control" />

<span asp-validation-for="Name" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="ImageFile" class="control-label"></label>

<input asp-for="ImageFile" class="form-control" type="file" />

<span asp-validation-for="ImageFile" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="PetTypeId" class="control-label"></label>

<select asp-for="PetTypeId" asp-items="Model.PetTypes" class="form-control"></select>

<span asp-validation-for="PetTypeId" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Race" class="control-label"></label>

<input asp-for="Race" class="form-control" />

<span asp-validation-for="Race" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Born" class="control-label"></label>

<input asp-for="Born" class="form-control" />

<span asp-validation-for="Born" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Remarks" class="control-label"></label>

<textarea asp-for="Remarks" class="form-control"></textarea>

<span asp-validation-for="Remarks" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Save" class="btn btn-primary" />

<a asp-action="MyPets" class="btn btn-success">Back to My Pets</a>

</div>

</form>

</div>

<div class="col-md-4">

@if (!string.IsNullOrEmpty(Model.ImageUrl))

{

<img src="@Url.Content(Model.ImageUrl)" alt="Image" style="width:300px;height:300px;max-width: 100%; height: auto;" />

}

</div>

</div>

1. Test it.
2. Add the method **Details** for **HomeCotroller**:

[Authorize(Roles = "Customer")]

public async Task<IActionResult> Details(int? id)

{

if (id == null)

{

return NotFound();

}

var pet = await \_dataContext.Pets

.Include(p => p.Owner)

.ThenInclude(o => o.User)

.Include(p => p.Histories)

.ThenInclude(h => h.ServiceType)

.FirstOrDefaultAsync(o => o.Id == id.Value);

if (pet == null)

{

return NotFound();

}

return View(pet);

}

1. Add the view **Details** for **HomeCotroller**:

@model MyVet.Web.Data.Entities.Pet

@{

ViewData["Title"] = "Details";

}

<link rel="stylesheet" href="https://cdn.datatables.net/1.10.19/css/jquery.dataTables.min.css" />

<h2>Pet</h2>

<div>

<h4>Details</h4>

<hr />

<div class="row">

<div class="col-md-4">

<dl class="dl-horizontal">

<dt>

Owner

</dt>

<dd>

@Html.DisplayFor(model => model.Owner.User.FullName)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Name)

</dt>

<dd>

@Html.DisplayFor(model => model.Name)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Race)

</dt>

<dd>

@Html.DisplayFor(model => model.Race)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Born)

</dt>

<dd>

@Html.DisplayFor(model => model.Born)

</dd>

<dt>

@Html.DisplayNameFor(model => model.Remarks)

</dt>

<dd>

@Html.DisplayFor(model => model.Remarks)

</dd>

</dl>

</div>

<div class="col-md-4">

@if (!string.IsNullOrEmpty(Model.ImageUrl))

{

<img src="@Url.Content(Model.ImageUrl)" alt="Image" style="width:300px;height:300px;max-height: 100%; width: auto;" />

}

</div>

</div>

</div>

<div>

<a asp-action="EditPet" asp-route-id="@Model.Id" class="btn btn-warning">Edit</a>

<a asp-action="MyPets" asp-route-id="@Model.Id" class="btn btn-success">Back to My Pets</a>

</div>

<hr />

@if (Model.Histories.Count == 0)

{

<h4>Not histories added yet.</h4>

}

else

{

<div class="row">

<div class="col-md-12">

<div class="panel panel-default">

<div class="panel-heading">

<h3 class="panel-title">History</h3>

</div>

<div class="panel-body">

<table class="table table-hover table-responsive table-striped" id="MyTable">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.Histories.FirstOrDefault().Date)

</th>

<th>

@Html.DisplayNameFor(model => model.Histories.FirstOrDefault().ServiceType.Name)

</th>

<th>

@Html.DisplayNameFor(model => model.Histories.FirstOrDefault().Description)

</th>

<th>

@Html.DisplayNameFor(model => model.Histories.FirstOrDefault().Remarks)

</th>

</tr>

</thead>

<tbody>

@foreach (var item in Model.Histories)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.Date)

</td>

<td>

@Html.DisplayFor(modelItem => item.ServiceType.Name)

</td>

<td>

@Html.DisplayFor(modelItem => item.Description)

</td>

<td>

@Html.DisplayFor(modelItem => item.Remarks)

</td>

</tr>

}

</tbody>

</table>

</div>

</div>

</div>

</div>

}

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script src="//cdn.datatables.net/1.10.19/js/jquery.dataTables.min.js"></script>

<script type="text/javascript">

$(document).ready(function () {

$('#MyTable').DataTable();

});

</script>

}

1. Test it.
2. Add the method **Delete** for **HomeCotroller**:

[Authorize(Roles = "Customer")]

public async Task<IActionResult> Delete(int? id)

{

if (id == null)

{

return NotFound();

}

var pet = await \_dataContext.Pets

.Include(p => p.Histories)

.FirstOrDefaultAsync(m => m.Id == id);

if (pet == null)

{

return NotFound();

}

if (pet.Histories.Count > 0)

{

return RedirectToAction(nameof(MyPets));

}

\_dataContext.Pets.Remove(pet);

await \_dataContext.SaveChangesAsync();

return RedirectToAction(nameof(MyPets));

}

1. Add those methods for **HomeCotroller**:

[Authorize(Roles = "Customer")]

public async Task<IActionResult> Create()

{

var owner = await \_dataContext.Owners

.FirstOrDefaultAsync(o => o.User.Email.ToLower().Equals(User.Identity.Name.ToLower()));

if (owner == null)

{

return NotFound();

}

var view = new PetViewModel

{

Born = DateTime.Now,

PetTypes = \_combosHelper.GetComboPetTypes(),

OwnerId = owner.Id

};

return View(view);

}

[HttpPost]

public async Task<IActionResult> Create(PetViewModel view)

{

if (ModelState.IsValid)

{

var path = string.Empty;

if (view.ImageFile != null && view.ImageFile.Length > 0)

{

var guid = Guid.NewGuid().ToString();

var file = $"{guid}.jpg";

path = Path.Combine(

Directory.GetCurrentDirectory(),

"wwwroot\\images\\Pets",

file);

using (var stream = new FileStream(path, FileMode.Create))

{

await view.ImageFile.CopyToAsync(stream);

}

path = $"~/images/Pets/{file}";

}

var pet = new Pet

{

Born = view.Born,

ImageUrl = path,

Name = view.Name,

Owner = await \_dataContext.Owners.FindAsync(view.OwnerId),

PetType = await \_dataContext.PetTypes.FindAsync(view.PetTypeId),

Race = view.Race,

Remarks = view.Remarks

};

\_dataContext.Pets.Add(pet);

await \_dataContext.SaveChangesAsync();

return RedirectToAction($"{nameof(MyPets)}");

}

return View(view);

}

1. Add the view **Create** for **HomeCotroller**:

@model MyVet.Web.Models.PetViewModel

@{

ViewData["Title"] = "Create";

}

<h2>Create</h2>

<h4>Pet</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="Create" enctype="multipart/form-data">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<input type="hidden" asp-for="OwnerId" />

<div class="form-group">

<label asp-for="Name" class="control-label"></label>

<input asp-for="Name" class="form-control" />

<span asp-validation-for="Name" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="ImageFile" class="control-label"></label>

<input asp-for="ImageFile" class="form-control" type="file" />

<span asp-validation-for="ImageFile" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="PetTypeId" class="control-label"></label>

<select asp-for="PetTypeId" asp-items="Model.PetTypes" class="form-control"></select>

<span asp-validation-for="PetTypeId" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Race" class="control-label"></label>

<input asp-for="Race" class="form-control" />

<span asp-validation-for="Race" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Born" class="control-label"></label>

<input asp-for="Born" class="form-control" />

<span asp-validation-for="Born" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Remarks" class="control-label"></label>

<textarea asp-for="Remarks" class="form-control"></textarea>

<span asp-validation-for="Remarks" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Create" class="btn btn-primary" />

<a asp-action="MyPets" asp-route-id="@Model.OwnerId" class="btn btn-success">Back to My Pets</a>

</div>

</form>

</div>

</div>

1. Test it.
2. Add those properties to **AgendaViewModel**:

public bool IsMine { get; set; }

public string Reserved => "Reserved";

1. Add the method **MyAgenda** to **HomeController**:

[Authorize(Roles = "Customer")]

public async Task<IActionResult> MyAgenda()

{

var agendas = await \_dataContext.Agendas

.Include(a => a.Owner)

.ThenInclude(o => o.User)

.Include(a => a.Pet)

.Where(a => a.Date >= DateTime.Today.ToUniversalTime()).ToListAsync();

var list = new List<AgendaViewModel>(agendas.Select(a => new AgendaViewModel

{

Date = a.Date,

Id = a.Id,

IsAvailable = a.IsAvailable,

Owner = a.Owner,

Pet = a.Pet,

Remarks = a.Remarks

}).ToList());

list.Where(a => a.Owner != null && a.Owner.User.UserName.ToLower().Equals(User.Identity.Name.ToLower()))

.All(a => { a.IsMine = true; return true; });

return View(list);

}

1. Add the view **MyAgenda** to **HomeController**:

@model IEnumerable<MyVet.Web.Models.AgendaViewModel>

@{

ViewData["Title"] = "Index";

}

<link rel="stylesheet" href="https://cdn.datatables.net/1.10.19/css/jquery.dataTables.min.css" />

<br />

<div class="row">

<div class="col-md-12">

<div class="panel panel-default">

<div class="panel-heading">

<h3 class="panel-title">Agenda</h3>

</div>

<div class="panel-body">

<table class="table table-hover table-responsive table-striped" id="MyTable">

<thead>

<tr>

<th>

@Html.DisplayNameFor(model => model.Date)

</th>

<th>

Owner

</th>

<th>

Pet

</th>

<th>

@Html.DisplayNameFor(model => model.Remarks)

</th>

<th>

@Html.DisplayNameFor(model => model.IsAvailable)

</th>

<th></th>

</tr>

</thead>

<tbody>

@foreach (var item in Model)

{

<tr>

<td>

@Html.DisplayFor(modelItem => item.DateLocal)

</td>

<td>

@if (item.IsMine)

{

@Html.DisplayFor(modelItem => item.Owner.User.FullName)

}

else if (!item.IsAvailable)

{

@Html.DisplayFor(modelItem => item.Reserved)

}

</td>

<td>

@if (item.IsMine)

{

@Html.DisplayFor(modelItem => item.Pet.Name)

}

</td>

<td>

@if (item.IsMine)

{

@Html.DisplayFor(modelItem => item.Remarks)

}

</td>

<td>

@Html.DisplayFor(modelItem => item.IsAvailable)

</td>

<td>

@if (item.IsAvailable)

{

<a asp-action="Assing" class="btn btn-default" asp-route-id="@item.Id"><i class="glyphicon glyphicon-plus"></i></a>

}

else

{

@if (item.IsMine)

{

<button data-id="@item.Id" class="btn btn-danger deleteItem" data-toggle="modal" data-target="#deleteDialog"><i class="glyphicon glyphicon-minus"></i></button>

}

}

</td>

</tr>

}

</tbody>

</table>

</div>

</div>

</div>

</div>

<!-- Un-assign agenda-->

<div class="modal fade" id="deleteDialog" tabindex="-1" role="dialog" aria-labelledby="exampleModalLabel" aria-hidden="true">

<div class="modal-dialog" role="document">

<div class="modal-content">

<div class="modal-header">

<h5 class="modal-title" id="exampleModalLabel">Un-assign Agenda</h5>

<button type="button" class="close" data-dismiss="modal" aria-label="Close">

<span aria-hidden="true">&times;</span>

</button>

</div>

<div class="modal-body">

<p>Are you sure to un-assign this appoiment?</p>

</div>

<div class="modal-footer">

<button type="button" class="btn btn-primary" data-dismiss="modal">Close</button>

<button type="button" class="btn btn-danger" id="btnYesDelete">Un-Assign</button>

</div>

</div>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

<script src="//cdn.datatables.net/1.10.19/js/jquery.dataTables.min.js"></script>

<script type="text/javascript">

$(document).ready(function () {

$('#MyTable').DataTable();

// Delete item

var item\_to\_delete;

$('.deleteItem').click((e) => {

item\_to\_delete = e.currentTarget.dataset.id;

});

$("#btnYesDelete").click(function () {

window.location.href = '/Home/Unassign/' + item\_to\_delete;

});

});

</script>

}

1. Test it.
2. Add those methods to **HomeController**:

[Authorize(Roles = "Customer")]

public async Task<IActionResult> Assing(int? id)

{

if (id == null)

{

return NotFound();

}

var agenda = await \_dataContext.Agendas

.FirstOrDefaultAsync(o => o.Id == id.Value);

if (agenda == null)

{

return NotFound();

}

var owner = await \_dataContext.Owners.FirstOrDefaultAsync(o => o.User.UserName.ToLower().Equals(User.Identity.Name.ToLower()));

if (owner == null)

{

return NotFound();

}

var view = new AgendaViewModel

{

Id = agenda.Id,

OwnerId = owner.Id,

Pets = \_combosHelper.GetComboPets(owner.Id)

};

return View(view);

}

[HttpPost]

[ValidateAntiForgeryToken]

public async Task<IActionResult> Assing(AgendaViewModel view)

{

if (ModelState.IsValid)

{

var agenda = await \_dataContext.Agendas.FindAsync(view.Id);

if (agenda != null)

{

agenda.IsAvailable = false;

agenda.Owner = await \_dataContext.Owners.FindAsync(view.OwnerId);

agenda.Pet = await \_dataContext.Pets.FindAsync(view.PetId);

agenda.Remarks = view.Remarks;

\_dataContext.Agendas.Update(agenda);

await \_dataContext.SaveChangesAsync();

return RedirectToAction(nameof(MyAgenda));

}

}

return View(view);

}

1. Add the view **Assing** to **HomeController**:

@model MyVet.Web.Models.AgendaViewModel

@{

ViewData["Title"] = "Create";

}

<h2>Assign</h2>

<h4>Agenda</h4>

<hr />

<div class="row">

<div class="col-md-4">

<form asp-action="Assing" enctype="multipart/form-data">

<div asp-validation-summary="ModelOnly" class="text-danger"></div>

<input type="hidden" asp-for="Id" />

<input type="hidden" asp-for="OwnerId" />

<div class="form-group">

<label asp-for="PetId" class="control-label"></label>

<select asp-for="PetId" asp-items="Model.Pets" class="form-control"></select>

<span asp-validation-for="PetId" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Remarks" class="control-label"></label>

<textarea asp-for="Remarks" class="form-control"></textarea>

<span asp-validation-for="Remarks" class="text-danger"></span>

</div>

<div class="form-group">

<input type="submit" value="Assign" class="btn btn-primary" />

<a asp-action="MyAgenda" class="btn btn-success">Back to My Agenda</a>

</div>

</form>

</div>

</div>

@section Scripts {

@{await Html.RenderPartialAsync("\_ValidationScriptsPartial");}

}

1. Test it.
2. Add the method **Unassign** to **HomeController**:

[Authorize(Roles = "Customer")]

public async Task<IActionResult> Unassign(int? id)

{

if (id == null)

{

return NotFound();

}

var agenda = await \_dataContext.Agendas

.Include(a => a.Owner)

.Include(a => a.Pet)

.FirstOrDefaultAsync(o => o.Id == id.Value);

if (agenda == null)

{

return NotFound();

}

agenda.IsAvailable = true;

agenda.Pet = null;

agenda.Owner = null;

agenda.Remarks = null;

\_dataContext.Agendas.Update(agenda);

await \_dataContext.SaveChangesAsync();

return RedirectToAction(nameof(MyAgenda));

}

1. Test it.

## Prepare the API for new functionality in App

In the App we’re going to: register new owners, edit owner profile, chage and retrieve password, add and modify pets, see the agenda and reserve and cancel appointments. To do that, first we need to modify the API.

### Account

1. Add the **UserRequest** model:

using System.ComponentModel.DataAnnotations;

namespace MyVet.Common.Models

{

public class UserRequest

{

[Required]

public string Document { get; set; }

[Required]

public string FirstName { get; set; }

[Required]

public string LastName { get; set; }

[Required]

public string Address { get; set; }

[Required]

public string Email { get; set; }

[Required]

public string Phone { get; set; }

[Required]

[StringLength(20, MinimumLength = 6)]

public string Password { get; set; }

}

}

1. Add the **AccountController** API:

using System.Linq;

using System.Threading.Tasks;

using Microsoft.AspNetCore.Identity;

using Microsoft.AspNetCore.Mvc;

using MyVet.Common.Models;

using MyVet.Web.Data;

using MyVet.Web.Data.Entities;

using MyVet.Web.Helpers;

namespace MyVet.Web.Controllers.API

{

[Route("api/[Controller]")]

public class AccountController : Controller

{

private readonly DataContext \_dataContext;

private readonly IUserHelper \_userHelper;

private readonly IMailHelper \_mailHelper;

public AccountController(

DataContext dataContext,

IUserHelper userHelper,

IMailHelper mailHelper)

{

\_dataContext = dataContext;

\_userHelper = userHelper;

\_mailHelper = mailHelper;

}

[HttpPost]

public async Task<IActionResult> PostUser([FromBody] UserRequest request)

{

if (!ModelState.IsValid)

{

return BadRequest(new Response

{

IsSuccess = false,

Message = "Bad request"

});

}

var user = await \_userHelper.GetUserByEmailAsync(request.Email);

if (user != null)

{

return BadRequest(new Response

{

IsSuccess = false,

Message = "This email is already registered."

});

}

user = new User

{

Address = request.Address,

Document = request.Document,

Email = request.Email,

FirstName = request.FirstName,

LastName = request.LastName,

PhoneNumber = request.Phone,

UserName = request.Email

};

var result = await \_userHelper.AddUserAsync(user, request.Password);

if (result != IdentityResult.Success)

{

return BadRequest(result.Errors.FirstOrDefault().Description);

}

var userNew = await \_userHelper.GetUserByEmailAsync(request.Email);

await \_userHelper.AddUserToRoleAsync(userNew, "Customer");

\_dataContext.Owners.Add(new Owner { User = userNew });

await \_dataContext.SaveChangesAsync();

var myToken = await \_userHelper.GenerateEmailConfirmationTokenAsync(user);

var tokenLink = Url.Action("ConfirmEmail", "Account", new

{

userid = user.Id,

token = myToken

}, protocol: HttpContext.Request.Scheme);

\_mailHelper.SendMail(request.Email, "Email confirmation", $"<h1>Email Confirmation</h1>" +

$"To allow the user, " +

$"please click on this link:</br></br><a href = \"{tokenLink}\">Confirm Email</a>");

return Ok(new Response

{

IsSuccess = true,

Message = "A Confirmation email was sent. Please confirm your account and log into the App."

});

}

}

}

1. Test it on postman.
2. Modify the model **EmailRequest**:

using System.ComponentModel.DataAnnotations;

namespace MyVet.Common.Models

{

public class EmailRequest

{

[Required]

public string Email { get; set; }

}

}

1. Add the method **RecoverPassword** in **AccountController** API:

[HttpPost]

[Route("RecoverPassword")]

public async Task<IActionResult> RecoverPassword([FromBody] EmailRequest request)

{

if (!ModelState.IsValid)

{

return BadRequest(new Response

{

IsSuccess = false,

Message = "Bad request"

});

}

var user = await \_userHelper.GetUserByEmailAsync(request.Email);

if (user == null)

{

return BadRequest(new Response

{

IsSuccess = false,

Message = "This email is not assigned to any user."

});

}

var myToken = await \_userHelper.GeneratePasswordResetTokenAsync(user);

var link = Url.Action("ResetPassword", "Account", new { token = myToken }, protocol: HttpContext.Request.Scheme);

\_mailHelper.SendMail(request.Email, "Password Reset", $"<h1>Recover Password</h1>" +

$"To reset the password click in this link:</br></br>" +

$"<a href = \"{link}\">Reset Password</a>");

return Ok(new Response

{

IsSuccess = true,

Message = "An email with instructions to change the password was sent."

});

}

1. Test it on postman.
2. Add the method **PutUser** in **AccountController** API:

[HttpPut]

public async Task<IActionResult> PutUser([FromBody] UserRequest request)

{

if (!ModelState.IsValid)

{

return BadRequest(ModelState);

}

var userEntity = await \_userHelper.GetUserByEmailAsync(request.Email);

if (userEntity == null)

{

return BadRequest("User not found.");

}

userEntity.FirstName = request.FirstName;

userEntity.LastName = request.LastName;

userEntity.Address = request.Address;

userEntity.PhoneNumber = request.Phone;

userEntity.Document = request.Phone;

var respose = await \_userHelper.UpdateUserAsync(userEntity);

if (!respose.Succeeded)

{

return BadRequest(respose.Errors.FirstOrDefault().Description);

}

var updatedUser = await \_userHelper.GetUserByEmailAsync(request.Email);

return Ok(updatedUser);

}

1. Test it on postman.
2. Add the model **ChangePasswordRequest**:

using System.ComponentModel.DataAnnotations;

namespace MyVet.Common.Models

{

public class ChangePasswordRequest

{

[Required]

[StringLength(20, MinimumLength = 6)]

public string OldPassword { get; set; }

[Required]

[StringLength(20, MinimumLength = 6)]

public string NewPassword { get; set; }

[Required]

public string Email { get; set; }

}

}

1. Add the method **ChangePassword** in **AccountController** API:

[HttpPost]

[Route("ChangePassword")]

[Authorize(AuthenticationSchemes = JwtBearerDefaults.AuthenticationScheme)]

public async Task<IActionResult> ChangePassword([FromBody] ChangePasswordRequest request)

{

if (!ModelState.IsValid)

{

return BadRequest(new Response

{

IsSuccess = false,

Message = "Bad request"

});

}

var user = await \_userHelper.GetUserByEmailAsync(request.Email);

if (user == null)

{

return BadRequest(new Response

{

IsSuccess = false,

Message = "This email is not assigned to any user."

});

}

var result = await \_userHelper.ChangePasswordAsync(user, request.OldPassword, request.NewPassword);

if (!result.Succeeded)

{

return BadRequest(new Response

{

IsSuccess = false,

Message = result.Errors.FirstOrDefault().Description

});

}

return Ok(new Response

{

IsSuccess = true,

Message = "The password was changed successfully!"

});

}

1. Test it on postman.

### Pets

1. Add the **FilesHelper** class:

using System.IO;

namespace MyVet.Common.Helpers

{

public class FilesHelper

{

public static bool UploadPhoto(MemoryStream stream, string folder, string name)

{

try

{

stream.Position = 0;

var path = Path.Combine(Directory.GetCurrentDirectory(), folder, name);

File.WriteAllBytes(path, stream.ToArray());

}

catch

{

return false;

}

return true;

}

}

}

1. Add the **PetRequest** model:

using System;

using System.ComponentModel.DataAnnotations;

namespace MyVet.Common.Models

{

public class PetRequest

{

public int Id { get; set; }

[Required]

public string Name { get; set; }

public string Race { get; set; }

public int OwnerId { get; set; }

public int PetTypeId { get; set; }

[Required]

public DateTime Born { get; set; }

public string Remarks { get; set; }

public byte[] ImageArray { get; set; }

}

}

1. Add the **PetsController** API:

using System;

using System.IO;

using System.Threading.Tasks;

using Microsoft.AspNetCore.Authentication.JwtBearer;

using Microsoft.AspNetCore.Authorization;

using Microsoft.AspNetCore.Mvc;

using MyVet.Common.Helpers;

using MyVet.Common.Models;

using MyVet.Web.Data;

using MyVet.Web.Data.Entities;

namespace MyVet.Web.Controllers.API

{

[Route("api/[controller]")]

[ApiController]

[Authorize(AuthenticationSchemes = JwtBearerDefaults.AuthenticationScheme)]

public class PetsController : ControllerBase

{

private readonly DataContext \_dataContext;

public PetsController(DataContext dataContext)

{

\_dataContext = dataContext;

}

[HttpPost]

public async Task<IActionResult> PostPet([FromBody] PetRequest request)

{

if (!ModelState.IsValid)

{

return BadRequest(ModelState);

}

var owner = await \_dataContext.Owners.FindAsync(request.OwnerId);

if (owner == null)

{

return BadRequest("Not valid owner.");

}

var petType = await \_dataContext.PetTypes.FindAsync(request.PetTypeId);

if (petType == null)

{

return BadRequest("Not valid pet type.");

}

var imageUrl = string.Empty;

if (request.ImageArray != null && request.ImageArray.Length > 0)

{

var stream = new MemoryStream(request.ImageArray);

var guid = Guid.NewGuid().ToString();

var file = $"{guid}.jpg";

var folder = "wwwroot\\images\\Pets";

var fullPath = $"~/images/Pets/{file}";

var response = FilesHelper.UploadPhoto(stream, folder, file);

if (response)

{

imageUrl = fullPath;

}

}

var pet = new Pet

{

Born = request.Born,

ImageUrl = imageUrl,

Name = request.Name,

Owner = owner,

PetType = petType,

Race = request.Race,

Remarks = request.Remarks

};

\_dataContext.Pets.Add(pet);

await \_dataContext.SaveChangesAsync();

return Ok(pet);

}

[HttpPut("{id}")]

public async Task<IActionResult> PutPet([FromRoute] int id, [FromBody] PetRequest request)

{

if (!ModelState.IsValid)

{

return BadRequest(ModelState);

}

if (id != request.Id)

{

return BadRequest();

}

var oldPet = await \_dataContext.Pets.FindAsync(request.Id);

if (oldPet == null)

{

return BadRequest("Pet doesn't exists.");

}

var petType = await \_dataContext.PetTypes.FindAsync(request.PetTypeId);

if (petType == null)

{

return BadRequest("Not valid pet type.");

}

var imageUrl = oldPet.ImageUrl;

if (request.ImageArray != null && request.ImageArray.Length > 0)

{

var stream = new MemoryStream(request.ImageArray);

var guid = Guid.NewGuid().ToString();

var file = $"{guid}.jpg";

var folder = "wwwroot\\images\\Pets";

var fullPath = $"~/images/Pets/{file}";

var response = FilesHelper.UploadPhoto(stream, folder, file);

if (response)

{

imageUrl = fullPath;

}

}

oldPet.Born = request.Born;

oldPet.ImageUrl = imageUrl;

oldPet.Name = request.Name;

oldPet.PetType = petType;

oldPet.Race = request.Race;

oldPet.Remarks = request.Remarks;

\_dataContext.Pets.Update(oldPet);

await \_dataContext.SaveChangesAsync();

return Ok(oldPet);

}

}

}

1. Test it on postman.
2. Add the **PetTypesController** API:

using System.Collections.Generic;

using System.Linq;

using Microsoft.AspNetCore.Authentication.JwtBearer;

using Microsoft.AspNetCore.Authorization;

using Microsoft.AspNetCore.Mvc;

using MyVet.Web.Data;

using MyVet.Web.Data.Entities;

namespace MyVet.Web.Controllers.API

{

[Route("api/[controller]")]

[ApiController]

[Authorize(AuthenticationSchemes = JwtBearerDefaults.AuthenticationScheme)]

public class PetTypesController : Controller

{

private readonly DataContext \_dataContext;

public PetTypesController(DataContext dataContext)

{

\_dataContext = dataContext;

}

[HttpGet]

public IEnumerable<PetType> GetPetTypes()

{

return \_dataContext.PetTypes.OrderBy(pt => pt.Name);

}

}

}

1. Test it on postman.

### Agenda

1. Add the **AgendaResponse** class:

using System;

namespace MyVet.Common.Models

{

public class AgendaResponse

{

public int Id { get; set; }

public DateTime Date { get; set; }

public OwnerResponse Owner { get; set; }

public PetResponse Pet { get; set; }

public string Remarks { get; set; }

public bool IsAvailable { get; set; }

public DateTime DateLocal => Date.ToLocalTime();

}

}

1. Add those methods to **IConverterHelper** interface:

PetResponse ToPetResponse(Pet pet);

OwnerResponse ToOwnerResposne(Owner owner);

And the implementation:

public PetResponse ToPetResponse(Pet pet)

{

if (pet == null)

{

return null;

}

return new PetResponse

{

Born = pet.Born,

Id = pet.Id,

ImageUrl = pet.ImageFullPath,

Name = pet.Name,

PetType = pet.PetType.Name,

Race = pet.Race,

Remarks = pet.Remarks

};

}

public OwnerResponse ToOwnerResposne(Owner owner)

{

if (owner == null)

{

return null;

}

return new OwnerResponse

{

Address = owner.User.Address,

Document = owner.User.Document,

Email = owner.User.Email,

FirstName = owner.User.FirstName,

LastName = owner.User.LastName,

PhoneNumber = owner.User.PhoneNumber

};

}

1. Add the **AgendaController** class:

using Microsoft.AspNetCore.Authentication.JwtBearer;

using Microsoft.AspNetCore.Authorization;

using Microsoft.AspNetCore.Mvc;

using Microsoft.EntityFrameworkCore;

using MyVet.Common.Models;

using MyVet.Web.Data;

using MyVet.Web.Helpers;

using System;

using System.Collections.Generic;

using System.Linq;

using System.Threading.Tasks;

namespace MyVet.Web.Controllers.API

{

[Route("api/[Controller]")]

[ApiController]

[Authorize(AuthenticationSchemes = JwtBearerDefaults.AuthenticationScheme)]

public class AgendaController : Controller

{

private readonly DataContext \_dataContext;

private readonly IConverterHelper \_converterHelper;

public AgendaController(

DataContext dataContext,

IConverterHelper converterHelper)

{

\_dataContext = dataContext;

\_converterHelper = converterHelper;

}

[HttpPost]

[Route("GetAgendaForOwner")]

public async Task<IActionResult> GetAgendaForOwner(EmailRequest emailRequest)

{

if (!ModelState.IsValid)

{

return BadRequest(ModelState);

}

var agendas = await \_dataContext.Agendas

.Include(a => a.Owner)

.ThenInclude(o => o.User)

.Include(a => a.Pet)

.ThenInclude(p => p.PetType)

.Where(a => a.Date >= DateTime.Today.ToUniversalTime())

.OrderBy(a => a.Date)

.ToListAsync();

var response = new List<AgendaResponse>();

foreach (var agenda in agendas)

{

var agendaRespose = new AgendaResponse

{

Date = agenda.Date,

Id = agenda.Id,

IsAvailable = agenda.IsAvailable

};

if (agenda.Owner != null)

{

if (agenda.Owner.User.Email.ToLower().Equals(emailRequest.Email.ToLower()))

{

agendaRespose.Owner = \_converterHelper.ToOwnerResposne(agenda.Owner);

agendaRespose.Pet = \_converterHelper.ToPetResponse(agenda.Pet);

agendaRespose.Remarks = agenda.Remarks;

}

else

{

agendaRespose.Owner = new OwnerResponse { FirstName = "Reserved" };

}

}

response.Add(agendaRespose);

}

return Ok(response);

}

}

}

1. Test it on postman.
2. Add the **AssignRequest** model:

using System.ComponentModel.DataAnnotations;

namespace MyVet.Common.Models

{

public class AssignRequest

{

[Required]

public int AgendaId { get; set; }

[Required]

public int OwnerId { get; set; }

[Required]

public int PetId { get; set; }

public string Remarks { get; set; }

}

}

1. Add the method **AssignAgenda** to **AgendaController** API:

[HttpPost]

[Route("AssignAgenda")]

public async Task<IActionResult> AssignAgenda(AssignRequest request)

{

if (!ModelState.IsValid)

{

return BadRequest(ModelState);

}

var agenda = await \_dataContext.Agendas.FindAsync(request.AgendaId);

if (agenda == null)

{

return BadRequest("Agenda doesn't exists.");

}

if(!agenda.IsAvailable)

{

return BadRequest("Agenda is not available.");

}

var owner = await \_dataContext.Owners.FindAsync(request.OwnerId);

if (owner == null)

{

return BadRequest("Owner doesn't exists.");

}

var pet = await \_dataContext.Pets.FindAsync(request.PetId);

if (pet == null)

{

return BadRequest("Pet doesn't exists.");

}

agenda.IsAvailable = false;

agenda.Remarks = request.Remarks;

agenda.Owner = owner;

agenda.Pet = pet;

\_dataContext.Agendas.Update(agenda);

await \_dataContext.SaveChangesAsync();

return Ok(agenda);

}

1. Test it on postman.
2. Add the **UnAssignRequest** model:

using System.ComponentModel.DataAnnotations;

namespace MyVet.Common.Models

{

public class UnAssignRequest

{

[Required]

public int AgendaId { get; set; }

}

}

1. Add the method **UnAssignAgenda** to **AgendaController** API:

[HttpPost]

[Route("UnAssignAgenda")]

public async Task<IActionResult> UnAssignAgenda(UnAssignRequest request)

{

if (!ModelState.IsValid)

{

return BadRequest(ModelState);

}

var agenda = await \_dataContext.Agendas

.Include(a => a.Owner)

.Include(a => a.Pet)

.FirstOrDefaultAsync(a => a.Id == request.AgendaId);

if (agenda == null)

{

return BadRequest("Agenda doesn't exists.");

}

if (agenda.IsAvailable)

{

return BadRequest("Agenda is available.");

}

agenda.IsAvailable = true;

agenda.Remarks = null;

agenda.Owner = null;

agenda.Pet = null;

\_dataContext.Agendas.Update(agenda);

await \_dataContext.SaveChangesAsync();

return Ok(agenda);

}

1. Test it on postman.
2. Finally, publish on Azure.

# App Xamarin Forms Second Part

## Add persistent setting

1. Add the NuGet **Xam.Plugins.Settings** in **Common** project.
2. Add the **Settings** class:

using Plugin.Settings;

using Plugin.Settings.Abstractions;

namespace MyVet.Common.Helpers

{

public static class Settings

{

private const string \_token = "Token";

private const string \_owner = "Owner";

private static readonly string \_stringDefault = string.Empty;

private static ISettings AppSettings => CrossSettings.Current;

public static string Token

{

get => AppSettings.GetValueOrDefault(\_token, \_stringDefault);

set => AppSettings.AddOrUpdateValue(\_token, value);

}

public static string Owner

{

get => AppSettings.GetValueOrDefault(\_owner, \_stringDefault);

set => AppSettings.AddOrUpdateValue(\_owner, value);

}

}

}

1. Modify the **LoginViewModel**:

var owner = (OwnerResponse)response2.Result;

Settings.Owner = JsonConvert.SerializeObject(owner);

Settings.Token = JsonConvert.SerializeObject(token);

IsEnabled = true;

IsRunning = false;

await \_navigationService.NavigateAsync("Pets");

1. Delete the method **OnNavigatedTo** and load the date on **PetsViewModel** constructor:

public PetsViewModel(INavigationService navigationService) : base(navigationService)

{

\_navigationService = navigationService;

Title = "Pets";

LoadPets();

}

public bool IsRefreshing

{

get => \_isRefreshing;

set => SetProperty(ref \_isRefreshing, value);

}

private void LoadPets()

{

IsRefreshing = true;

\_token = JsonConvert.DeserializeObject<TokenResponse>(Settings.Token);

\_owner = JsonConvert.DeserializeObject<OwnerResponse>(Settings.Owner);

Pets = new ObservableCollection<PetItemViewModel>(\_owner.Pets.Select(p => new PetItemViewModel(\_navigationService)

{

Born = p.Born,

Histories = p.Histories,

Id = p.Id,

ImageUrl = p.ImageUrl,

Name = p.Name,

PetType = p.PetType,

Race = p.Race,

Remarks = p.Remarks

}).ToList());

IsRefreshing = false;

}

1. Test it.

## Add a Master Detail

1. Add the **Menu** model:

namespace MyVet.Common.Models

{

public class Menu

{

public string Icon { get; set; }

public string Title { get; set; }

public string PageName { get; set; }

}

}

1. Add the **MenuItemViewModel** view model:

using MyVet.Common.Models;

using Prism.Commands;

using Prism.Navigation;

namespace MyVet.Prism.ViewModels

{

public class MenuItemViewModel : Menu

{

private readonly INavigationService \_navigationService;

private DelegateCommand \_selectMenuCommand;

public MenuItemViewModel(INavigationService navigationService)

{

\_navigationService = navigationService;

}

public DelegateCommand SelectMenuCommand => \_selectMenuCommand ?? (\_selectMenuCommand = new DelegateCommand(SelectMenu));

private async void SelectMenu()

{

if (PageName.Equals("Login"))

{

await \_navigationService.NavigateAsync("/NavigationPage/Login");

return;

}

await \_navigationService.NavigateAsync($"/MyMasterDetail/NavigationPage/{PageName}");

}

}

}

1. Add the images for logo.
2. Add the **MasterDetailPage** called **VeterinaryMasterDetailPage**:

<?xml version="1.0" encoding="utf-8" ?>

<MasterDetailPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.MyMasterDetail">

<MasterDetailPage.Master>

<ContentPage

BackgroundColor="Gray"

Title="Menu">

<StackLayout Padding="20">

<Image

HeightRequest="150"

Source="vet\_logo"/>

<ListView

BackgroundColor="Transparent"

ItemsSource="{Binding Menus}"

HasUnevenRows="True"

SeparatorVisibility="None">

<ListView.ItemTemplate>

<DataTemplate>

<ViewCell>

<Grid>

<Grid.GestureRecognizers>

<TapGestureRecognizer Command="{Binding SelectMenuCommand}"/>

</Grid.GestureRecognizers>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="Auto"></ColumnDefinition>

<ColumnDefinition Width="\*"></ColumnDefinition>

</Grid.ColumnDefinitions>

<Image

Grid.Column="0"

HeightRequest="50"

Source="{Binding Icon}"

WidthRequest="50"/>

<Label

Grid.Column="1"

FontAttributes="Bold"

VerticalOptions="Center"

TextColor="White"

Text="{Binding Title}"/>

</Grid>

</ViewCell>

</DataTemplate>

</ListView.ItemTemplate>

</ListView>

</StackLayout>

</ContentPage>

</MasterDetailPage.Master>

</MasterDetailPage>

1. Modify the **VeterinaryMasterDetailPageViewModel**:

using MyVet.Common.Models;

using Prism.Navigation;

using System.Collections.Generic;

using System.Collections.ObjectModel;

using System.Linq;

namespace MyVet.Prism.ViewModels

{

public class VeterinaryMasterDetailPageViewModel : ViewModelBase

{

private readonly INavigationService \_navigationService;

public VeterinaryMasterDetailPageViewModel(INavigationService navigationService) : base(navigationService)

{

\_navigationService = navigationService;

LoadMenus();

}

public ObservableCollection<MenuItemViewModel> Menus { get; set; }

private void LoadMenus()

{

var menus = new List<Menu>

{

new Menu

{

Icon = "ic\_pets\_menu",

PageName = "PetsPage",

Title = "My Pets"

},

new Menu

{

Icon = "ic\_list\_alt",

PageName = "AgendaPage",

Title = "My Agenda"

},

new Menu

{

Icon = "ic\_map",

PageName = "MapPage",

Title = "Map"

},

new Menu

{

Icon = "ic\_person",

PageName = "ProfilePage",

Title = "Modify Profile"

},

new Menu

{

Icon = "ic\_exit\_to\_app",

PageName = "LoginPage",

Title = "Logout"

}

};

Menus = new ObservableCollection<MenuItemViewModel>(

menus.Select(m => new MenuItemViewModel(\_navigationService)

{

Icon = m.Icon,

PageName = m.PageName,

Title = m.Title

}).ToList());

}

}

}

1. Add the images for menu icons.
2. Add the page **Agenda** initially with this layout:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.Agenda"

Title="{Binding Title}">

<StackLayout

HorizontalOptions="CenterAndExpand"

VerticalOptions="CenterAndExpand">

<Label Text="{Binding Title}"/>

</StackLayout>

</ContentPage>

1. Modify the **AgendaViewModel**:

using Prism.Navigation;

namespace MyVet.Prism.ViewModels

{

public class AgendaViewModel : ViewModelBase

{

public AgendaViewModel(INavigationService navigationService) : base(navigationService)

{

Title = "Agenda";

}

}

}

1. Add the page **Map** initially with this layout:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.Map"

Title="{Binding Title}">

<StackLayout

HorizontalOptions="CenterAndExpand"

VerticalOptions="CenterAndExpand">

<Label Text="{Binding Title}"/>

</StackLayout>

</ContentPage>

1. Modify the **MapViewModel**:

using Prism.Navigation;

namespace MyVet.Prism.ViewModels

{

public class MapViewModel : ViewModelBase

{

public MapViewModel(INavigationService navigationService) : base(navigationService)

{

Title = "Map";

}

}

}

1. Modify the **LoginViewModel**:

IsEnabled = true;

IsRunning = false;

await \_navigationService.NavigateAsync("/VeterinaryMasterDetailPage/NavigationPage/PetsPage");

1. Test it.

## Add Icon & Splash to Xamarin Forms For Android

1. Add a new image with the Splash in drawable, the dimensions are: 480 x 800 pixels. In the sample: **vet\_splash.png**.
2. Add this lines to **styles.xml**.

</style>

<style name="Theme.Splash" parent="android:Theme">

<item name="android:windowBackground">@drawable/vet\_splash</item>

<item name="android:windowNoTitle">true</item>

</style>

</resources>

1. In Xamarin Android root project, add the **SplashActivity**.

using Android.App;

using Android.OS;

namespace MyVet.Prism.Droid

{

[Activity(

Theme = "@style/Theme.Splash",

MainLauncher = true,

NoHistory = true)]

public class SplashActivity : Activity

{

protected override void OnCreate(Bundle bundle)

{

base.OnCreate(bundle);

System.Threading.Thread.Sleep(1800);

StartActivity(typeof(MainActivity));

}

}

}

1. Modify the **MainActivity** to change **MainLauncher** property to **false**.

[Activity(

Label = "My Vet",

Icon = "@mipmap/ic\_launcher",

Theme = "@style/MainTheme",

MainLauncher = false,

ConfigurationChanges = ConfigChanges.ScreenSize | ConfigChanges.Orientation)]

public class MainActivity : global::Xamarin.Forms.Platform.Android.FormsAppCompatActivity

1. Test it.
2. Now add the icon launcher. Go to <https://romannurik.github.io/AndroidAssetStudio/> and personalizate your own icon launcher. And add the image to Android and iOS projects.
3. And define the application name in Android Properties.
4. Test it.

## Adding Styles

1. Add those colors to dictionary:

<ResourceDictionary>

<!-- Parameters -->

<x:String x:Key="UrlAPI">https://MyLeasing.azurewebsites.net</x:String>

<!-- Colors -->

<Color x:Key="colorBackgroud">#F2F2F2</Color>

<Color x:Key="colorPrimary">#0468BF</Color>

<Color x:Key="colorSecondary">#067302</Color>

<Color x:Key="colorDanger">#F2055C</Color>

<Color x:Key="colorAccent">#BF4904</Color>

<Color x:Key="colorFont">#000000</Color>

<Color x:Key="colorFontInverse">#F2F2F2</Color>

</ResourceDictionary>

**Note**: I recommend <https://color.adobe.com/es/explore> to get valid color combinations. In my example I’ve used: <https://color.adobe.com/es/explore?page=2>

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Danger | Primary | Secondary | Accent | Background |

![](data:image/png;base64,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)

1. Modify the **Login.xaml**:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.Login"

Title="{Binding Title}">

<ScrollView>

<StackLayout

Padding="10">

<Image

WidthRequest="200"

Source="vet\_logo"/>

<Label

Text="Email"/>

<Entry

Keyboard="Email"

Placeholder="Enter your email..."

Text="{Binding Email}"/>

<Label

Text="Password"/>

<Entry

IsPassword="True"

Placeholder="Enter your password..."

Text="{Binding Password}"/>

<ActivityIndicator

IsRunning="{Binding IsRunning}"

VerticalOptions="CenterAndExpand"/>

<Button

BackgroundColor="{StaticResource colorPrimaryDark}"

BorderRadius="23"

Command="{Binding LoginCommand}"

HeightRequest="46"

IsEnabled="{Binding IsEnabled}"

Text="Login"

TextColor="{StaticResource colorFontInverse}"/>

</StackLayout>

</ScrollView>

</ContentPage>

1. Test it.
2. Add this style to dictionary:

<ResourceDictionary>

<!-- Parameters -->

<x:String x:Key="UrlAPI">https://myvet.azurewebsites.net</x:String>

<!-- Colors -->

<Color x:Key="colorPrimaryDark">#1976D2</Color>

<Color x:Key="colorFontInverse">#FFFFFF</Color>

<!-- Styles -->

<Style TargetType="Button">

<Setter Property="BackgroundColor" Value="{StaticResource colorPrimaryDark}" />

<Setter Property="BorderRadius" Value="23" />

<Setter Property="HeightRequest" Value="46" />

<Setter Property="HorizontalOptions" Value="FillAndExpand" />

<Setter Property="TextColor" Value="{StaticResource colorFontInverse}" />

</Style>

</ResourceDictionary>

1. Modify the login button on **Login.xaml**:

<Button

Command="{Binding LoginCommand}"

IsEnabled="{Binding IsEnabled}"

Text="Login"/>

1. Test it.
2. Add those values to dictionary:

<!-- Colors -->

<Color x:Key="ColorPrimary">#2196F3</Color>

<Color x:Key="ColorPrimaryDark">#1976D2</Color>

<Color x:Key="ColorSecondary">#8D07F6</Color>

<Color x:Key="ColorFontInverse">#FFFFFF</Color>

<Color x:Key="ColorFont">#000000</Color>

<!-- Styles -->

<Style TargetType="Button">

<Setter Property="BackgroundColor" Value="{StaticResource ColorPrimaryDark}" />

<Setter Property="BorderRadius" Value="23" />

<Setter Property="HeightRequest" Value="46" />

<Setter Property="HorizontalOptions" Value="FillAndExpand" />

<Setter Property="TextColor" Value="{StaticResource ColorFontInverse}" />

</Style>

<Style x:Key="SecondaryButton" TargetType="Button">

<Setter Property="BackgroundColor" Value="{StaticResource ColorSecondary}" />

<Setter Property="TextColor" Value="{StaticResource ColorFontInverse}" />

</Style>

1. Modify the **Login.xaml**:

<StackLayout

Orientation="Horizontal">

<Button

Command="{Binding LoginCommand}"

HorizontalOptions="FillAndExpand"

IsEnabled="{Binding IsEnabled}"

Text="Login"/>

<Button

Command="{Binding RegisterCommand}"

HorizontalOptions="FillAndExpand"

IsEnabled="{Binding IsEnabled}"

Style="{StaticResource SecondaryButton}"

Text="Register"/>

</StackLayout>

1. Test it.
2. Modify the **Login.xaml**:

<Entry

IsPassword="True"

Placeholder="Enter your password..."

Text="{Binding Password}"/>

<StackLayout

HorizontalOptions="Center"

Orientation="Horizontal">

<Label

Text="Rememberme in this device"/>

<Switch

IsToggled="{Binding IsRemember}"/>

</StackLayout>

<Label

HorizontalOptions="Center"

Text="Forgot your password?"

TextColor="Navy">

<Label.GestureRecognizers>

<TapGestureRecognizer Command="{Binding ForgotPasswordCommand}"/>

</Label.GestureRecognizers>

</Label>

<ActivityIndicator

IsRunning="{Binding IsRunning}"

VerticalOptions="CenterAndExpand"/>

<StackLayout

1. Finally, add the property **IsRemember** to **LoginViewModel**:

…

private bool \_isRemember;

…

public bool IsRemember

{

get => \_isRemember;

set => SetProperty(ref \_isRemember, value);

}

…

public LoginViewModel(

INavigationService navigationService,

IApiService apiService) : base(navigationService)

{

\_navigationService = navigationService;

\_apiService = apiService;

Title = "Login";

IsEnabled = true;

IsRemember = true;

//TODO: Delete those lines

Email = "jzuluaga55@hotmail.com";

Password = "123456";

}

1. Test it.

## Multi Language in Xamarin Forms

1. If you don’t have the ResX Manager Tool, install from: <https://marketplace.visualstudio.com/items?itemName=TomEnglert.ResXManager>
2. In **Prism** project add the folder **Resources** and inside it, add the resource call **Resource**, add some literals and translate with the ResX Manager tool. The default resource language must be Public, the others in no code generation.
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1. In common project add the folder **Interfaces**, inside it, add the interface **ILocalize**.

using System.Globalization;

namespace MyVet.Prism.Interfaces

{

public interface ILocalize

{

CultureInfo GetCurrentCultureInfo();

void SetLocale(CultureInfo ci);

}

}

1. In the folder **Helpers** add the class **PlatformCulture**.

using System;

namespace MyVet.Prism.Helpers

{

public class PlatformCulture

{

public string PlatformString { get; private set; }

public string LanguageCode { get; private set; }

public string LocaleCode { get; private set; }

public PlatformCulture(string platformCultureString)

{

if (string.IsNullOrEmpty(platformCultureString))

{

throw new ArgumentException("Expected culture identifier", "platformCultureString"); // in C# 6 use nameof(platformCultureString)

}

PlatformString = platformCultureString.Replace("\_", "-"); // .NET expects dash, not underscore

var dashIndex = PlatformString.IndexOf("-", StringComparison.Ordinal);

if (dashIndex > 0)

{

var parts = PlatformString.Split('-');

LanguageCode = parts[0];

LocaleCode = parts[1];

}

else

{

LanguageCode = PlatformString;

LocaleCode = "";

}

}

public override string ToString()

{

return PlatformString;

}

}

}

1. In **Prism** project add folder **Helpers**  and add the class **Languages** with the literals.

using MyVet.Prism.Interfaces;

using MyVet.Prism.Resources;

using Xamarin.Forms;

namespace MyVet.Prism.Helpers

{

public static class Languages

{

static Languages()

{

var ci = DependencyService.Get<ILocalize>().GetCurrentCultureInfo();

Resource.Culture = ci;

DependencyService.Get<ILocalize>().SetLocale(ci);

}

public static string Accept => Resource.Accept;

public static string Error => Resource.Error;

public static string EmailError => Resource.EmailError;

}

}

1. Implement the interface in **iOS** in the folder **Implementations**.

using Foundation;

using MyVet.Prism.Helpers;

using MyVet.Prism.Interfaces;

using System.Globalization;

using System.Threading;

using Xamarin.Forms;

[assembly: Dependency(typeof(MyVet.Prism.iOS.Implementations.Localize))]

namespace MyVet.Prism.iOS.Implementations

{

public class Localize : ILocalize

{

public CultureInfo GetCurrentCultureInfo()

{

var netLanguage = "en";

if (NSLocale.PreferredLanguages.Length > 0)

{

var pref = NSLocale.PreferredLanguages[0];

netLanguage = iOSToDotnetLanguage(pref);

}

// this gets called a lot - try/catch can be expensive so consider caching or something

CultureInfo ci = null;

try

{

ci = new System.Globalization.CultureInfo(netLanguage);

}

catch (CultureNotFoundException)

{

// iOS locale not valid .NET culture (eg. "en-ES" : English in Spain)

// fallback to first characters, in this case "en"

try

{

var fallback = ToDotnetFallbackLanguage(new PlatformCulture(netLanguage));

ci = new CultureInfo(fallback);

}

catch (CultureNotFoundException)

{

// iOS language not valid .NET culture, falling back to English

ci = new CultureInfo("en");

}

}

return ci;

}

public void SetLocale(CultureInfo ci)

{

Thread.CurrentThread.CurrentCulture = ci;

Thread.CurrentThread.CurrentUICulture = ci;

}

private string iOSToDotnetLanguage(string iOSLanguage)

{

var netLanguage = iOSLanguage;

//certain languages need to be converted to CultureInfo equivalent

switch (iOSLanguage)

{

case "ms-MY": // "Malaysian (Malaysia)" not supported .NET culture

case "ms-SG": // "Malaysian (Singapore)" not supported .NET culture

netLanguage = "ms"; // closest supported

break;

case "gsw-CH": // "Schwiizertüütsch (Swiss German)" not supported .NET culture

netLanguage = "de-CH"; // closest supported

break;

// add more application-specific cases here (if required)

// ONLY use cultures that have been tested and known to work

}

return netLanguage;

}

private string ToDotnetFallbackLanguage(PlatformCulture platCulture)

{

var netLanguage = platCulture.LanguageCode; // use the first part of the identifier (two chars, usually);

switch (platCulture.LanguageCode)

{

case "pt":

netLanguage = "pt-PT"; // fallback to Portuguese (Portugal)

break;

case "gsw":

netLanguage = "de-CH"; // equivalent to German (Switzerland) for this app

break;

// add more application-specific cases here (if required)

// ONLY use cultures that have been tested and known to work

}

return netLanguage;

}

}

}

1. Add this lintes into the **info.plist**.

<key>CFBundleLocalizations</key>

<array>

<string>es</string>

<string>pt</string>

</array>

<key>CFBundleDevelopmentRegion</key>

<string>en</string>

1. Implement the interface in **Android** in the folder **Implementations**.

using System.Globalization;

using System.Threading;

using MyVet.Prism.Helpers;

using MyVet.Prism.Interfaces;

using Xamarin.Forms;

[assembly: Dependency(typeof(MyVet.Prism.Droid.Implementations.Localize))]

namespace MyVet.Prism.Droid.Implementations

{

public class Localize : ILocalize

{

public CultureInfo GetCurrentCultureInfo()

{

var netLanguage = "en";

var androidLocale = Java.Util.Locale.Default;

netLanguage = AndroidToDotnetLanguage(androidLocale.ToString().Replace("\_", "-"));

// this gets called a lot - try/catch can be expensive so consider caching or something

CultureInfo ci = null;

try

{

ci = new CultureInfo(netLanguage);

}

catch (CultureNotFoundException)

{

// iOS locale not valid .NET culture (eg. "en-ES" : English in Spain)

// fallback to first characters, in this case "en"

try

{

var fallback = ToDotnetFallbackLanguage(new PlatformCulture(netLanguage));

ci = new CultureInfo(fallback);

}

catch (CultureNotFoundException)

{

// iOS language not valid .NET culture, falling back to English

ci = new CultureInfo("en");

}

}

return ci;

}

public void SetLocale(CultureInfo ci)

{

Thread.CurrentThread.CurrentCulture = ci;

Thread.CurrentThread.CurrentUICulture = ci;

}

private string AndroidToDotnetLanguage(string androidLanguage)

{

var netLanguage = androidLanguage;

//certain languages need to be converted to CultureInfo equivalent

switch (androidLanguage)

{

case "ms-BN": // "Malaysian (Brunei)" not supported .NET culture

case "ms-MY": // "Malaysian (Malaysia)" not supported .NET culture

case "ms-SG": // "Malaysian (Singapore)" not supported .NET culture

netLanguage = "ms"; // closest supported

break;

case "in-ID": // "Indonesian (Indonesia)" has different code in .NET

netLanguage = "id-ID"; // correct code for .NET

break;

case "gsw-CH": // "Schwiizertüütsch (Swiss German)" not supported .NET culture

netLanguage = "de-CH"; // closest supported

break;

// add more application-specific cases here (if required)

// ONLY use cultures that have been tested and known to work

}

return netLanguage;

}

private string ToDotnetFallbackLanguage(PlatformCulture platCulture)

{

var netLanguage = platCulture.LanguageCode; // use the first part of the identifier (two chars, usually);

switch (platCulture.LanguageCode)

{

case "gsw":

netLanguage = "de-CH"; // equivalent to German (Switzerland) for this app

break;

// add more application-specific cases here (if required)

// ONLY use cultures that have been tested and known to work

}

return netLanguage;

}

}

}

1. Modify the **LoginViewModel**:

if (string.IsNullOrEmpty(Email))

{

await Application.Current.MainPage.DisplayAlert(Languages.Error, Languages.EmailMessage, Languages.Accept);

return;

}

1. Test it.
2. Now to translate literals directly in the XAML add the class **TranslateExtension** in folder **Helpers**:

using System;

using System.Globalization;

using System.Reflection;

using System.Resources;

using MyVet.Prism.Interfaces;

using Xamarin.Forms;

using Xamarin.Forms.Xaml;

namespace MyVet.Prism.Helpers

{

[ContentProperty("Text")]

public class TranslateExtension : IMarkupExtension

{

private readonly CultureInfo ci;

private const string ResourceId = "MyVet.Prism.Resources.Resource";

private static readonly Lazy<ResourceManager> ResMgr =

new Lazy<ResourceManager>(() => new ResourceManager(

ResourceId,

typeof(TranslateExtension).GetTypeInfo().Assembly));

public TranslateExtension()

{

ci = DependencyService.Get<ILocalize>().GetCurrentCultureInfo();

}

public string Text { get; set; }

public object ProvideValue(IServiceProvider serviceProvider)

{

if (Text == null)

{

return "";

}

var translation = ResMgr.Value.GetString(Text, ci);

if (translation == null)

{

#if DEBUG

throw new ArgumentException(

string.Format(

"Key '{0}' was not found in resources '{1}' for culture '{2}'.",

Text, ResourceId, ci.Name), "Text");

#else

translation = Text; // returns the key, which GETS DISPLAYED TO THE USER

#endif

}

return translation;

}

}

}

1. Complete the literals:
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1. And add the properties in **Languages** class:

using MyVet.Prism.Interfaces;

using MyVet.Prism.Resources;

using Xamarin.Forms;

namespace MyVet.Prism.Helpers

{

public static class Languages

{

static Languages()

{

var ci = DependencyService.Get<ILocalize>().GetCurrentCultureInfo();

Resource.Culture = ci;

DependencyService.Get<ILocalize>().SetLocale(ci);

}

public static string Accept => Resource.Accept;

public static string Email => Resource.Email;

public static string EmailError => Resource.EmailError;

public static string EmailPlaceHolder => Resource.EmailPlaceHolder;

public static string Error => Resource.Error;

public static string Forgot => Resource.Forgot;

public static string Login => Resource.Login;

public static string LoginError => Resource.LoginError;

public static string Password => Resource.Password;

public static string PasswordError => Resource.PasswordError;

public static string PasswordPlaceHolder => Resource.PasswordPlaceHolder;

public static string Register => Resource.Register;

public static string Rememberme => Resource.Rememberme;

}

}

1. Modify the **LoginVewModel** to complete the translations.

Title = Languages.Login;

...

if (string.IsNullOrEmpty(Email))

{

await App.Current.MainPage.DisplayAlert(Languages.Error, Languages.EmailError, Languages.Accept);

return;

}

if (string.IsNullOrEmpty(Password))

{

await App.Current.MainPage.DisplayAlert(Languages.Error, Languages.PasswordError, Languages.Accept);

return;

}

…

if (!response.IsSuccess)

{

IsEnabled = true;

IsRunning = false;

await App.Current.MainPage.DisplayAlert(Languages.Error, Languages.LoginError, Languages.Accept);

Password = string.Empty;

return;

}

1. Modify the **LoginPage** for the translations in XAML.

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:i18n="clr-namespace:MyVet.Prism.Helpers"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.Login"

Title="{Binding Title}">

<ScrollView>

<StackLayout

Padding="10">

<Image

WidthRequest="200"

Source="vet\_logo"/>

<Label

Text="{i18n:Translate Email}"/>

<Entry

Keyboard="Email"

Placeholder="{i18n:Translate EmailPlaceHolder}"

Text="{Binding Email}"/>

<Label

Text="{i18n:Translate Password}"/>

<Entry

IsPassword="True"

Placeholder="{i18n:Translate PasswordPlaceHolder}"

Text="{Binding Password}"/>

<StackLayout

HorizontalOptions="Center"

Orientation="Horizontal">

<Label

Text="{i18n:Translate Rememberme}"/>

<Switch

IsToggled="{Binding IsRemember}"/>

</StackLayout>

<Label

HorizontalOptions="Center"

Text="{i18n:Translate Forgot}"

TextColor="Navy">

<Label.GestureRecognizers>

<TapGestureRecognizer Command="{Binding ForgotPasswordCommand}"/>

</Label.GestureRecognizers>

</Label>

<ActivityIndicator

IsRunning="{Binding IsRunning}"

VerticalOptions="CenterAndExpand"/>

<StackLayout

Orientation="Horizontal">

<Button

Command="{Binding LoginCommand}"

HorizontalOptions="FillAndExpand"

IsEnabled="{Binding IsEnabled}"

Text="{i18n:Translate Login}"/>

<Button

Command="{Binding RegisterCommand}"

HorizontalOptions="FillAndExpand"

IsEnabled="{Binding IsEnabled}"

Style="{StaticResource SecondaryButton}"

Text="{i18n:Translate Register}"/>

</StackLayout>

</StackLayout>

</ScrollView>

</ContentPage>

1. Test it.

## Register users from App

1. Add the **RegisterPage**:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.RegisterPage"

BackgroundColor="{StaticResource colorBackgroud}"

Title="{Binding Title}">

</ContentPage>

1. Modify the **RegisterPageViewModel** class:

using MyVet.Prism.Helpers;

using Prism.Navigation;

namespace MyVet.Prism.ViewModels

{

public class RegisterViewModel : ViewModelBase

{

public RegisterViewModel(INavigationService navigationService) : base(navigationService)

{

Title = Languages.Register;

}

}

}

1. Modify the **LoginPageViewModel** class:

…

private DelegateCommand \_registerCommand;

…

public DelegateCommand RegisterCommand => \_registerCommand ?? (\_registerCommand = new DelegateCommand(Register));

…

private async void Register()

{

await \_navigationService.NavigateAsync("Register");

}

1. Test the navigation.
2. Add those literals on **Resources**:

For English:

<data name="Document" xml:space="preserve">

<value>Document</value>

</data>

<data name="FirstName" xml:space="preserve">

<value>First Name</value>

</data>

<data name="LastName" xml:space="preserve">

<value>Last Name</value>

</data>

<data name="Address" xml:space="preserve">

<value>Address</value>

</data>

<data name="Phone" xml:space="preserve">

<value>Phone</value>

</data>

<data name="PasswordConfirm" xml:space="preserve">

<value>Password Confirm</value>

</data>

<data name="DocumentPlaceHolder" xml:space="preserve">

<value>Enter your document.</value>

</data>

<data name="FirstNamePlaceHolder" xml:space="preserve">

<value>Enter your first name...</value>

</data>

<data name="LastNamePlaceHolder" xml:space="preserve">

<value>Enter your last name...</value>

</data>

<data name="AddressPlaceHolder" xml:space="preserve">

<value>Enter your address...</value>

</data>

<data name="PhonePlaceHolder" xml:space="preserve">

<value>Enter your phone number...</value>

</data>

<data name="PasswordConfirmPlaceHolder" xml:space="preserve">

<value>Enter your password confirm...</value>

</data>

<data name="DocumentError" xml:space="preserve">

<value>You must enter a document.</value>

</data>

<data name="FirstNameError" xml:space="preserve">

<value>You must enter the first name.</value>

</data>

<data name="LastNameError" xml:space="preserve">

<value>You must enter the last name.</value>

</data>

<data name="PasswordConfirmError" xml:space="preserve">

<value>You must enter a confirm.</value>

</data>

<data name="PhoneError" xml:space="preserve">

<value>You must enter a phone number.</value>

</data>

<data name="AddressError" xml:space="preserve">

<value>You must enter the address.</value>

</data>

<data name="PasswordError2" xml:space="preserve">

<value>The password must be a least 6 characters length.</value>

</data>

<data name="PasswordError3" xml:space="preserve">

<value>The password and confirm does not match.</value>

</data>

For Spanish:

<data name="Document" xml:space="preserve">

<value>Documento</value>

</data>

<data name="FirstName" xml:space="preserve">

<value>Nombre</value>

</data>

<data name="LastName" xml:space="preserve">

<value>Apellidos</value>

</data>

<data name="Address" xml:space="preserve">

<value>Dirección</value>

</data>

<data name="Phone" xml:space="preserve">

<value>Teléfono</value>

</data>

<data name="PasswordConfirm" xml:space="preserve">

<value>Confirmar contraseña</value>

</data>

<data name="DocumentPlaceHolder" xml:space="preserve">

<value>Ingrese su documento.</value>

</data>

<data name="FirstNamePlaceHolder" xml:space="preserve">

<value>Escribir nombre</value>

</data>

<data name="LastNamePlaceHolder" xml:space="preserve">

<value>Escribir apellidos</value>

</data>

<data name="AddressPlaceHolder" xml:space="preserve">

<value>Introduzca su dirección</value>

</data>

<data name="PhonePlaceHolder" xml:space="preserve">

<value>Escribir el número de teléfono</value>

</data>

<data name="PasswordConfirmPlaceHolder" xml:space="preserve">

<value>Ingrese la confirmación de contraseña</value>

</data>

<data name="DocumentError" xml:space="preserve">

<value>Debe ingresar un documento.</value>

</data>

<data name="FirstNameError" xml:space="preserve">

<value>Debe introducir un nombre</value>

</data>

<data name="LastNameError" xml:space="preserve">

<value>Debe introducir el apellido</value>

</data>

<data name="PasswordConfirmError" xml:space="preserve">

<value>Debe ingresar una confirmación de contraseña</value>

</data>

<data name="PhoneError" xml:space="preserve">

<value>Debes poner un número de teléfono</value>

</data>

<data name="AddressError" xml:space="preserve">

<value>Debes poner una dirección</value>

</data>

<data name="PasswordError2" xml:space="preserve">

<value>La contraseña debe tener al menos 6 caracteres de longitud.</value>

</data>

<data name="PasswordError3" xml:space="preserve">

<value>La nueva contraseña y la confirmación de contraseña no son iguales.</value>

</data>

For Portuguese:

<data name="Document" xml:space="preserve">

<value>Documento</value>

</data>

<data name="FirstName" xml:space="preserve">

<value>Nome</value>

</data>

<data name="LastName" xml:space="preserve">

<value>Sobrenome</value>

</data>

<data name="Address" xml:space="preserve">

<value>Endereço:</value>

</data>

<data name="Phone" xml:space="preserve">

<value>Telefone</value>

</data>

<data name="PasswordConfirm" xml:space="preserve">

<value>Confirme a senha</value>

</data>

<data name="DocumentPlaceHolder" xml:space="preserve">

<value>Digite seu documento.</value>

</data>

<data name="FirstNamePlaceHolder" xml:space="preserve">

<value>Insira seu nome</value>

</data>

<data name="LastNamePlaceHolder" xml:space="preserve">

<value>Insira seu sobrenome</value>

</data>

<data name="AddressPlaceHolder" xml:space="preserve">

<value>Insira o seu endereço...</value>

</data>

<data name="PhonePlaceHolder" xml:space="preserve">

<value>Insira o seu número de telefone</value>

</data>

<data name="PasswordConfirmPlaceHolder" xml:space="preserve">

<value>Digite sua senha para confirmar</value>

</data>

<data name="DocumentError" xml:space="preserve">

<value>Você deve inserir um documento.</value>

</data>

<data name="FirstNameError" xml:space="preserve">

<value>Você deve digitar o nome</value>

</data>

<data name="LastNameError" xml:space="preserve">

<value>Você deve inserir o sobrenome</value>

</data>

<data name="PasswordConfirmError" xml:space="preserve">

<value>Você deve inserir uma confirmação.</value>

</data>

<data name="PhoneError" xml:space="preserve">

<value>Você deve digitar um número de telefone.</value>

</data>

<data name="AddressError" xml:space="preserve">

<value>Você deve digitar um endereço</value>

</data>

<data name="PasswordError2" xml:space="preserve">

<value>A senha deve ter no mínimo 6 caracteres.</value>

</data>

<data name="PasswordError3" xml:space="preserve">

<value>A nova senha e senha de confirmação não coincidem.</value>

</data>

1. Modify **Languages** class:

using MyVet.Prism.Interfaces;

using MyVet.Prism.Resources;

using Xamarin.Forms;

namespace MyVet.Prism.Helpers

{

public static class Languages

{

static Languages()

{

var ci = DependencyService.Get<ILocalize>().GetCurrentCultureInfo();

Resource.Culture = ci;

DependencyService.Get<ILocalize>().SetLocale(ci);

}

public static string Accept => Resource.Accept;

public static string Address => Resource.Address;

public static string AddressError => Resource.AddressError;

public static string AddressPlaceHolder => Resource.AddressPlaceHolder;

public static string Document => Resource.Document;

public static string DocumentError => Resource.DocumentError;

public static string DocumentPlaceHolder => Resource.DocumentPlaceHolder;

public static string Email => Resource.Email;

public static string EmailError => Resource.EmailError;

public static string EmailPlaceHolder => Resource.EmailPlaceHolder;

public static string Error => Resource.Error;

public static string FirstName => Resource.FirstName;

public static string FirstNameError => Resource.FirstNameError;

public static string FirstNamePlaceHolder => Resource.FirstNamePlaceHolder;

public static string Forgot => Resource.Forgot;

public static string LastName => Resource.LastName;

public static string LastNameError => Resource.LastNameError;

public static string LastNamePlaceHolder => Resource.LastNamePlaceHolder;

public static string Login => Resource.Login;

public static string LoginError => Resource.LoginError;

public static string Password => Resource.Password;

public static string PasswordError => Resource.PasswordError;

public static string PasswordError2 => Resource.PasswordError2;

public static string PasswordError3 => Resource.PasswordError3;

public static string PasswordPlaceHolder => Resource.PasswordPlaceHolder;

public static string PasswordConfirm => Resource.PasswordConfirm;

public static string PasswordConfirmError => Resource.PasswordConfirmError;

public static string PasswordConfirmPlaceHolder => Resource.PasswordConfirmPlaceHolder;

public static string Phone => Resource.Phone;

public static string PhoneError => Resource.PhoneError;

public static string PhonePlaceHolder => Resource.PhonePlaceHolder;

public static string Register => Resource.Register;

public static string Rememberme => Resource.Rememberme;

}

}

1. Modify the **RegisterPage**:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

xmlns:busyindicator="clr-namespace:Syncfusion.SfBusyIndicator.XForms;assembly=Syncfusion.SfBusyIndicator.XForms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.RegisterPage"

BackgroundColor="{StaticResource colorBackgroud}"

Title="{Binding Title}">

<ScrollView>

<AbsoluteLayout>

<StackLayout

AbsoluteLayout.LayoutBounds="0,0,1,1"

AbsoluteLayout.LayoutFlags="All"

Padding="10">

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="Auto"/>

<ColumnDefinition Width="\*"/>

</Grid.ColumnDefinitions>

<Label

Grid.Row="0"

Grid.Column="0"

Text="Document"

VerticalOptions="Center"/>

<Entry

Grid.Row="0"

Grid.Column="1"

Placeholder="Enter your document..."

Text="{Binding Document}"/>

<Label

Grid.Row="1"

Grid.Column="0"

Text="First Name"

VerticalOptions="Center"/>

<Entry

Grid.Row="1"

Grid.Column="1"

Placeholder="Enter your firstname..."

Text="{Binding FirstName}"/>

<Label

Grid.Row="2"

Grid.Column="0"

Text="LastName"

VerticalOptions="Center"/>

<Entry

Grid.Row="2"

Grid.Column="1"

Placeholder="Enter your last name..."

Text="{Binding LastName}"/>

<Label

Grid.Row="3"

Grid.Column="0"

Text="Address"

VerticalOptions="Center"/>

<Entry

Grid.Row="3"

Grid.Column="1"

Placeholder="Enter your address..."

Text="{Binding Address}"/>

<Label

Grid.Row="4"

Grid.Column="0"

Text="Email"

VerticalOptions="Center"/>

<Entry

Grid.Row="4"

Grid.Column="1"

Keyboard="Email"

Placeholder="Enter your email..."

Text="{Binding Email}"/>

<Label

Grid.Row="5"

Grid.Column="0"

Text="Phone"

VerticalOptions="Center"/>

<Entry

Grid.Row="5"

Grid.Column="1"

Placeholder="Enter your phonenumber..."

Text="{Binding Phone}"/>

<Label

Grid.Row="6"

Grid.Column="0"

Text="Password"

VerticalOptions="Center"/>

<Entry

Grid.Row="6"

Grid.Column="1"

IsPassword="True"

Placeholder="Enter your password..."

Text="{Binding Password}"/>

<Label

Grid.Row="7"

Grid.Column="0"

Text="Password Confirm"

VerticalOptions="Center"/>

<Entry

Grid.Row="7"

Grid.Column="1"

IsPassword="True"

Placeholder="Enter the password confirm"

Text="{Binding PasswordConfirm}"/>

</Grid>

<Button

Command="{Binding RegisterCommand}"

IsEnabled="{Binding IsEnabled}"

Text="Register"

VerticalOptions="EndAndExpand"/>

</StackLayout>

<busyindicator:SfBusyIndicator

AnimationType="Gear"

AbsoluteLayout.LayoutBounds=".5,.5,.5,.5"

AbsoluteLayout.LayoutFlags="All"

BackgroundColor="{StaticResource colorSecondary}"

HorizontalOptions="Center"

TextColor="{StaticResource colorFontInverse}"

IsVisible="{Binding IsRunning}"

Title="Loading..."

VerticalOptions="Center"

ViewBoxWidth="80"

ViewBoxHeight="80" />

</AbsoluteLayout>

</ScrollView>

</ContentPage>

1. Add the **RegexHelper** class:

using System;

using System.Net.Mail;

namespace MyVet.Common.Helpers

{

public static class RegexHelper

{

public static bool IsValidEmail(string emailaddress)

{

try

{

var mail = new MailAddress(emailaddress);

return true;

}

catch (FormatException)

{

return false;

}

}

}

}

1. Modify the **RegisterPageViewModel** class:

using System;

using System.Threading.Tasks;

using MyVet.Common.Helpers;

using Prism.Commands;

using Prism.Navigation;

namespace MyVet.Prism.ViewModels

{

public class RegisterPageViewModel : ViewModelBase

{

private bool \_isRunning;

private bool \_isEnabled;

private DelegateCommand \_registerCommand;

public RegisterPageViewModel(INavigationService navigationService) : base(navigationService)

{

Title = "Register new user";

IsEnabled = true;

}

public DelegateCommand RegisterCommand => \_registerCommand ?? (\_registerCommand = new DelegateCommand(Register));

public string Document { get; set; }

public string FirstName { get; set; }

public string LastName { get; set; }

public string Address { get; set; }

public string Email { get; set; }

public string Phone { get; set; }

public string Password { get; set; }

public string PasswordConfirm { get; set; }

public bool IsRunning

{

get => \_isRunning;

set => SetProperty(ref \_isRunning, value);

}

public bool IsEnabled

{

get => \_isEnabled;

set => SetProperty(ref \_isEnabled, value);

}

private async void Register()

{

var isValid = await ValidateData();

if (!isValid)

{

return;

}

}

private async Task<bool> ValidateData()

{

if (string.IsNullOrEmpty(Document))

{

await App.Current.MainPage.DisplayAlert("Error", "You must enter a document.", "Accept");

return false;

}

if (string.IsNullOrEmpty(FirstName))

{

await App.Current.MainPage.DisplayAlert("Error", "You must enter a firsname.", "Accept");

return false;

}

if (string.IsNullOrEmpty(LastName))

{

await App.Current.MainPage.DisplayAlert("Error", "You must enter a lastname.", "Accept");

return false;

}

if (string.IsNullOrEmpty(Address))

{

await App.Current.MainPage.DisplayAlert("Error", "You must enter an address.", "Accept");

return false;

}

if (string.IsNullOrEmpty(Email) || !RegexHelper.IsValidEmail(Email))

{

await App.Current.MainPage.DisplayAlert("Error", "You must enter a valid email.", "Accept");

return false;

}

if (string.IsNullOrEmpty(Phone))

{

await App.Current.MainPage.DisplayAlert("Error", "You must enter a phone.", "Accept");

return false;

}

if (string.IsNullOrEmpty(Password) || Password.Length < 6)

{

await App.Current.MainPage.DisplayAlert("Error", "You must enter a password at least 6 character.", "Accept");

return false;

}

if (string.IsNullOrEmpty(PasswordConfirm))

{

await App.Current.MainPage.DisplayAlert("Error", "You must enter a password confirm.", "Accept");

return false;

}

if (!Password.Equals(PasswordConfirm))

{

await App.Current.MainPage.DisplayAlert("Error", "The password and confirm does not match.", "Accept");

return false;

}

return true;

}

}

}

1. Test it.
2. Verify the API Controller.

1. Add the method **RegisterUserAsync** to interface **IApiService**:

Task<Response<object>> RegisterUserAsync(

string urlBase,

string servicePrefix,

string controller,

UserRequest userRequest);

1. Add the method **RegisterUserAsync** to class **ApiService**:

public async Task<Response<object>> RegisterUserAsync(

string urlBase,

string servicePrefix,

string controller,

UserRequest userRequest)

{

try

{

var request = JsonConvert.SerializeObject(userRequest);

var content = new StringContent(request, Encoding.UTF8, "application/json");

var client = new HttpClient

{

BaseAddress = new Uri(urlBase)

};

var url = $"{servicePrefix}{controller}";

var response = await client.PostAsync(url, content);

var answer = await response.Content.ReadAsStringAsync();

var obj = JsonConvert.DeserializeObject<Response<object>>(answer);

return obj;

}

catch (Exception ex)

{

return new Response<object>

{

IsSuccess = false,

Message = ex.Message,

};

}

}

1. Add the literal for **Ok**.

1. Modify the **RegisterViewModel**:

private async void Register()

{

var isValid = await ValidateData();

if (!isValid)

{

return;

}

IsRunning = true;

IsEnabled = false;

var request = new UserRequest

{

Address = Address,

Document = Document,

Email = Email,

FirstName = FirstName,

LastName = LastName,

Password = Password,

Phone = Phone

};

var url = App.Current.Resources["UrlAPI"].ToString();

var response = await \_apiService.RegisterUserAsync(

url,

"api",

"/Account",

request);

IsRunning = false;

IsEnabled = true;

if (!response.IsSuccess)

{

await App.Current.MainPage.DisplayAlert(

"Error",

response.Message,

"Accept");

return;

}

await App.Current.MainPage.DisplayAlert(

"Ok",

response.Message,

"Accept");

await \_navigationService.GoBackAsync();

}

1. Test it.

## Recover Password From App in Xamarin Forms

1. Add the litertal for **PasswordRecover**.
2. Add the **RememberPasswordPage**:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.RememberPassword"

Title="{Binding Title}">

</ContentPage>

1. Modify the **RememberPasswordViewModel**:

using MyVet.Prism.Helpers;

using Prism.Navigation;

namespace MyVet.Prism.ViewModels

{

public class RememberPasswordViewModel : ViewModelBase

{

public RememberPasswordViewModel(INavigationService navigationService) : base(navigationService)

{

Title = Languages.PasswordRecover;

}

}

}

1. Modify the **LoginViewModel**:

…

private DelegateCommand \_forgotPasswordCommand;

…

public DelegateCommand ForgotPasswordCommand => \_forgotPasswordCommand ?? (\_forgotPasswordCommand = new DelegateCommand(ForgotPassword));

…

private async void ForgotPassword()

{

await \_navigationService.NavigateAsync("RememberPassword");

}

1. Test the navegation.
2. Modify the **RememberPassword** page:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:i18n="clr-namespace:MyVet.Prism.Helpers"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.RememberPassword"

Title="{Binding Title}">

<ScrollView>

<StackLayout

Padding="10">

<Label

Text="{i18n:Translate Email}"/>

<Entry

Keyboard="Email"

Placeholder="{i18n:Translate EmailPlaceHolder}"

Text="{Binding Email}"/>

<ActivityIndicator

IsRunning="{Binding IsRunning}"

VerticalOptions="CenterAndExpand"/>

<Button

Command="{Binding RecoverCommand}"

IsEnabled="{Binding IsEnabled}"

Text="{i18n:Translate PasswordRecover}"/>

</StackLayout>

</ScrollView>

</ContentPage>

1. Add the method **RecoverPasswordAsync** to **IApiService**:

Task<Response> RecoverPasswordAsync(

string urlBase,

string servicePrefix,

string controller,

EmailRequest emailRequest);

1. Add the method **RecoverPasswordAsync** to **ApiService**:

public async Task<Response> RecoverPasswordAsync(

string urlBase,

string servicePrefix,

string controller,

EmailRequest emailRequest)

{

try

{

var request = JsonConvert.SerializeObject(emailRequest);

var content = new StringContent(request, Encoding.UTF8, "application/json");

var client = new HttpClient

{

BaseAddress = new Uri(urlBase)

};

var url = $"{servicePrefix}{controller}";

var response = await client.PostAsync(url, content);

var answer = await response.Content.ReadAsStringAsync();

var obj = JsonConvert.DeserializeObject<Response>(answer);

return obj;

}

catch (Exception ex)

{

return new Response

{

IsSuccess = false,

Message = ex.Message,

};

}

}

1. Modify the **RememberPasswordViewModel**:

using System.Threading.Tasks;

using MyVet.Common.Helpers;

using MyVet.Common.Models;

using MyVet.Common.Services;

using MyVet.Prism.Helpers;

using Prism.Commands;

using Prism.Navigation;

namespace MyVet.Prism.ViewModels

{

public class RememberPasswordViewModel : ViewModelBase

{

private readonly INavigationService \_navigationService;

private readonly IApiService \_apiService;

private bool \_isRunning;

private bool \_isEnabled;

private DelegateCommand \_recoverCommand;

public RememberPasswordViewModel(

INavigationService navigationService,

IApiService apiService) : base(navigationService)

{

\_navigationService = navigationService;

\_apiService = apiService;

Title = Languages.PasswordRecover;

IsEnabled = true;

}

public DelegateCommand RecoverCommand => \_recoverCommand ?? (\_recoverCommand = new DelegateCommand(Recover));

public string Email { get; set; }

public bool IsRunning

{

get => \_isRunning;

set => SetProperty(ref \_isRunning, value);

}

public bool IsEnabled

{

get => \_isEnabled;

set => SetProperty(ref \_isEnabled, value);

}

private async void Recover()

{

var isValid = await ValidateData();

if (!isValid)

{

return;

}

IsRunning = true;

IsEnabled = false;

var request = new EmailRequest

{

Email = Email

};

var url = App.Current.Resources["UrlAPI"].ToString();

var response = await \_apiService.RecoverPasswordAsync(

url,

"/api",

"/Account/RecoverPassword",

request);

IsRunning = false;

IsEnabled = true;

if (!response.IsSuccess)

{

await App.Current.MainPage.DisplayAlert(

Languages.Error,

response.Message,

Languages.Accept);

return;

}

await App.Current.MainPage.DisplayAlert(

Languages.Ok,

response.Message,

Languages.Accept);

await \_navigationService.GoBackAsync();

}

private async Task<bool> ValidateData()

{

if (string.IsNullOrEmpty(Email) || !RegexHelper.IsValidEmail(Email))

{

await App.Current.MainPage.DisplayAlert(Languages.Error, Languages.EmailError, Languages.Accept);

return false;

}

return true;

}

}

}

1. Test it.

## Remember Me functionality

1. Modify the **Settings** class:

using Plugin.Settings;

using Plugin.Settings.Abstractions;

namespace MyVet.Common.Helpers

{

public static class Settings

{

private const string \_token = "Token";

private const string \_owner = "Owner";

private const string \_isRemembered = "IsRemembered";

private static readonly string \_stringDefault = string.Empty;

private static readonly bool \_boolDefault = false;

private static ISettings AppSettings => CrossSettings.Current;

public static string Token

{

get => AppSettings.GetValueOrDefault(\_token, \_stringDefault);

set => AppSettings.AddOrUpdateValue(\_token, value);

}

public static string Owner

{

get => AppSettings.GetValueOrDefault(\_owner, \_stringDefault);

set => AppSettings.AddOrUpdateValue(\_owner, value);

}

public static bool IsRemembered

{

get => AppSettings.GetValueOrDefault(\_isRemembered, \_boolDefault);

set => AppSettings.AddOrUpdateValue(\_isRemembered, value);

}

}

}

1. Modify the **LoginViewModel**:

Settings.Owner = JsonConvert.SerializeObject(owner);

Settings.Token = JsonConvert.SerializeObject(token);

Settings.IsRemembered = IsRemember;

1. Modify the **App.xaml.cs**:

protected override async void OnInitialized()

{

InitializeComponent();

var token = JsonConvert.DeserializeObject<TokenResponse>(Settings.Token);

if (Settings.IsRemembered && token?.Expiration > DateTime.Now)

{

await NavigationService.NavigateAsync("/MyMasterDetail/NavigationPage/Pets");

}

else

{

await NavigationService.NavigateAsync("/NavigationPage/Login");

}

}

1. Modify the **MenuItemViewModel**:

if (PageName.Equals("Login"))

{

Settings.IsRemembered = false;

await \_navigationService.NavigateAsync("/NavigationPage/Login");

return;

}

1. Test it.

## Modify User From App in Xamarin Forms

1. Add a new icon to modify user in menu.
2. Add literals for: **MyProfile**, **MyPets**, **MyAgenda**, **Map** and **Logout**.

public static string Logout => Resource.Logout;

public static string Map => Resource.Map;

public static string MyAgenda => Resource.MyAgenda;

public static string MyPets => Resource.MyPets;

public static string MyProfile => Resource.MyProfile;

1. Add the **Profile** page:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.Profile"

Title="{Binding Title}">

</ContentPage>

1. Modify the **ProfileViewModel** class:

using MyVet.Prism.Helpers;

using Prism.Navigation;

namespace MyVet.Prism.ViewModels

{

public class ProfileViewModel : ViewModelBase

{

public ProfileViewModel(INavigationService navigationService) : base(navigationService)

{

Title = Languages.MyProfile;

}

}

}

1. Modify the method **LoadMenus** in **MyMasterDetailViewModel**:

private void LoadMenus()

{

var menus = new List<Menu>

{

new Menu

{

Icon = "ic\_pets",

PageName = "Pets",

Title = Languages.MyPets

},

new Menu

{

Icon = "ic\_calendar\_today",

PageName = "Agenda",

Title = Languages.MyAgenda

},

new Menu

{

Icon = "ic\_map",

PageName = "Map",

Title = Languages.Map

},

new Menu

{

Icon = "ic\_assignment\_ind",

PageName = "Profile",

Title = Languages.MyProfile

},

new Menu

{

Icon = "ic\_exit\_to\_app",

PageName = "Login",

Title = Languages.Logout

}

};

Menus = new ObservableCollection<MenuItemViewModel>(

menus.Select(m => new MenuItemViewModel(\_navigationService)

{

Icon = m.Icon,

PageName = m.PageName,

Title = m.Title

}).ToList());

}

1. Test the navigation.
2. Add literals for **Save** and **ChangePassword**.

public static string Save => Resource.Save;

public static string ChangePassword => Resource.ChangePassword;

1. Modify the **Profile** page:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:i18n="clr-namespace:MyVet.Prism.Helpers"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.Profile"

Title="{Binding Title}">

<ScrollView>

<StackLayout

Padding="10">

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="Auto"/>

<ColumnDefinition Width="\*"/>

</Grid.ColumnDefinitions>

<Label

Grid.Row="0"

Grid.Column="0"

Text="{i18n:Translate Document}"

VerticalOptions="Center"/>

<Entry

Grid.Row="0"

Grid.Column="1"

Placeholder="{i18n:Translate DocumentPlaceHolder}"

Text="{Binding Owner.Document}"/>

<Label

Grid.Row="1"

Grid.Column="0"

Text="{i18n:Translate FirstName}"

VerticalOptions="Center"/>

<Entry

Grid.Row="1"

Grid.Column="1"

Placeholder="{i18n:Translate FirstNamePlaceHolder}"

Text="{Binding Owner.FirstName}"/>

<Label

Grid.Row="2"

Grid.Column="0"

Text="{i18n:Translate LastName}"

VerticalOptions="Center"/>

<Entry

Grid.Row="2"

Grid.Column="1"

Placeholder="{i18n:Translate LastNamePlaceHolder}"

Text="{Binding Owner.LastName}"/>

<Label

Grid.Row="3"

Grid.Column="0"

Text="{i18n:Translate Address}"

VerticalOptions="Center"/>

<Entry

Grid.Row="3"

Grid.Column="1"

Placeholder="{i18n:Translate AddressPlaceHolder}"

Text="{Binding Owner.Address}"/>

<Label

Grid.Row="4"

Grid.Column="0"

Text="{i18n:Translate Phone}"

VerticalOptions="Center"/>

<Entry

Grid.Row="4"

Grid.Column="1"

Placeholder="{i18n:Translate PhonePlaceHolder}"

Text="{Binding Owner.PhoneNumber}"/>

</Grid>

<ActivityIndicator

IsRunning="{Binding IsRunning}"

VerticalOptions="CenterAndExpand"/>

<StackLayout

Orientation="Horizontal">

<Button

Command="{Binding SaveCommand}"

HorizontalOptions="FillAndExpand"

IsEnabled="{Binding IsEnabled}"

Text="{i18n:Translate Save}"/>

<Button

Command="{Binding ChangePasswordCommand}"

HorizontalOptions="FillAndExpand"

IsEnabled="{Binding IsEnabled}"

Style="{StaticResource SecondaryButton}"

Text="{i18n:Translate ChangePassword}"/>

</StackLayout>

</StackLayout>

</ScrollView>

</ContentPage>

1. Modify the **ProfileViewModel**:

using System.Threading.Tasks;

using MyVet.Common.Helpers;

using MyVet.Common.Models;

using MyVet.Prism.Helpers;

using Newtonsoft.Json;

using Prism.Commands;

using Prism.Navigation;

namespace MyVet.Prism.ViewModels

{

public class ProfileViewModel : ViewModelBase

{

private bool \_isRunning;

private bool \_isEnabled;

private OwnerResponse \_owner;

private DelegateCommand \_saveCommand;

public ProfileViewModel(INavigationService navigationService) : base(navigationService)

{

Title = Languages.MyProfile;

IsEnabled = true;

Owner = JsonConvert.DeserializeObject<OwnerResponse>(Settings.Owner);

}

public DelegateCommand SaveCommand => \_saveCommand ?? (\_saveCommand = new DelegateCommand(Save));

public OwnerResponse Owner

{

get => \_owner;

set => SetProperty(ref \_owner, value);

}

public bool IsRunning

{

get => \_isRunning;

set => SetProperty(ref \_isRunning, value);

}

public bool IsEnabled

{

get => \_isEnabled;

set => SetProperty(ref \_isEnabled, value);

}

private async void Save()

{

var isValid = await ValidateData();

if (!isValid)

{

return;

}

}

private async Task<bool> ValidateData()

{

if (string.IsNullOrEmpty(Owner.Document))

{

await App.Current.MainPage.DisplayAlert(Languages.Error, Languages.DocumentError, Languages.Accept);

return false;

}

if (string.IsNullOrEmpty(Owner.FirstName))

{

await App.Current.MainPage.DisplayAlert(Languages.Error, Languages.FirstNameError, Languages.Accept);

return false;

}

if (string.IsNullOrEmpty(Owner.LastName))

{

await App.Current.MainPage.DisplayAlert(Languages.Error, Languages.LastNameError, Languages.Accept);

return false;

}

if (string.IsNullOrEmpty(Owner.Address))

{

await App.Current.MainPage.DisplayAlert(Languages.Error, Languages.AddressError, Languages.Accept);

return false;

}

return true;

}

}

}

1. Test it, that we do until this point.
2. Add the method **PutAsync** in **IApiService**:

Task<Response> PutAsync<T>(

string urlBase,

string servicePrefix,

string controller,

T model,

string tokenType,

string accessToken);

1. Add the method **PutAsync** in **ApiService**:

public async Task<Response> PutAsync<T>(

string urlBase,

string servicePrefix,

string controller,

T model,

string tokenType,

string accessToken)

{

try

{

var request = JsonConvert.SerializeObject(model);

var content = new StringContent(request, Encoding.UTF8, "application/json");

var client = new HttpClient

{

BaseAddress = new Uri(urlBase)

};

client.DefaultRequestHeaders.Authorization = new AuthenticationHeaderValue(tokenType, accessToken);

var url = $"{servicePrefix}{controller}";

var response = await client.PutAsync(url, content);

var answer = await response.Content.ReadAsStringAsync();

if (!response.IsSuccessStatusCode)

{

return new Response

{

IsSuccess = false,

Message = answer,

};

}

var obj = JsonConvert.DeserializeObject<T>(answer);

return new Response

{

IsSuccess = true,

Result = obj,

};

}

catch (Exception ex)

{

return new Response

{

IsSuccess = false,

Message = ex.Message,

};

}

}

1. Add a literal for **UserUpdated**:

public static string UserUpdated => Resource.UserUpdated;

1. Modify the **ProfileViewModel**:

private async void Save()

{

var isValid = await ValidateData();

if (!isValid)

{

return;

}

IsRunning = true;

IsEnabled = false;

var userRequest = new UserRequest

{

Address = Owner.Address,

Document = Owner.Document,

Email = Owner.Email,

FirstName = Owner.FirstName,

LastName = Owner.LastName,

Password = "123456", // It doesn't matter what is sent here. It is only for the model to be valid

Phone = Owner.PhoneNumber

};

var token = JsonConvert.DeserializeObject<TokenResponse>(Settings.Token);

var url = App.Current.Resources["UrlAPI"].ToString();

var response = await \_apiService.PutAsync(

url,

"/api",

"/Account",

userRequest,

"bearer",

token.Token);

IsRunning = false;

IsEnabled = true;

if (!response.IsSuccess)

{

await App.Current.MainPage.DisplayAlert(

Languages.Error,

response.Message,

Languages.Accept);

return;

}

Settings.Owner = JsonConvert.SerializeObject(Owner);

await App.Current.MainPage.DisplayAlert(

Languages.Ok,

Languages.UserUpdated,

Languages.Accept);

await \_navigationService.GoBackAsync();

}

1. Test it.

## Modify Password From App in Xamarin Forms

1. Add the method **ChangePasswordAsync** in **IApiService**:

Task<Response> ChangePasswordAsync(

string urlBase,

string servicePrefix,

string controller,

ChangePasswordRequest changePasswordRequest,

string tokenType,

string accessToken);

1. Add the method **ChangePasswordAsync** in **ApiService**:

public async Task<Response> ChangePasswordAsync(

string urlBase,

string servicePrefix,

string controller,

ChangePasswordRequest changePasswordRequest,

string tokenType,

string accessToken)

{

try

{

var request = JsonConvert.SerializeObject(changePasswordRequest);

var content = new StringContent(request, Encoding.UTF8, "application/json");

var client = new HttpClient

{

BaseAddress = new Uri(urlBase)

};

client.DefaultRequestHeaders.Authorization = new AuthenticationHeaderValue(tokenType, accessToken);

var url = $"{servicePrefix}{controller}";

var response = await client.PostAsync(url, content);

var answer = await response.Content.ReadAsStringAsync();

var obj = JsonConvert.DeserializeObject<Response>(answer);

return obj;

}

catch (Exception ex)

{

return new Response

{

IsSuccess = false,

Message = ex.Message,

};

}

}

1. Add literals for: **ConfirmNewPassword, ConfirmNewPasswordError, ConfirmNewPasswordPlaceHolder, CurrentPassword, CurrentPasswordError, CurrentPasswordPlaceHolder, NewPassword, NewPasswordError** and **NewPasswordPlaceHolder**.

public static string ConfirmNewPassword => Resource.ConfirmNewPassword;

public static string ConfirmNewPasswordError => Resource.ConfirmNewPasswordError;

public static string ConfirmNewPasswordPlaceHolder => Resource.ConfirmNewPasswordPlaceHolder;

public static string CurrentPassword => Resource.CurrentPassword;

public static string CurrentPasswordError => Resource.CurrentPasswordError;

public static string CurrentPasswordPlaceHolder => Resource.CurrentPasswordPlaceHolder;

public static string NewPassword => Resource.NewPassword;

public static string NewPasswordError => Resource.NewPasswordError;

public static string NewPasswordPlaceHolder => Resource.NewPasswordPlaceHolder;

1. Add the **ChangePasswordPage**:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:i18n="clr-namespace:MyVet.Prism.Helpers"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.ChangePassword"

Title="{Binding Title}">

<ScrollView>

<StackLayout

Padding="10">

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="Auto"/>

<ColumnDefinition Width="\*"/>

</Grid.ColumnDefinitions>

<Label

Grid.Column="0"

Grid.Row="0"

Text="{i18n:Translate CurrentPassword}"

VerticalOptions="Center"/>

<Entry

Grid.Column="1"

Grid.Row="0"

IsPassword="True"

Placeholder="{i18n:Translate CurrentPasswordPlaceHolder}"

Text="{Binding CurrentPassword}"/>

<Label

Grid.Column="0"

Grid.Row="1"

Text="{i18n:Translate NewPassword}"

VerticalOptions="Center"/>

<Entry

Grid.Column="1"

Grid.Row="1"

IsPassword="True"

Placeholder="{i18n:Translate NewPasswordPlaceHolder}"

Text="{Binding NewPassword}"/>

<Label

Grid.Column="0"

Grid.Row="2"

Text="{i18n:Translate ConfirmNewPassword}"

VerticalOptions="Center"/>

<Entry

Grid.Column="1"

Grid.Row="2"

IsPassword="True"

Placeholder="{i18n:Translate ConfirmNewPasswordPlaceHolder}"

Text="{Binding PasswordConfirm}"/>

</Grid>

<ActivityIndicator

IsRunning="{Binding IsRunning}"

VerticalOptions="CenterAndExpand"/>

<Button

Command="{Binding ChangePasswordCommand}"

IsEnabled="{Binding IsEnabled}"

Text="{i18n:Translate ChangePassword}"/>

</StackLayout>

</ScrollView>

</ContentPage>

1. Modify the **ChangePasswordPageViewModel**:

using System.Threading.Tasks;

using MyVet.Common.Services;

using MyVet.Prism.Helpers;

using Prism.Commands;

using Prism.Navigation;

namespace MyVet.Prism.ViewModels

{

public class ChangePasswordPageViewModel : ViewModelBase

{

private readonly INavigationService \_navigationService;

private readonly IApiService \_apiService;

private bool \_isRunning;

private bool \_isEnabled;

private DelegateCommand \_changePasswordCommand;

public ChangePasswordPageViewModel(

INavigationService navigationService,

IApiService apiService) : base(navigationService)

{

\_navigationService = navigationService;

\_apiService = apiService;

IsEnabled = true;

Title = Languages.ChangePassword;

}

public DelegateCommand ChangePasswordCommand => \_changePasswordCommand ?? (\_changePasswordCommand = new DelegateCommand(ChangePassword));

public string CurrentPassword { get; set; }

public string NewPassword { get; set; }

public string PasswordConfirm { get; set; }

public bool IsRunning

{

get => \_isRunning;

set => SetProperty(ref \_isRunning, value);

}

public bool IsEnabled

{

get => \_isEnabled;

set => SetProperty(ref \_isEnabled, value);

}

private async void ChangePassword()

{

var isValid = await ValidateData();

if (!isValid)

{

return;

}

}

private async Task<bool> ValidateData()

{

if (string.IsNullOrEmpty(CurrentPassword))

{

await App.Current.MainPage.DisplayAlert(

Languages.Error,

Languages.CurrentPasswordError,

Languages.Accept);

return false;

}

if (string.IsNullOrEmpty(NewPassword) || NewPassword?.Length < 6)

{

await App.Current.MainPage.DisplayAlert(

Languages.Error,

Languages.NewPasswordError,

Languages.Accept);

return false;

}

if (string.IsNullOrEmpty(PasswordConfirm))

{

await App.Current.MainPage.DisplayAlert(

Languages.Error,

Languages.ConfirmNewPasswordError,

Languages.Accept);

return false;

}

if (!NewPassword.Equals(PasswordConfirm))

{

await App.Current.MainPage.DisplayAlert(

Languages.Error,

Languages.PasswordError3,

Languages.Accept);

return false;

}

return true;

}

}

}

1. Modify the **ProfileViewModel**:

private DelegateCommand \_changePasswordCommand;

…

public DelegateCommand ChangePasswordCommand => \_changePasswordCommand ?? (\_changePasswordCommand = new DelegateCommand(ChangePassword));

…

private async void ChangePassword()

{

await \_navigationService.NavigateAsync("ChangePassword");

}

1. Test it.
2. Modify the **ChangePasswordViewModel**:

private async void ChangePassword()

{

var isValid = await ValidateData();

if (!isValid)

{

return;

}

IsRunning = true;

IsEnabled = false;

var owner = JsonConvert.DeserializeObject<OwnerResponse>(Settings.Owner);

var token = JsonConvert.DeserializeObject<TokenResponse>(Settings.Token);

var request = new ChangePasswordRequest

{

Email = owner.Email,

NewPassword = NewPassword,

OldPassword = CurrentPassword

};

var url = App.Current.Resources["UrlAPI"].ToString();

var response = await \_apiService.ChangePasswordAsync(

url,

"/api",

"/Account/ChangePassword",

request,

"bearer",

token.Token);

IsRunning = false;

IsEnabled = true;

if (!response.IsSuccess)

{

await App.Current.MainPage.DisplayAlert(

Languages.Error,

response.Message,

Languages.Accept);

return;

}

await App.Current.MainPage.DisplayAlert(

Languages.Ok,

response.Message,

Languages.Accept);

await \_navigationService.GoBackAsync();

}

1. Test it.

## App Pet From App & Accessing Camera and Photo Library

1. Add the icon for toolbar **ic\_action\_add\_circle**.
2. Modify the **Pets** page:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.Pets"

BackgroundColor="Silver"

Title="{Binding Title}">

<ContentPage.ToolbarItems>

<ToolbarItem Icon="ic\_action\_add\_circle" Command="{Binding AddPetCommand}"/>

</ContentPage.ToolbarItems>

<StackLayout

Padding="10">

<ListView

1. Modify the **PetsViewModel** class:

private DelegateCommand \_addPetCommand;

…

public DelegateCommand AddPetCommand => \_addPetCommand ?? (\_addPetCommand = new DelegateCommand(AddPet));

…

private async void AddPet()

{

await \_navigationService.NavigateAsync("EditPet");

}

1. Add the **EditPet** page:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.EditPet"

Title="{Binding Title}">

</ContentPage>

1. Add literal for: **NewPet**:

public static string NewPet => Resource.NewPet;

1. Modify the **EditPetViewModel** class:

using MyVet.Prism.Helpers;

using Prism.Navigation;

namespace MyVet.Prism.ViewModels

{

public class EditPetViewModel : ViewModelBase

{

public EditPetViewModel(INavigationService navigationService) : base(navigationService)

{

Title = Languages.NewPet;

}

}

}

1. Test it, that we do until this point.
2. Add literals for: **Delete, EditPet, ChangeImage, Name, NameError, NamePlaceHolder, Race, RaceError, RacePlaceHolder, PetType, PetTypeError, PetTypePlaceHolder, Born** and **Remarks**.

public static string Delete => Resource.Delete;

public static string EditPet => Resource.EditPet;

public static string ChangeImage => Resource.ChangeImage;

public static string Name => Resource.Name;

public static string NameError => Resource.NameError;

public static string NamePlaceHolder => Resource.NamePlaceHolder;

public static string Race => Resource.Race;

public static string RaceError => Resource.RaceError;

public static string RacePlaceHolder => Resource.RacePlaceHolder;

public static string PetType => Resource.PetType;

public static string PetTypeError => Resource.PetTypeError;

public static string PetTypePlaceHolder => Resource.PetTypePlaceHolder;

public static string Born => Resource.Born;

public static string Remarks => Resource.Remarks;

1. Add an image for no image.
2. Add the style **DangerButton**:

<!-- Colors -->

<Color x:Key="ColorPrimary">#2196F3</Color>

<Color x:Key="ColorPrimaryDark">#1976D2</Color>

<Color x:Key="ColorSecondary">#8D07F6</Color>

<Color x:Key="ColorFontInverse">#FFFFFF</Color>

<Color x:Key="ColorFont">#000000</Color>

<Color x:Key="ColorDanger">#D9042B</Color>

<!-- Styles -->

<Style TargetType="Button">

<Setter Property="BackgroundColor" Value="{StaticResource ColorPrimaryDark}" />

<Setter Property="BorderRadius" Value="23" />

<Setter Property="HeightRequest" Value="46" />

<Setter Property="HorizontalOptions" Value="FillAndExpand" />

<Setter Property="TextColor" Value="{StaticResource ColorFontInverse}" />

</Style>

<Style x:Key="SecondaryButton" TargetType="Button">

<Setter Property="BackgroundColor" Value="{StaticResource ColorSecondary}" />

<Setter Property="TextColor" Value="{StaticResource ColorFontInverse}" />

</Style>

<Style x:Key="DangerButton" TargetType="Button">

<Setter Property="BackgroundColor" Value="{StaticResource ColorDanger}" />

<Setter Property="TextColor" Value="{StaticResource ColorFontInverse}" />

</Style>

1. Modify the **EditPet** page:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:i18n="clr-namespace:MyVet.Prism.Helpers"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.EditPet"

Title="{Binding Title}">

<ScrollView>

<StackLayout

Padding="10">

<Image

HeightRequest="150"

Source="{Binding ImageSource}">

<Image.GestureRecognizers>

<TapGestureRecognizer Command="{Binding ChangeImageCommand}"/>

</Image.GestureRecognizers>

</Image>

<Label

FontSize="Micro"

HorizontalOptions="Center"

Text="{i18n:Translate ChangeImage}"/>

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="Auto"/>

<ColumnDefinition Width="\*"/>

</Grid.ColumnDefinitions>

<Grid.RowDefinitions>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

</Grid.RowDefinitions>

<Label

Grid.Column="0"

Grid.Row="0"

Text="{i18n:Translate Name}"

VerticalOptions="Center"/>

<Entry

Grid.Column="1"

Grid.Row="0"

Placeholder="{i18n:Translate NamePlaceHolder}"

Text="{Binding Pet.Name}"/>

<Label

Grid.Column="0"

Grid.Row="1"

Text="{i18n:Translate Race}"

VerticalOptions="Center"/>

<Entry

Grid.Column="1"

Grid.Row="1"

Placeholder="{i18n:Translate RacePlaceHolder}"

Text="{Binding Pet.Race}"/>

<Label

Grid.Column="0"

Grid.Row="2"

Text="{i18n:Translate PetType}"

VerticalOptions="Center"/>

<Picker

Grid.Column="1"

Grid.Row="2"

ItemDisplayBinding="{Binding Name}"

ItemsSource="{Binding PetTypes}"

SelectedItem="{Binding PetType}"

Title="{i18n:Translate PetTypePlaceHolder}"/>

<Label

Grid.Column="0"

Grid.Row="3"

Text="{i18n:Translate Born}"

VerticalOptions="Center"/>

<DatePicker

Grid.Column="1"

Grid.Row="3"

Date="{Binding Pet.Born}"/>

<Label

Grid.Column="0"

Grid.Row="4"

Text="{i18n:Translate Remarks}"

VerticalOptions="Center"/>

<Editor

Grid.Column="1"

Grid.Row="4"

HeightRequest="80"

Text="{Binding Pet.Remarks}"/>

</Grid>

<ActivityIndicator

IsRunning="{Binding IsRunning}"

VerticalOptions="CenterAndExpand"/>

<StackLayout

Orientation="Horizontal">

<Button

Command="{Binding SaveCommand}"

IsEnabled="{Binding IsEnabled}"

Text="{i18n:Translate Save}"/>

<Button

Command="{Binding DeleteCommand}"

IsEnabled="{Binding IsEnabled}"

IsVisible="{Binding IsEdit}"

Style="{StaticResource DangerButton}"

Text="{i18n:Translate Delete}"/>

</StackLayout>

</StackLayout>

</ScrollView>

</ContentPage>

1. Modify the **EditPetPageViewModel** class:

using System;

using MyVet.Common.Models;

using MyVet.Prism.Helpers;

using Prism.Navigation;

using Xamarin.Forms;

namespace MyVet.Prism.ViewModels

{

public class EditPetPageViewModel: ViewModelBase

{

private PetResponse \_pet;

private ImageSource \_imageSource;

private bool \_isRunning;

private bool \_isEnabled;

private bool \_isEdit;

public EditPetPageViewModel(INavigationService navigationService) : base(navigationService)

{

IsEnabled = true;

}

public bool IsRunning

{

get => \_isRunning;

set => SetProperty(ref \_isRunning, value);

}

public bool IsEdit

{

get => \_isEdit;

set => SetProperty(ref \_isEdit, value);

}

public bool IsEnabled

{

get => \_isEnabled;

set => SetProperty(ref \_isEnabled, value);

}

public PetResponse Pet

{

get => \_pet;

set => SetProperty(ref \_pet, value);

}

public ImageSource ImageSource

{

get => \_imageSource;

set => SetProperty(ref \_imageSource, value);

}

public override void OnNavigatedTo(INavigationParameters parameters)

{

base.OnNavigatedTo(parameters);

if (parameters.ContainsKey("pet"))

{

Pet = parameters.GetValue<PetResponse>("pet");

ImageSource = Pet.ImageUrl;

IsEdit = true;

Title = Languages.EditPet;

}

else

{

Title = Languages.NewPet;

Pet = new PetResponse { Born = DateTime.Today };

ImageSource = "noimage";

IsEdit = false;

Title = Languages.NewPet;

}

}

}

}

1. Test it, that we do until this point.
2. Add the model **PetTypeResponse**:

namespace MyVet.Common.Models

{

public class PetTypeResponse

{

public int Id { get; set; }

public string Name { get; set; }

}

}

1. Add the method **GetListAsync** to **IApiService**:

Task<Response> GetListAsync<T>(

string urlBase,

string servicePrefix,

string controller,

string tokenType,

string accessToken);

1. Add the method **GetListAsync** to **ApiService**:

public async Task<Response> GetListAsync<T>(

string urlBase,

string servicePrefix,

string controller,

string tokenType,

string accessToken)

{

try

{

var client = new HttpClient

{

BaseAddress = new Uri(urlBase),

};

client.DefaultRequestHeaders.Authorization = new AuthenticationHeaderValue(tokenType, accessToken);

var url = $"{servicePrefix}{controller}";

var response = await client.GetAsync(url);

var result = await response.Content.ReadAsStringAsync();

if (!response.IsSuccessStatusCode)

{

return new Response

{

IsSuccess = false,

Message = result,

};

}

var list = JsonConvert.DeserializeObject<List<T>>(result);

return new Response

{

IsSuccess = true,

Result = list

};

}

catch (Exception ex)

{

return new Response

{

IsSuccess = false,

Message = ex.Message

};

}

}

1. Modify the **EditPetViewModel**:

private readonly IApiService \_apiService;

…

private ObservableCollection<PetTypeResponse> \_petTypes;

private PetTypeResponse \_petType;

...

public EditPetViewModel(

INavigationService navigationService,

IApiService apiService) : base(navigationService)

{

IsEnabled = true;

\_apiService = apiService;

}

…

public ObservableCollection<PetTypeResponse> PetTypes

{

get => \_petTypes;

set => SetProperty(ref \_petTypes, value);

}

public PetTypeResponse PetType

{

get => \_petType;

set => SetProperty(ref \_petType, value);

}

…

public override void OnNavigatedTo(INavigationParameters parameters)

{

base.OnNavigatedTo(parameters);

if (parameters.ContainsKey("pet"))

{

Pet = parameters.GetValue<PetResponse>("pet");

ImageSource = Pet.ImageUrl;

IsEdit = true;

Title = Languages.EditPet;

}

else

{

Title = Languages.NewPet;

Pet = new PetResponse { Born = DateTime.Today };

ImageSource = "noimage";

IsEdit = false;

Title = Languages.NewPet;

}

LoadPetTypes();

}

private async void LoadPetTypes()

{

IsRunning = true;

IsEnabled = false;

var url = App.Current.Resources["UrlAPI"].ToString();

var token = JsonConvert.DeserializeObject<TokenResponse>(Settings.Token);

var response = await \_apiService.GetListAsync<PetTypeResponse>(url, "/api", "/PetTypes", "bearer", token.Token);

IsRunning = false;

IsEnabled = true;

if (!response.IsSuccess)

{

await App.Current.MainPage.DisplayAlert(Languages.Error, response.Message, Languages.Accept);

return;

}

var petTypes = (List<PetTypeResponse>)response.Result;

PetTypes = new ObservableCollection<PetTypeResponse>(petTypes);

if (!string.IsNullOrEmpty(Pet.PetType))

{

PetType = PetTypes.FirstOrDefault(pt => pt.Name == Pet.PetType);

}

}

1. Test it, that we do until this point.
2. Modify the **Pet** page:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:i18n="clr-namespace:MyVet.Prism.Helpers"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.Pet"

BackgroundColor="Silver"

Title="{Binding Title}">

<StackLayout

Padding="10">

<Frame

CornerRadius="20"

HasShadow="True">

<StackLayout>

<StackLayout

Orientation="Horizontal">

<Image

WidthRequest="180"

Source="{Binding Pet.ImageUrl}"/>

<StackLayout>

<Label

FontAttributes="Bold"

FontSize="Large"

Text="{Binding Pet.Name}"/>

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="\*"/>

<ColumnDefinition Width="\*"/>

</Grid.ColumnDefinitions>

<Grid.RowDefinitions>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

<RowDefinition Height="Auto"/>

</Grid.RowDefinitions>

<Label

Grid.Row="0"

Grid.Column="0"

FontAttributes="Bold"

Text="{i18n:Translate Race}"

VerticalOptions="Center"/>

<Label

Grid.Row="0"

Grid.Column="1"

Text="{Binding Pet.Race}"

VerticalOptions="Center"/>

<Label

Grid.Row="1"

Grid.Column="0"

FontAttributes="Bold"

Text="{i18n:Translate Born}"

VerticalOptions="Center"/>

<Label

Grid.Row="1"

Grid.Column="1"

Text="{Binding Pet.Born, StringFormat='{0:yyyy/MM/dd}'}"

VerticalOptions="Center"/>

<Label

Grid.Row="2"

Grid.Column="0"

FontAttributes="Bold"

Text="{i18n:Translate PetType}"

VerticalOptions="Center"/>

<Label

Grid.Row="2"

Grid.Column="1"

Text="{Binding Pet.PetType}"

VerticalOptions="Center"/>

</Grid>

</StackLayout>

</StackLayout>

<Label

BackgroundColor="White"

Text="{Binding Pet.Remarks}"/>

</StackLayout>

</Frame>

<Button

Command="{Binding EditPetCommand}"

Text="{i18n:Translate EditPet}"/>

<Label

FontAttributes="Bold"

FontSize="Large"

Text="History"

TextColor="Black"/>

<ListView

HasUnevenRows="True"

IsRefreshing="{Binding IsRefreshing}"

ItemsSource="{Binding Histories}">

<ListView.ItemTemplate>

<DataTemplate>

<ViewCell>

<Grid>

<Grid.GestureRecognizers>

<TapGestureRecognizer Command="{Binding SelectHistoryCommand}"/>

</Grid.GestureRecognizers>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="\*"/>

<ColumnDefinition Width="\*"/>

<ColumnDefinition Width="2\*"/>

<ColumnDefinition Width="Auto"/>

</Grid.ColumnDefinitions>

<Label

Grid.Column="0"

Text="{Binding Date, StringFormat='{0:yyyy/MM/dd}'}"

VerticalOptions="Center"/>

<Label

Grid.Column="1"

Text="{Binding ServiceType}"

VerticalOptions="Center"/>

<Label

Grid.Column="2"

Text="{Binding Description}"

VerticalOptions="Center"/>

<Image

Grid.Column="3"

HeightRequest="20"

Margin="0,5"

Source="ic\_chevron\_right"/>

</Grid>

</ViewCell>

</DataTemplate>

</ListView.ItemTemplate>

</ListView>

</StackLayout>

</ContentPage>

1. Modify the **PetViewModel** class:

private DelegateCommand \_editPetCommand;

…

public DelegateCommand EditPetCommand => \_editPetCommand ?? (\_editPetCommand = new DelegateCommand(EditPet));

…

private async void EditPet()

{

var parameters = new NavigationParameters

{

{ "pet", \_pet }

};

await \_navigationService.NavigateAsync("EditPet", parameters);

}

1. Test it, that we do until this point.
2. Make a Commit (to be ensured to roll back) and update all the packages in all Xamarin projects:
3. Run the project to check everything is ok.
4. Add the NuGet **Xam.Plugin.Media** in all Xamarin Forms projects:
5. Run the project again, to check everything is ok, and made a commit.
6. Modify the **MainActivity**:

using Android.App;

using Android.Content.PM;

using Android.OS;

using Android.Runtime;

using Plugin.CurrentActivity;

using Plugin.Permissions;

using Prism;

using Prism.Ioc;

namespace MyVet.Prism.Droid

{

[Activity(

Label = "My Vet",

Icon = "@mipmap/ic\_launcher",

Theme = "@style/MainTheme",

MainLauncher = false,

ConfigurationChanges = ConfigChanges.ScreenSize | ConfigChanges.Orientation)]

public class MainActivity : global::Xamarin.Forms.Platform.Android.FormsAppCompatActivity

{

protected override void OnCreate(Bundle bundle)

{

TabLayoutResource = Resource.Layout.Tabbar;

ToolbarResource = Resource.Layout.Toolbar;

base.OnCreate(bundle);

CrossCurrentActivity.Current.Init(this, bundle);

global::Xamarin.Forms.Forms.Init(this, bundle);

LoadApplication(new App(new AndroidInitializer()));

}

public override void OnRequestPermissionsResult(

int requestCode,

string[] permissions,

[GeneratedEnum] Permission[] grantResults)

{

PermissionsImplementation.Current.OnRequestPermissionsResult(

requestCode,

permissions,

grantResults);

}

}

public class AndroidInitializer : IPlatformInitializer

{

public void RegisterTypes(IContainerRegistry containerRegistry)

{

// Register any platform specific implementations

}

}

}

1. Modify the **AndroidManifest**:

<?xml version="1.0" encoding="utf-8"?>

<manifest xmlns:android="http://schemas.android.com/apk/res/android" android:versionCode="1" android:versionName="1.0" package="com.zulusoftware.myvet" android:installLocation="auto">

<uses-sdk android:minSdkVersion="21" android:targetSdkVersion="28" />

<uses-permission android:name="android.permission.INTERNET" />

<uses-permission android:name="android.permission.ACCESS\_WIFI\_STATE" />

<uses-permission android:name="android.permission.ACCESS\_NETWORK\_STATE" />

<uses-permission android:name="android.permission.CAMERA" />

<uses-permission android:name="android.permission.WRITE\_EXTERNAL\_STORAGE" />

<uses-permission android:name="android.permission.READ\_EXTERNAL\_STORAGE" />

<application android:label="My Vet" android:icon="@mipmap/ic\_launcher">

<provider android:name="android.support.v4.content.FileProvider"

android:authorities="${applicationId}.fileprovider"

android:exported="false"

android:grantUriPermissions="true">

<meta-data android:name="android.support.FILE\_PROVIDER\_PATHS"

android:resource="@xml/file\_paths"></meta-data>

</provider>

</application>

</manifest>

1. Add the folder **xml** inside **Resources** and inside it, add the **file\_paths.xml**:

<?xml version="1.0" encoding="utf-8" ?>

<paths xmlns:android="http://schemas.android.com/apk/res/android">

<external-files-path name="my\_images" path="Pictures" />

<external-files-path name="my\_movies" path="Movies" />

</paths>

1. Modify the **info.plist**:

<key>NSCameraUsageDescription</key>

<string>This app needs access to the camera to take photos.</string>

<key>NSPhotoLibraryUsageDescription</key>

<string>This app needs access to photos.</string>

<key>NSMicrophoneUsageDescription</key>

<string>This app needs access to microphone.</string>

<key>NSPhotoLibraryAddUsageDescription</key>

<string>This app needs access to the photo gallery.</string>

1. Add those literals: **PictureSource, Cancel, FromCamera** and **FromGallery**:

public static string PictureSource => Resource.PictureSource;

public static string Cancel => Resource.Cancel;

public static string FromCamera => Resource.FromCamera;

public static string FromGallery => Resource.FromGallery;

1. Modify in **EditPetViewModel**:

private MediaFile \_file;

private DelegateCommand \_changeImageCommand;

…

public DelegateCommand ChangeImageCommand => \_changeImageCommand ?? (\_changeImageCommand = new DelegateCommand(ChangeImage));

…

private async void ChangeImage()

{

await CrossMedia.Current.Initialize();

var source = await Application.Current.MainPage.DisplayActionSheet(

Languages.PictureSource,

Languages.Cancel,

null,

Languages.FromGallery,

Languages.FromCamera);

if (source == Languages.Cancel)

{

\_file = null;

return;

}

if (source == Languages.FromCamera)

{

\_file = await CrossMedia.Current.TakePhotoAsync(

new StoreCameraMediaOptions

{

Directory = "Sample",

Name = "test.jpg",

PhotoSize = PhotoSize.Small,

}

);

}

else

{

\_file = await CrossMedia.Current.PickPhotoAsync();

}

if (\_file != null)

{

this.ImageSource = ImageSource.FromStream(() =>

{

var stream = \_file.GetStream();

return stream;

});

}

}

1. Test it, that we do until this point.

## GROUP2

1. Fix the **Owners** API controller to send the owner Id:

var response = new OwnerResponse

{

Id = owner.Id,

FirstName = owner.User.FirstName,

1. Re-publish on Azure.
2. Add literals for **CreateEditPetConfirm**, **Created** and **Edited**:

public static string CreateEditPetConfirm => Resource.CreateEditPetConfirm;

public static string Created => Resource.Created;

public static string Edited => Resource.Edited;

1. Add the method **ReadFully** to **FilesHelper**:

public static byte[] ReadFully(Stream input)

{

using (MemoryStream ms = new MemoryStream())

{

input.CopyTo(ms);

return ms.ToArray();

}

}

1. Add those methods to **IApiService**:

Task<Response> PostAsync<T>(

string urlBase,

string servicePrefix,

string controller,

T model,

string tokenType,

string accessToken);

Task<Response> PutAsync<T>(

string urlBase,

string servicePrefix,

string controller,

int id,

T model,

string tokenType,

string accessToken);

1. Add those methods to **ApiService**:

public async Task<Response> PostAsync<T>(

string urlBase,

string servicePrefix,

string controller,

T model,

string tokenType,

string accessToken)

{

try

{

var request = JsonConvert.SerializeObject(model);

var content = new StringContent(request, Encoding.UTF8, "application/json");

var client = new HttpClient

{

BaseAddress = new Uri(urlBase)

};

client.DefaultRequestHeaders.Authorization = new AuthenticationHeaderValue(tokenType, accessToken);

var url = $"{servicePrefix}{controller}";

var response = await client.PostAsync(url, content);

var answer = await response.Content.ReadAsStringAsync();

if (!response.IsSuccessStatusCode)

{

return new Response

{

IsSuccess = false,

Message = answer,

};

}

return new Response

{

IsSuccess = true,

};

}

catch (Exception ex)

{

return new Response

{

IsSuccess = false,

Message = ex.Message,

};

}

}

public async Task<Response> PutAsync<T>(

string urlBase,

string servicePrefix,

string controller,

int id,

T model,

string tokenType,

string accessToken)

{

try

{

var request = JsonConvert.SerializeObject(model);

var content = new StringContent(request, Encoding.UTF8, "application/json");

var client = new HttpClient

{

BaseAddress = new Uri(urlBase)

};

client.DefaultRequestHeaders.Authorization = new AuthenticationHeaderValue(tokenType, accessToken);

var url = $"{servicePrefix}{controller}/{id}";

var response = await client.PutAsync(url, content);

var answer = await response.Content.ReadAsStringAsync();

if (!response.IsSuccessStatusCode)

{

return new Response

{

IsSuccess = false,

Message = answer,

};

}

return new Response

{

IsSuccess = true,

};

}

catch (Exception ex)

{

return new Response

{

IsSuccess = false,

Message = ex.Message,

};

}

}

1. Change the **EditPetViewModel**:

private DelegateCommand \_saveCommand;

…

public DelegateCommand SaveCommand => \_saveCommand ?? (\_saveCommand = new DelegateCommand(Save));

…

private async void Save()

{

var isValid = await ValidateData();

if (!isValid)

{

return;

}

IsRunning = true;

IsEnabled = false;

var url = App.Current.Resources["UrlAPI"].ToString();

var token = JsonConvert.DeserializeObject<TokenResponse>(Settings.Token);

var owner = JsonConvert.DeserializeObject<OwnerResponse>(Settings.Owner);

byte[] imageArray = null;

if (\_file != null)

{

imageArray = FilesHelper.ReadFully(\_file.GetStream());

}

var petRequest = new PetRequest

{

Born = Pet.Born,

Id = Pet.Id,

ImageArray = imageArray,

Name = Pet.Name,

OwnerId = owner.Id,

PetTypeId = PetType.Id,

Race = Pet.Race,

Remarks = Pet.Remarks

};

Response response;

if (IsEdit)

{

response = await \_apiService.PutAsync(url, "/api", "/Pets", petRequest.Id, petRequest, "bearer", token.Token);

}

else

{

response = await \_apiService.PostAsync(url, "/api", "/Pets", petRequest, "bearer", token.Token);

}

IsRunning = false;

IsEnabled = true;

if (!response.IsSuccess)

{

await App.Current.MainPage.DisplayAlert(Languages.Error, response.Message, Languages.Accept);

return;

}

await App.Current.MainPage.DisplayAlert(

Languages.Error,

string.Format(Languages.CreateEditPetConfirm, IsEdit ? Languages.Edited : Languages.Created),

Languages.Accept);

await \_navigationService.GoBackToRootAsync();

}

private async Task<bool> ValidateData()

{

if (string.IsNullOrEmpty(Pet.Name))

{

await App.Current.MainPage.DisplayAlert(Languages.Error, Languages.NameError, Languages.Accept);

return false;

}

if (string.IsNullOrEmpty(Pet.Race))

{

await App.Current.MainPage.DisplayAlert(Languages.Error, Languages.RaceError, Languages.Accept);

return false;

}

if (PetType == null)

{

await App.Current.MainPage.DisplayAlert(Languages.Error, Languages.PetTypeError, Languages.Accept);

return false;

}

return true;

}

1. To fix the update, modify the **PetsViewModel**:

private static PetsViewModel \_instance;

....

public PetsViewModel(

INavigationService navigationService,

IApiService apiService) : base(navigationService)

{

\_instance = this;

\_navigationService = navigationService;

\_apiService = apiService;

Title = "Pets";

LoadPets();

}

…

public static PetsViewModel GetInstance()

{

return \_instance;

}

public async Task UpdateOwner()

{

var url = App.Current.Resources["UrlAPI"].ToString();

var token = JsonConvert.DeserializeObject<TokenResponse>(Settings.Token);

var response = await \_apiService.GetOwnerByEmail(

url,

"/api",

"/Owners/GetOwnerByEmail",

"bearer",

token.Token,

\_owner.Email);

if (response.IsSuccess)

{

var owner = (OwnerResponse)response.Result;

Settings.Owner = JsonConvert.SerializeObject(owner);

\_owner = owner;

LoadPets();

}

}

1. Modify the **EditPetViewModel**:

private async void Save()

{

var isValid = await ValidateData();

if (!isValid)

{

return;

}

IsRunning = true;

IsEnabled = false;

var url = App.Current.Resources["UrlAPI"].ToString();

var token = JsonConvert.DeserializeObject<TokenResponse>(Settings.Token);

var owner = JsonConvert.DeserializeObject<OwnerResponse>(Settings.Owner);

byte[] imageArray = null;

if (\_file != null)

{

imageArray = FilesHelper.ReadFully(\_file.GetStream());

}

var petRequest = new PetRequest

{

Born = Pet.Born,

Id = Pet.Id,

ImageArray = imageArray,

Name = Pet.Name,

OwnerId = owner.Id,

PetTypeId = PetType.Id,

Race = Pet.Race,

Remarks = Pet.Remarks

};

Response response;

if (IsEdit)

{

response = await \_apiService.PutAsync(url, "/api", "/Pets", petRequest.Id, petRequest, "bearer", token.Token);

}

else

{

response = await \_apiService.PostAsync(url, "/api", "/Pets", petRequest, "bearer", token.Token);

}

if (!response.IsSuccess)

{

IsRunning = false;

IsEnabled = true;

await App.Current.MainPage.DisplayAlert(Languages.Error, response.Message, Languages.Accept);

return;

}

await PetsViewModel.GetInstance().UpdateOwner();

IsRunning = false;

IsEnabled = true;

await App.Current.MainPage.DisplayAlert(

Languages.Ok,

string.Format(Languages.CreateEditPetConfirm, IsEdit ? Languages.Edited : Languages.Created),

Languages.Accept);

await \_navigationService.GoBackToRootAsync();

}

1. Test it, that we do until this point.
2. Add the method **DeletePet** to **Pets** API controller:

[HttpDelete("{id}")]

public async Task<IActionResult> DeletePet([FromRoute] int id)

{

if (!ModelState.IsValid)

{

return this.BadRequest(ModelState);

}

var pet = await \_dataContext.Pets

.Include(p => p.Histories)

.FirstOrDefaultAsync(p => p.Id == id);

if (pet == null)

{

return this.NotFound();

}

if (pet.Histories.Count > 0)

{

BadRequest("The pet can't be deleted because it has history.");

}

\_dataContext.Pets.Remove(pet);

await \_dataContext.SaveChangesAsync();

return Ok("Pet deleted");

}

1. Re-publish on Azure.
2. Add listerals for: **Confirm**, **QuestionToDeletePet**, **Yes** and **No**:

public static string Confirm => Resource.Confirm;

public static string QuestionToDeletePet => Resource.QuestionToDeletePet;

public static string Yes => Resource.Yes;

public static string No => Resource.No;

1. Add the method **DeleteAsync** to **IApiService**:

Task<Response> DeleteAsync(

string urlBase,

string servicePrefix,

string controller,

int id,

string tokenType,

string accessToken);

1. Add the method **DeleteAsync** to **ApiService**:

public async Task<Response> DeleteAsync(

string urlBase,

string servicePrefix,

string controller,

int id,

string tokenType,

string accessToken)

{

try

{

var client = new HttpClient

{

BaseAddress = new Uri(urlBase)

};

client.DefaultRequestHeaders.Authorization = new AuthenticationHeaderValue(tokenType, accessToken);

var url = $"{servicePrefix}{controller}/{id}";

var response = await client.DeleteAsync(url);

var answer = await response.Content.ReadAsStringAsync();

if (!response.IsSuccessStatusCode)

{

return new Response

{

IsSuccess = false,

Message = answer,

};

}

return new Response

{

IsSuccess = true

};

}

catch (Exception ex)

{

return new Response

{

IsSuccess = false,

Message = ex.Message,

};

}

}

1. Modify the **EditPetViewModel**:

private DelegateCommand \_deleteCommand;

…

public DelegateCommand DeleteCommand => \_deleteCommand ?? (\_deleteCommand = new DelegateCommand(Delete));

…

private async void Delete()

{

var answer = await App.Current.MainPage.DisplayAlert(

Languages.Confirm,

Languages.QuestionToDeletePet,

Languages.Yes,

Languages.No);

if (!answer)

{

return;

}

IsRunning = true;

IsEnabled = false;

var url = App.Current.Resources["UrlAPI"].ToString();

var token = JsonConvert.DeserializeObject<TokenResponse>(Settings.Token);

var response = await \_apiService.DeleteAsync(url, "/api", "/Pets", Pet.Id, "bearer", token.Token);

if (!response.IsSuccess)

{

IsRunning = false;

IsEnabled = true;

await App.Current.MainPage.DisplayAlert(Languages.Error, response.Message, Languages.Accept);

return;

}

await PetsViewModel.GetInstance().UpdateOwner();

IsRunning = false;

IsEnabled = true;

await \_navigationService.GoBackToRootAsync();

}

1. Test it.
2. Finally, modify the **Pets** page:

<ListView

HasUnevenRows="True"

SeparatorVisibility="None"

IsPullToRefreshEnabled="True"

RefreshCommand="{Binding RefreshPetsCommand}"

IsRefreshing="{Binding IsRefreshing}"

ItemsSource="{Binding Pets}">

1. And modify the **PetsViewModel**:

private DelegateCommand \_refreshPetsCommand;

....

public DelegateCommand RefreshPetsCommand => \_refreshPetsCommand ?? (\_refreshPetsCommand = new DelegateCommand(RefreshPets));

…

private async void RefreshPets()

{

IsRefreshing = true;

await UpdateOwner();

IsRefreshing = false;

}

1. Test it.

## Show My Agenda

1. Add the property **DateLocal** to **AgendaResponse**:

public DateTime DateLocal => Date.ToLocalTime();

1. Add the method **GetAgendaForOwner** to **IApiService**:

Task<Response> GetAgendaForOwner(

string urlBase,

string servicePrefix,

string controller,

string email,

string tokenType,

string accessToken);

1. Add the method **GetAgendaForOwner** to **ApiService**:

public async Task<Response> GetAgendaForOwner(

string urlBase,

string servicePrefix,

string controller,

string email,

string tokenType,

string accessToken)

{

try

{

var model = new EmailRequest { Email = email };

var request = JsonConvert.SerializeObject(model);

var content = new StringContent(request, Encoding.UTF8, "application/json");

var client = new HttpClient

{

BaseAddress = new Uri(urlBase)

};

client.DefaultRequestHeaders.Authorization = new AuthenticationHeaderValue(tokenType, accessToken);

var url = $"{servicePrefix}{controller}";

var response = await client.PostAsync(url, content);

var answer = await response.Content.ReadAsStringAsync();

if (!response.IsSuccessStatusCode)

{

return new Response

{

IsSuccess = false,

Message = answer,

};

}

var agenda = JsonConvert.DeserializeObject<List<AgendaResponse>>(answer);

return new Response

{

IsSuccess = true,

Result = agenda

};

}

catch (Exception ex)

{

return new Response

{

IsSuccess = false,

Message = ex.Message,

};

}

}

1. Add the class **AgendaItemViewModel**:

using MyVet.Common.Models;

namespace MyVet.Prism.ViewModels

{

public class AgendaItemViewModel : AgendaResponse

{

}

}

1. Add the **Agenda** page:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

prism:ViewModelLocator.AutowireViewModel="True"

BackgroundColor="Silver"

x:Class="MyVet.Prism.Views.Agenda"

Title="{Binding Title}">

<StackLayout

Padding="10">

<ListView

HasUnevenRows="True"

SeparatorVisibility="None"

IsPullToRefreshEnabled="True"

RefreshCommand="{Binding RefreshPetsCommand}"

IsRefreshing="{Binding IsRefreshing}"

ItemsSource="{Binding Agenda}">

<ListView.ItemTemplate>

<DataTemplate>

<ViewCell>

<Frame

CornerRadius="20"

HasShadow="True"

Margin="0,0,0,5">

<Frame.GestureRecognizers>

<TapGestureRecognizer Command="{Binding SelectAgendaCommand}"/>

</Frame.GestureRecognizers>

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition Width="\*"/>

<ColumnDefinition Width="\*"/>

<ColumnDefinition Width="\*"/>

<ColumnDefinition Width="Auto"/>

</Grid.ColumnDefinitions>

<Label

Grid.Column="0"

Text="{Binding DateLocal, StringFormat='{0:yyyy/MM/dd HH:mm}'}"

TextColor="Black">

</Label>

<Label

Grid.Column="1"

FontAttributes="Bold"

Text="{Binding Owner.FullName}"

TextColor="Black">

</Label>

<Label

Grid.Column="2"

Text="{Binding Pet.Name}"

TextColor="Black">

</Label>

<Image

Grid.Column="3"

Source="ic\_chevron\_right">

</Image>

</Grid>

</Frame>

</ViewCell>

</DataTemplate>

</ListView.ItemTemplate>

</ListView>

</StackLayout>

</ContentPage>

1. Modify the **AgendaViewModel**:

using System.Collections.Generic;

using System.Collections.ObjectModel;

using System.Linq;

using MyVet.Common.Helpers;

using MyVet.Common.Models;

using MyVet.Common.Services;

using MyVet.Prism.Helpers;

using Newtonsoft.Json;

using Prism.Commands;

using Prism.Navigation;

namespace MyVet.Prism.ViewModels

{

public class AgendaViewModel : ViewModelBase

{

private readonly IApiService \_apiService;

private ObservableCollection<AgendaItemViewModel> \_agenda;

private bool \_isRefreshing;

private DelegateCommand \_refreshPetsCommand;

public AgendaViewModel(

INavigationService navigationService,

IApiService apiService) : base(navigationService)

{

Title = "Agenda";

\_apiService = apiService;

LoadAgenda();

}

public DelegateCommand RefreshPetsCommand => \_refreshPetsCommand ?? (\_refreshPetsCommand = new DelegateCommand(LoadAgenda));

public ObservableCollection<AgendaItemViewModel> Agenda

{

get => \_agenda;

set => SetProperty(ref \_agenda, value);

}

public bool IsRefreshing

{

get => \_isRefreshing;

set => SetProperty(ref \_isRefreshing, value);

}

private async void LoadAgenda()

{

IsRefreshing = true;

var url = App.Current.Resources["UrlAPI"].ToString();

var token = JsonConvert.DeserializeObject<TokenResponse>(Settings.Token);

var owner = JsonConvert.DeserializeObject<OwnerResponse>(Settings.Owner);

var response = await \_apiService.GetAgendaForOwner(url, "/api", "/Agenda/GetAgendaForOwner", owner.Email, "bearer", token.Token);

if (!response.IsSuccess)

{

IsRefreshing = false;

await App.Current.MainPage.DisplayAlert(Languages.Error, response.Message, Languages.Accept);

return;

}

var myAgenda = (List<AgendaResponse>)response.Result;

Agenda = new ObservableCollection<AgendaItemViewModel>(myAgenda.Select(a => new AgendaItemViewModel

{

Date = a.Date,

Id = a.Id,

IsAvailable = a.IsAvailable,

Owner = a.Owner,

Pet = a.Pet,

Remarks = a.Remarks

}).ToList());

IsRefreshing = false;

}

}

}

1. Add literal for **AssignModifyAgenda**:

public static string AssignModifyAgenda => Resource.AssignModifyAgenda;

1. Add the **AssignModifyAgenda** page:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.AssignModifyAgenda"

Title="{Binding Title}">

</ContentPage>

1. Modify the **AssignModifyAgendaViewModel**:

using MyVet.Prism.Helpers;

using Prism.Navigation;

namespace MyVet.Prism.ViewModels

{

public class AssignModifyAgendaViewModel : ViewModelBase

{

public AssignModifyAgendaViewModel(

INavigationService navigationService) : base(navigationService)

{

Title = Languages.AssignModifyAgenda;

}

}

}

1. Modify the **AgendaItemViewModel**:

using MyVet.Common.Helpers;

using MyVet.Common.Models;

using Newtonsoft.Json;

using Prism.Commands;

using Prism.Navigation;

namespace MyVet.Prism.ViewModels

{

public class AgendaItemViewModel : AgendaResponse

{

private readonly INavigationService \_navigationService;

private DelegateCommand \_selectAgendaCommand;

public AgendaItemViewModel(INavigationService navigationService)

{

\_navigationService = navigationService;

}

public DelegateCommand SelectAgendaCommand => \_selectAgendaCommand ?? (\_selectAgendaCommand = new DelegateCommand(SelectAgenda));

private async void SelectAgenda()

{

var owner = JsonConvert.DeserializeObject<OwnerResponse>(Settings.Owner);

if (!IsAvailable && Owner.Id != owner.Id)

{

return;

}

var parameters = new NavigationParameters

{

{ "Agenda", this }

};

await \_navigationService.NavigateAsync("AssignModifyAgenda", parameters);

}

}

}

1. Test it that we do until this moment.
2. Add literal for **Assign**:

public static string Assign => Resource.Assign;

1. Modify the **AssignModifyAgenda**:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:i18n="clr-namespace:MyVet.Prism.Helpers"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.AssignModifyAgenda"

Title="{Binding Title}">

<StackLayout

Padding="10">

<Label

Text="{i18n:Translate AgendaFor}"/>

<Label

FontAttributes="Bold"

FontSize="Medium"

Text="{Binding Agenda.Date, StringFormat='{0:yyyy/MM/dd HH:mm}'}"/>

<Label

Text="{i18n:Translate Pet}"/>

<Picker

ItemDisplayBinding="{Binding Name}"

ItemsSource="{Binding Pets}"

SelectedItem="{Binding Pet}"

Title="{i18n:Translate PetPlaceHolder}"/>

<Label

Text="{i18n:Translate Remarks}"/>

<Editor

HeightRequest="70"

Text="{Binding Agenda.Remarks}"/>

<ActivityIndicator

IsRunning="{Binding IsRunning}"

VerticalOptions="CenterAndExpand"/>

<StackLayout

Orientation="Horizontal">

<Button

Command="{Binding AssignCommand}"

HorizontalOptions="FillAndExpand"

IsEnabled="{Binding IsEnabled}"

Text="{i18n:Translate Assign}"/>

<Button

Command="{Binding CancelCommand}"

HorizontalOptions="FillAndExpand"

IsEnabled="{Binding IsEnabled}"

Style="{StaticResource SecondaryButton}"

Text="{i18n:Translate Cancel}"/>

</StackLayout>

</StackLayout>

</ContentPage>

1. Modify the **AssignModifyAgendaViewModel**:

using System.Collections.ObjectModel;

using System.Linq;

using MyVet.Common.Models;

using MyVet.Prism.Helpers;

using Prism.Navigation;

namespace MyVet.Prism.ViewModels

{

public class AssignModifyAgendaViewModel : ViewModelBase

{

private AgendaResponse \_agenda;

private PetResponse \_pet;

private ObservableCollection<PetResponse> \_pets;

private bool \_isRunning;

private bool \_isEnabled;

public AssignModifyAgendaViewModel(

INavigationService navigationService) : base(navigationService)

{

Title = Languages.AssignModifyAgenda;

IsEnabled = true;

}

public AgendaResponse Agenda

{

get => \_agenda;

set => SetProperty(ref \_agenda, value);

}

public PetResponse Pet

{

get => \_pet;

set => SetProperty(ref \_pet, value);

}

public ObservableCollection<PetResponse> Pets

{

get => \_pets;

set => SetProperty(ref \_pets, value);

}

public bool IsRunning

{

get => \_isRunning;

set => SetProperty(ref \_isRunning, value);

}

public bool IsEnabled

{

get => \_isEnabled;

set => SetProperty(ref \_isEnabled, value);

}

public override void OnNavigatedTo(INavigationParameters parameters)

{

base.OnNavigatedTo(parameters);

if (parameters.ContainsKey("Agenda"))

{

Agenda = parameters.GetValue<AgendaResponse>("Agenda");

LoadPets();

}

}

private void LoadPets()

{

var owner = JsonConvert.DeserializeObject<OwnerResponse>(Settings.Owner);

Pets = new ObservableCollection<PetResponse>(owner.Pets);

Pet = Pets.FirstOrDefault(p => p.Id == \_agenda.Pet.Id);

}

}

}

1. Test it that we do until this moment.
2. Add a literal for **CancelAgendaMessage**:

public static string CancelAgendaMessage => Resource.CancelAgendaMessage;

1. Modify the **AssignModifyAgendaViewModel**:

private readonly INavigationService \_navigationService;

private readonly IApiService \_apiService;

private DelegateCommand \_assignCommand;

private DelegateCommand \_cancelCommand;

…

public AssignModifyAgendaViewModel(

INavigationService navigationService,

IApiService apiService) : base(navigationService)

{

\_navigationService = navigationService;

\_apiService = apiService;

Title = Languages.AssignModifyAgenda;

IsEnabled = true;

}

…

public DelegateCommand AssignCommand => \_assignCommand ?? (\_assignCommand = new DelegateCommand(Assign));

public DelegateCommand CancelCommand => \_cancelCommand ?? (\_cancelCommand = new DelegateCommand(Cancel));

...

private async void Assign()

{

var isValid = await ValidateData();

if (!isValid)

{

return;

}

IsRunning = true;

IsEnabled = false;

var url = App.Current.Resources["UrlAPI"].ToString();

var token = JsonConvert.DeserializeObject<TokenResponse>(Settings.Token);

var owner = JsonConvert.DeserializeObject<OwnerResponse>(Settings.Owner);

var request = new AssignRequest

{

AgendaId = Agenda.Id,

OwnerId = owner.Id,

PetId = Pet.Id,

Remarks = Agenda.Remarks

};

var response = await \_apiService.PostAsync(url, "/api", "/Agenda/AssignAgenda", request, "bearer", token.Token);

IsRunning = false;

IsEnabled = true;

if (!response.IsSuccess)

{

await App.Current.MainPage.DisplayAlert(Languages.Error, response.Message, Languages.Accept);

return;

}

var parameters = new NavigationParameters

{

{ "Refresh", true }

};

await \_navigationService.GoBackAsync(parameters);

}

private async Task<bool> ValidateData()

{

if (Pet == null)

{

await App.Current.MainPage.DisplayAlert(Languages.Error, Languages.PetError, Languages.Accept);

return false;

}

return true;

}

private async void Cancel()

{

var answer = await App.Current.MainPage.DisplayAlert(

Languages.Confirm,

Languages.CancelAgendaMessage,

Languages.Yes,

Languages.No);

if(!answer)

{

return;

}

IsRunning = true;

IsEnabled = false;

var request = new UnAssignRequest { AgendaId = Agenda.Id };

var url = App.Current.Resources["UrlAPI"].ToString();

var token = JsonConvert.DeserializeObject<TokenResponse>(Settings.Token);

var response = await \_apiService.PostAsync(url, "/api", "/Agenda/UnAssignAgenda", request, "bearer", token.Token);

IsRunning = false;

IsEnabled = true;

if (!response.IsSuccess)

{

await App.Current.MainPage.DisplayAlert(Languages.Error, response.Message, Languages.Accept);

return;

}

var parameters = new NavigationParameters

{

{ "Refresh", true }

};

await \_navigationService.GoBackAsync(parameters);

}

1. Modify the **AgendaViewModel**:

public override void OnNavigatedTo(INavigationParameters parameters)

{

base.OnNavigatedTo(parameters);

if (parameters.ContainsKey("Refresh"))

{

LoadAgenda();

}

}

1. Test it.

## Show the map and move to current location

1. Update the NuGet **Xamarin.Forms** packages in all mobility projects.
2. Add the NuGet **Xamarin.Forms.Maps** to all mobility projects.
3. Add the NuGet **Xam.Plugin.Geolocator** to all mobility projects and **Common** project.
4. Get a key for your maps in Google Service: https://developers.google.com/maps/?hl=es-419

1. Modify the **AndroidManifest.xml** (replace the key for your own map key):

<?xml version="1.0" encoding="utf-8"?>

<manifest xmlns:android="http://schemas.android.com/apk/res/android" android:versionCode="1" android:versionName="1.0" package="com.zulusoftware.myvet" android:installLocation="auto">

<uses-sdk android:minSdkVersion="21" android:targetSdkVersion="28" />

<uses-permission android:name="android.permission.INTERNET" />

<uses-permission android:name="android.permission.ACCESS\_WIFI\_STATE" />

<uses-permission android:name="android.permission.ACCESS\_NETWORK\_STATE" />

<uses-permission android:name="android.permission.CAMERA" />

<uses-permission android:name="android.permission.WRITE\_EXTERNAL\_STORAGE" />

<uses-permission android:name="android.permission.READ\_EXTERNAL\_STORAGE" />

<uses-permission android:name="android.permission.ACCESS\_MOCK\_LOCATION" />

<uses-permission android:name="android.permission.ACCESS\_LOCATION\_EXTRA\_COMMANDS" />

<uses-permission android:name="android.permission.ACCESS\_FINE\_LOCATION" />

<uses-permission android:name="android.permission.ACCESS\_COARSE\_LOCATION" />

<application android:label="My Vet" android:icon="@mipmap/ic\_launcher">

<meta-data

android:name="com.google.android.maps.v2.API\_KEY"

android:value="AIzaSyAtxvXVhbzV9OTwZh8UxVsW2A58WYf-Btc" />

<provider android:name="android.support.v4.content.FileProvider"

android:authorities="${applicationId}.fileprovider"

android:exported="false"

android:grantUriPermissions="true">

<meta-data android:name="android.support.FILE\_PROVIDER\_PATHS"

android:resource="@xml/file\_paths"></meta-data>

</provider>

</application>

</manifest>

1. Modify the **info.plist**:

<key>NSLocationAlwaysUsageDescription</key>

<string>Can we use your location at all times?</string>

<key>NSLocationWhenInUseUsageDescription</key>

<string>Can we use your location when your app is being used?</string>

<key>NSLocationAlwaysAndWhenInUseUsageDescription</key>

<string>Can we use your location at all times?</string>

1. Modify the **MainActivity**:

protected override void OnCreate(Bundle bundle)

{

TabLayoutResource = Resource.Layout.Tabbar;

ToolbarResource = Resource.Layout.Toolbar;

base.OnCreate(bundle);

CrossCurrentActivity.Current.Init(this, bundle);

global::Xamarin.Forms.Forms.Init(this, bundle);

Xamarin.FormsMaps.Init(this, bundle);

LoadApplication(new App(new AndroidInitializer()));

}

1. Modify the **AppDelegate**:

public override bool FinishedLaunching(UIApplication app, NSDictionary options)

{

global::Xamarin.Forms.Forms.Init();

Xamarin.FormsMaps.Init();

LoadApplication(new App(new iOSInitializer()));

return base.FinishedLaunching(app, options);

}

1. Modify the **Maps** page:

<?xml version="1.0" encoding="utf-8" ?>

<ContentPage xmlns="http://xamarin.com/schemas/2014/forms"

xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml"

xmlns:prism="clr-namespace:Prism.Mvvm;assembly=Prism.Forms"

xmlns:maps="clr-namespace:Xamarin.Forms.Maps;assembly=Xamarin.Forms.Maps"

prism:ViewModelLocator.AutowireViewModel="True"

x:Class="MyVet.Prism.Views.Map"

Title="{Binding Title}">

<StackLayout>

<maps:Map

x:Name="MyMap"

IsShowingUser="true"

MapType="Street"/>

</StackLayout>

</ContentPage>

1. Test it.
2. Add the **IGeolocatorService**:

using System.Threading.Tasks;

namespace MyVet.Common.Services

{

public interface IGeolocatorService

{

double Latitude { get; set; }

double Longitude { get; set; }

Task GetLocationAsync();

}

}

1. Add the **GeolocatorService**:

using System;

using System.Threading.Tasks;

using Plugin.Geolocator;

namespace MyVet.Common.Services

{

public class GeolocatorService : IGeolocatorService

{

public double Latitude { get; set; }

public double Longitude { get; set; }

public async Task GetLocationAsync()

{

try

{

var locator = CrossGeolocator.Current;

locator.DesiredAccuracy = 50;

var location = await locator.GetPositionAsync();

Latitude = location.Latitude;

Longitude = location.Longitude;

}

catch (Exception ex)

{

ex.ToString();

}

}

}

}

1. Setup the injection for the new service on **App.xaml.cs**:

protected override void RegisterTypes(IContainerRegistry containerRegistry)

{

containerRegistry.Register<IApiService, ApiService>();

containerRegistry.Register<IGeolocatorService, GeolocatorService>();

containerRegistry.RegisterForNavigation<NavigationPage>();

containerRegistry.RegisterForNavigation<Login, LoginViewModel>();

containerRegistry.RegisterForNavigation<Pets, PetsViewModel>();

containerRegistry.RegisterForNavigation<Pet, PetViewModel>();

containerRegistry.RegisterForNavigation<History, HistoryViewModel>();

containerRegistry.RegisterForNavigation<MyMasterDetail, MyMasterDetailViewModel>();

containerRegistry.RegisterForNavigation<Agenda, AgendaViewModel>();

containerRegistry.RegisterForNavigation<Map, MapViewModel>();

containerRegistry.RegisterForNavigation<Register, RegisterViewModel>();

containerRegistry.RegisterForNavigation<RememberPassword, RememberPasswordViewModel>();

containerRegistry.RegisterForNavigation<Profile, ProfileViewModel>();

containerRegistry.RegisterForNavigation<ChangePassword, ChangePasswordViewModel>();

containerRegistry.RegisterForNavigation<EditPet, EditPetViewModel>();

containerRegistry.RegisterForNavigation<AssignModifyAgenda, AssignModifyAgendaViewModel>();

}

1. Modify the **Map.xaml.cs**:

using MyVet.Common.Services;

using Xamarin.Forms;

using Xamarin.Forms.Maps;

namespace MyVet.Prism.Views

{

public partial class Map : ContentPage

{

private readonly IGeolocatorService \_geolocatorService;

public Map(IGeolocatorService geolocatorService)

{

InitializeComponent();

\_geolocatorService = geolocatorService;

MoveMapToCurrentPositionAsync();

}

private async void MoveMapToCurrentPositionAsync()

{

await \_geolocatorService.GetLocationAsync();

if (\_geolocatorService.Latitude != 0 && \_geolocatorService.Longitude != 0)

{

var position = new Position(

\_geolocatorService.Latitude,

\_geolocatorService.Longitude);

MyMap.MoveToRegion(MapSpan.FromCenterAndRadius(

position,

Distance.FromKilometers(.5)));

}

}

}

}

1. Test it.

## Put pins in map

1. Modify the entity **User** to storage latitude and longitude:

[DisplayFormat(DataFormatString = "{0:N6}")]

public double Latitude { get; set; }

[DisplayFormat(DataFormatString = "{0:N6}")]

public double Longitude { get; set; }

1. Save and run the command to add the new migration and update the database:

PM> add-migration AddLatLong

PM> update-database

1. Modify the Index Owners view to show the new fields:

<th>

@Html.DisplayNameFor(model => model.FirstOrDefault().User.PhoneNumber)

</th>

<th>

@Html.DisplayNameFor(model => model.FirstOrDefault().User.Latitude)

</th>

<th>

@Html.DisplayNameFor(model => model.FirstOrDefault().User.Longitude)

</th>

<th>

Pets

</th>

…

<td>

@Html.DisplayFor(modelItem => item.User.PhoneNumber)

</td>

<td>

@Html.DisplayFor(modelItem => item.User.Latitude)

</td>

<td>

@Html.DisplayFor(modelItem => item.User.Longitude)

</td>

<td>

@Html.DisplayFor(modelItem => item.Pets.Count)

</td>

1. Modify the **EditUserViewModel** to add the new properties:

public double Latitude { get; set; }

public double Longitude { get; set; }

1. Modify the partial shared view **\_User** to add the new properties:

<div class="form-group">

<label asp-for="PhoneNumber" class="control-label"></label>

<input asp-for="PhoneNumber" class="form-control" />

<span asp-validation-for="PhoneNumber" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Latitude" class="control-label"></label>

<input asp-for="Latitude" class="form-control" />

<span asp-validation-for="Latitude" class="text-danger"></span>

</div>

<div class="form-group">

<label asp-for="Longitude" class="control-label"></label>

<input asp-for="Longitude" class="form-control" />

<span asp-validation-for="Longitude" class="text-danger"></span>

</div>

1. Modify the method **AddUser**:

var user = new User

{

Address = view.Address,

Document = view.Document,

Email = view.Username,

FirstName = view.FirstName,

LastName = view.LastName,

PhoneNumber = view.PhoneNumber,

UserName = view.Username,

Latitude = view.Latitude,

Longitude = view.Longitude

};

1. Modify the method get to Edit User:

var view = new EditUserViewModel

{

Address = owner.User.Address,

Document = owner.User.Document,

FirstName = owner.User.FirstName,

Id = owner.Id,

LastName = owner.User.LastName,

PhoneNumber = owner.User.PhoneNumber,

Latitude = owner.User.Latitude,

Longitude = owner.User.Longitude

};

1. Modify the method pots to Edit User:

owner.User.PhoneNumber = view.PhoneNumber;

owner.User.Latitude = view.Latitude;

owner.User.Longitude = view.Longitude;

1. Test it, and set positions near to latitude 6 and longitude -75.
2. Add the properties to **OwnerResponse**:

public string Email { get; set; }

public double Latitude { get; set; }

public double Longitude { get; set; }

public ICollection<PetResponse> Pets { get; set; }

1. Add this method to **OwnersController** API:

[HttpGet]

public async Task<IActionResult> GetOwners()

{

var owners = await \_dataContext.Owners

.Include(o => o.User)

.Include(o => o.Pets)

.ThenInclude(p => p.PetType)

.ToListAsync();

var response = new List<OwnerResponse>(owners.Select(o => new OwnerResponse

{

Id = o.Id,

Latitude = o.User.Latitude,

Longitude = o.User.Longitude,

FirstName = o.User.FirstName,

LastName = o.User.LastName,

Address = o.User.Address,

Document = o.User.Document,

Email = o.User.Email,

PhoneNumber = o.User.PhoneNumber,

Pets = o.Pets.Select(p => new PetResponse

{

Born = p.Born,

Id = p.Id,

ImageUrl = p.ImageFullPath,

Name = p.Name,

Race = p.Race,

Remarks = p.Remarks,

PetType = p.PetType.Name

}).ToList()

}).ToList());

return Ok(response);

}

1. Publish the changes on Azure.
2. Modify the **Map.xaml.cs**:

private readonly IGeolocatorService \_geolocatorService;

…

public Map(

IGeolocatorService geolocatorService,

IApiService apiService)

{

InitializeComponent();

\_geolocatorService = geolocatorService;

\_apiService = apiService;

MoveMapToCurrentPositionAsync();

ShowOwners();

}

…

private async void ShowOwners()

{

var url = App.Current.Resources["UrlAPI"].ToString();

var token = JsonConvert.DeserializeObject<TokenResponse>(Settings.Token);

var response = await \_apiService.GetListAsync<OwnerResponse>(url, "api", "/Owners", "bearer", token.Token);

if (!response.IsSuccess)

{

await App.Current.MainPage.DisplayAlert(Languages.Error, response.Message, Languages.Accept);

return;

}

var owners = (List<OwnerResponse>)response.Result;

foreach (var owner in owners)

{

MyMap.Pins.Add(new Pin

{

Address = owner.Address,

Label = owner.FullName,

Position = new Position(owner.Latitude, owner.Longitude),

Type = PinType.Place

});

}

}

1. Test it.
2. Add literals for:

public static string NotAddressFound => Resource.NotAddressFound;

public static string NotLocationAvailable => Resource.NotLocationAvailable;

public static string SelectAnAdrress => Resource.SelectAnAdrress;

1. Modify the **RegisterViewModel**:

private readonly IGeolocatorService \_geolocatorService;

private Position \_position;

private string \_address;

…

public RegisterViewModel(

INavigationService navigationService,

IApiService apiService,

IGeolocatorService geolocatorService) : base(navigationService)

{

\_navigationService = navigationService;

\_apiService = apiService;

\_geolocatorService = geolocatorService;

Title = Languages.Register;

IsEnabled = true;

}

…

public string Address

{

get => \_address;

set => SetProperty(ref \_address, value);

}

…

var request = new UserRequest

{

Address = Address,

Document = Document,

Email = Email,

FirstName = FirstName,

LastName = LastName,

Password = Password,

Phone = Phone,

Latitude = \_position.Latitude,

Longitude = \_position.Longitude

};

…

if (string.IsNullOrEmpty(Address))

{

await App.Current.MainPage.DisplayAlert(Languages.Error, Languages.AddressError, Languages.Accept);

return false;

}

var isValidAddress = await ValidateAddressAsync();

if (!isValidAddress)

{

return false;

}

…

private async Task<bool> ValidateAddressAsync()

{

var geoCoder = new Geocoder();

var locations = await geoCoder.GetPositionsForAddressAsync(Address);

var locationList = locations.ToList();

if (locationList.Count == 0)

{

var response = await App.Current.MainPage.DisplayAlert(

Languages.Error,

Languages.NotAddressFound,

Languages.Yes,

Languages.No);

if (response)

{

await \_geolocatorService.GetLocationAsync();

if (\_geolocatorService.Latitude != 0 && \_geolocatorService.Longitude != 0)

{

\_position = new Position(

\_geolocatorService.Latitude,

\_geolocatorService.Longitude);

var list = await geoCoder.GetAddressesForPositionAsync(\_position);

Address = list.FirstOrDefault();

return true;

}

else

{

await App.Current.MainPage.DisplayAlert(

Languages.Error,

Languages.NotLocationAvailable,

Languages.Accept);

return false;

}

}

else

{

return false;

}

}

if (locationList.Count == 1)

{

\_position = locationList.FirstOrDefault();

return true;

}

if (locationList.Count > 1)

{

var addresses = new List<Address>();

var names = new List<string>();

foreach (var location in locationList)

{

var list = await geoCoder.GetAddressesForPositionAsync(location);

names.AddRange(list);

foreach (var item in list)

{

addresses.Add(new Address

{

Name = item,

Latitude = location.Latitude,

Longitude = location.Longitude

});

}

}

var source = await App.Current.MainPage.DisplayActionSheet(

Languages.SelectAnAdrress,

Languages.Cancel,

null,

names.ToArray());

if (source == Languages.Cancel)

{

return false;

}

Address = source;

var address = addresses.FirstOrDefault(a => a.Name == source);

\_position = new Position(address.Latitude, address.Longitude);

}

return true;

}

1. Test it.
2. Modify the **ProfileViewModel**:

private readonly IGeolocatorService \_geolocatorService;

private Position \_position;

…

public ProfileViewModel(

INavigationService navigationService,

IApiService apiService,

IGeolocatorService geolocatorService) : base(navigationService)

{

\_navigationService = navigationService;

\_apiService = apiService;

\_geolocatorService = geolocatorService;

Title = Languages.MyProfile;

IsEnabled = true;

Owner = JsonConvert.DeserializeObject<OwnerResponse>(Settings.Owner);

}

…

var userRequest = new UserRequest

{

Address = Owner.Address,

Document = Owner.Document,

Email = Owner.Email,

FirstName = Owner.FirstName,

LastName = Owner.LastName,

Password = "123456", // It doesn't matter what is sent here. It is only for the model to be valid

Phone = Owner.PhoneNumber,

Latitude = \_position.Latitude,

Longitude = \_position.Longitude

};

…

if (string.IsNullOrEmpty(Owner.Address))

{

await App.Current.MainPage.DisplayAlert(Languages.Error, Languages.AddressError, Languages.Accept);

return false;

}

var isValidAddress = await ValidateAddressAsync();

if (!isValidAddress)

{

return false;

}

…

private async Task<bool> ValidateAddressAsync()

{

var geoCoder = new Geocoder();

var locations = await geoCoder.GetPositionsForAddressAsync(Owner.Address);

var locationList = locations.ToList();

if (locationList.Count == 0)

{

var response = await App.Current.MainPage.DisplayAlert(

Languages.Error,

Languages.NotAddressFound,

Languages.Yes,

Languages.No);

if (response)

{

await \_geolocatorService.GetLocationAsync();

if (\_geolocatorService.Latitude != 0 && \_geolocatorService.Longitude != 0)

{

\_position = new Position(

\_geolocatorService.Latitude,

\_geolocatorService.Longitude);

var list = await geoCoder.GetAddressesForPositionAsync(\_position);

Owner.Address = list.FirstOrDefault();

return true;

}

else

{

await App.Current.MainPage.DisplayAlert(

Languages.Error,

Languages.NotLocationAvailable,

Languages.Accept);

return false;

}

}

else

{

return false;

}

}

if (locationList.Count == 1)

{

\_position = locationList.FirstOrDefault();

return true;

}

if (locationList.Count > 1)

{

var addresses = new List<Address>();

var names = new List<string>();

foreach (var location in locationList)

{

var list = await geoCoder.GetAddressesForPositionAsync(location);

names.AddRange(list);

foreach (var item in list)

{

addresses.Add(new Address

{

Name = item,

Latitude = location.Latitude,

Longitude = location.Longitude

});

}

}

var source = await App.Current.MainPage.DisplayActionSheet(

Languages.SelectAnAdrress,

Languages.Cancel,

null,

names.ToArray());

if (source == Languages.Cancel)

{

return false;

}

Owner.Address = source;

var address = addresses.FirstOrDefault(a => a.Name == source);

\_position = new Position(address.Latitude, address.Longitude);

}

return true;

}

1. Test it.